ABSTRACT

Whether a centralized, distributed, or decentralized system approach is selected for Internet-based services affects sovereignty and responsibilities of users and providers alike. Therefore, computer science education can contribute to informed decision-making and citizenship education by teaching power structures of and responsibilities in digital infrastructures. In this practical report, we focus on the example of instant messaging. We analyze three different algorithms for instant messaging that vary in their degree of (de-) centralization. Based on the analysis, we propose a teaching activity called Klemmchat using the concept of computer science unplugged to educate students on the discovered key aspects and trade-offs. We report on results obtained by teaching Klemmchat in two classes in grades 11 and 12. The evaluation shows that the activity is suitable for conveying trade-offs and helping students to engage with the topic. The results, however, leave open whether the acquired understanding affects usage decisions.
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- Security and privacy → Social aspects of security and privacy;
- Applied computing → Education;
- Computer systems organization → Distributed architectures.
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1 INTRODUCTION

Decentralization is a rather abstract notion, still, it strongly affects sovereignty and responsibilities of involved parties and promises favorable properties such as independence and freedom (see, e.g., [3]). The notion of decentralization can be transferred from a sociological and political context in form of governments or political systems to the governance of Internet-based services like instant messaging. Thus, understanding decentralization forms the basis for an informed usage decision of Internet-based services as well as for understanding power structures and responsibilities in organizations or institutions in the (digital) world in general. Therefore, we build on the thesis that gaining an understanding of the trade-offs and differences between centralized, distributed, and decentralized systems is important for high school students: This knowledge can enable students to become “responsible creators” [7, translated].

In a centralized instant messaging system, there is one single entity that controls the system, for example Meta (Facebook) in the case of the WhatsApp messaging service. For scalability, a service like WhatsApp is not provided by a single server but by a distributed system: many servers are used to provide the service, but still one entity controls the corresponding messaging system. In a decentralized (messaging) system, such a service is provided by various entities that cooperate but do not have unilateral control over the system as a whole (see, e.g., [5] for a clarification of these notions). While decentralized instant messaging services exist (see, e.g., the Element messenger based on [10]), their popularity compared to centralized/distributed messaging services is still rather low.

We observe that the concept of decentralization meets the criteria of a fundamental idea by Schwill [13]. As the idea of decentralization in power structures can be found recently in technological contexts, and for a long period of time in societal contexts, the idea meets the horizontal criterion and the criteria of time. As elaborated before, the idea of differently decentralized power structures is also present in every-day technology such as instant messengers and email. Therefore, it also meets the criterion of sense. We propose a teaching concept for the idea of decentralization in power structures, thereby showing that this idea meets the vertical criterion as well, as it can be taught on different levels of abstraction. The case of instant messaging and the different corresponding power structures, depending on the degree of decentralization, can therefore be used as a contribution of the field of computer science education to informed decision-making and citizenship education (see, e.g., [7]).

We investigate different messaging approaches by looking at their underlying algorithms: we select one centralized, one distributed, and one decentralized algorithm from [6]. We are interested in identifying the “essence” of these approaches: reliability and power structure. The centralized algorithm represents i) a single point of failure that trades reliability for less computational effort, and ii) a single point of control that can prevent malicious or discriminatory acts by individual users while affording the same...
powers to providers. In contrast, the distributed algorithm does not rely on a single point of failure. Moreover, the decentralized algorithm also does not rely on a single point of control, making it more difficult to take measures against individual discrimination, but preventing structural discrimination by giving users more responsibility and independence.

Consequently, the research question underlying this practical report is as follows: How can the discovered socio-technical characteristics and trade-offs, in particular regarding reliability and power structures, of instant messaging be taught for informed decision-making? To this end, we developed a teaching activity called \texttt{Klemmchat} that makes the previously introduced algorithms and their trade-offs and characteristics tangible. The activity is inspired by Sivilotti and Pike [15] and the criteria for Computer Science Unplugged by Bell and Vahrenhold [1]. In this teaching activity, students enact the different algorithms in simplified form and are encouraged to attack each algorithm or to play a faulty party during each simulation. Afterwards, students are encouraged to discuss their findings to discover trade-offs, responsibilities and power structures, as well as their implications, such as necessary trust. We report on a teaching experiment with 25 students with an observer and a questionnaire using the SOLO Taxonomy [2] to measure the effects on knowledge as well as on informed usage decisions regarding instant messaging. The evaluation shows that the majority of students reaches the multi-structural or relational stage of the SOLO levels.

The paper is structured as follows. We discuss the selected algorithms regarding their trade-offs and possible influence of misbehaving parties and propose a simplified version for each of the algorithms in Sec. 2; corresponding learning objectives are derived in Sec. 3. Using the discussed algorithms, we propose the \texttt{Klemmchat} activity in Sec. 4 to teach the socio-technical trade-offs and influence of misbehaving parties to students. We evaluate \texttt{Klemmchat} regarding the achievement of the learning objectives by using the SOLO Taxonomy in Sec. 5 and conclude in Sec. 6.

2 CORE ASPECTS

We are interested in instant messaging services offering a group chat functionality. Each chat group consists of a group of users, and messages written by different users forming the group chat’s history. Each chat history is a totally ordered list of all messages sent by users. At the core of instant messaging functionality is an algorithm to determine the chat history based on sent messages. The algorithms are derived from [6] and simplified for easier understanding of their reliability and underlying power structure. The distributed algorithm is derived from the \textit{Majority Voting Regular Register}, the decentralized algorithm from the \textit{Authenticated-Data Byzantine Quorum}. “Byzantine” indicates that participants may behave arbitrarily. Instead of providing a single register value, we adjust the algorithms to provide a list of values to represent a chat history. In the teaching experiment, these adjustments intentionally make the algorithms less robust to attacks, for example by a Byzantine system of students (cf. Sec. 4). Additionally, we assume a secure communication channel between servers and users.

In centralized messaging, messages are sent by users directly to a single server hosted by a provider. The server verifies the identity of the sender and appends the message to the chat history.

In distributed messaging, messages are sent by users to a randomly chosen server \( s \) from a group of servers \( S \) that emulate a single server under the control of a single provider (logical centralization [5]). This randomly chosen server \( s \) distributes each message to all other servers. Each server in \( S \) maintains a local chat history to which received messages are appended. If the local copies of the chat history differ, the servers perform a majority vote in which more than \(|S|/2\) servers have to agree on the same history.

In decentralized messaging, each user operates their own server. All messages are sent directly from a user’s local server to servers of other users. Each server appends messages to its local chat history. Again, in case of diverging histories, a majority voting is performed. We analyze all three chat group architectures regarding the consequences of the existence or non-existence of a single point of failure and a single point of control.

\textbf{Reliability:} A single point of failure is characterized by a single piece of technology on which the messaging service depends. If a single point of failure is faulty, then the entire service stops working. This single point of failure is apparent in the centralized algorithm as a single server provides the entire service, making the system as a whole vulnerable to attacks by clients and, thus, impeding the reliability of the service as a whole. If the server crashes or a client tampers the server thus occupying its resources indefinitely, a user cannot rely on the service to work. To avoid a single point of failure, distributed and decentralized messaging distributes the load and chat histories across multiple servers. This distribution increases both fault-tolerance and the computational effort, making it more expensive to run such a messaging service. The computational effort increases as distributed messaging requires coordination of the servers to keep chat histories consistent. Users therefore need to rely on and trust either external providers or their own server.

\textbf{Power Structures:} A power structure defines who is capable of shaping and influencing a given instant messaging service. Power over the service is achieved by hosting and/or accessing a majority of servers participating in a messaging service. A user of such a messaging service needs to trust the controlling entity to act benevolently towards all users. A single point of control exists in the centralized and distributed algorithm in the form of a provider.

Centralized power can be used to the benefit of users, as a single point of control can shield the messaging service and users against malicious actors that try to harm the messaging service itself. Such malicious actors can be excluded by commanding servers to discard or not accept their messages. A single point of control can also protect messaging users from harmful message contents of other users. To this end, a single point of control might check the contents of a message and filter, e.g., non-constitutional or discriminatory messages. The social media service Twitter uses this power to tag potential fake news accordingly for its users [18].

The power of a single point of control can also be abused. A single point of control may censor a service or oppress users and opinions by either excluding non-malicious users or messages with a specific content. In analogy with email, an email provider can discard or reject emails according to arbitrarily defined rules. This would exclude customers of this provider from ever receiving emails from an example.org user, potentially non-transparent to any users.

For users who do not want to trust a provider, it is possible to use decentralized messaging. As every user provides their own
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\textbf{Power Structures:} A power structure defines who is capable of shaping and influencing a given instant messaging service. Power over the service is achieved by hosting and/or accessing a majority of servers participating in a messaging service. A user of such a messaging service needs to trust the controlling entity to act benevolently towards all users. A single point of control exists in the centralized and distributed algorithm in the form of a provider.

Centralized power can be used to the benefit of users, as a single point of control can shield the messaging service and users against malicious actors that try to harm the messaging service itself. Such malicious actors can be excluded by commanding servers to discard or not accept their messages. A single point of control can also protect messaging users from harmful message contents of other users. To this end, a single point of control might check the contents of a message and filter, e.g., non-constitutional or discriminatory messages. The social media service Twitter uses this power to tag potential fake news accordingly for its users [18].

The power of a single point of control can also be abused. A single point of control may censor a service or oppress users and opinions by either excluding non-malicious users or messages with a specific content. In analogy with email, an email provider can discard or reject emails according to arbitrarily defined rules. This would exclude customers of this provider from ever receiving emails from an example.org user, potentially non-transparent to any users.

For users who do not want to trust a provider, it is possible to use decentralized messaging. As every user provides their own
server, a messaging-controlling third party is no longer required. Nevertheless, a single point of control can still exist if a majority of servers is somehow controlled by the same entity. After all, every decision in the messaging service is made through a majority vote, involving all participants. Consequently, if a malicious client should be excluded from all messaging, a majority of participants must coordinate and exclude the same servers. Looking at the example from before in which a specific domain was ignored by an email provider, the exclusion of a domain by one provider only affects customers of this one provider. Thus, a mail sent from an excluded domain can still be received by users independent of this provider. For malicious message contents, the case is quite similar, as each receiving user has to classify malicious message contents on its own. We see that, due to the voting process, the difficulty of preventing malicious message contents and of excluding malicious participants has increased while, at the same time, structural discrimination and censorship becomes more difficult. Thus, decentralized messaging trades freedom and independence from a provider with responsibility to operate and participate with a server to protect oneself against discrimination. Centralized or distributed messaging is prone to attacks from providers, while decentralized messaging is prone to attacks from users inside chat groups.

3 LEARNING OBJECTIVES

The different messaging architectures directly imply trade-offs related to citizenship education: In decentralized messaging, a user has to take responsibility but also has the power to participate equally in a messaging service. In contrast, in distributed and centralized messaging, a user delegates its power and responsibility to a trusted provider to protect them. Independent of personal preferences or the fit of an algorithm for a certain use case, we recognize the importance of understanding the implications, differences, and trade-offs of these architectures for informed decision-making and citizenship education.

We teach these trade-offs and properties to students by looking directly at the different algorithms. In addition, students should gain the ability to apply these trade-offs to usage decisions regarding messengers. Thus, it is important for students to not only gain knowledge in the form of describing architectures and mechanics or simply listing or contrasting trade-offs for given scenarios. This knowledge can be applied to reflect and evaluate the usage of messaging services. Thus, we propose these learning objectives using the operators according to the SOLO Taxonomy:

Students are able to...

LO 1: describe the basic functionality of the different algorithms (centralized, distributed, decentralized) for instant messaging
LO 2: discuss the trade-offs of the different algorithms
LO 3: contrast which algorithm to use in a given scenario based on their characteristics
LO 4: evaluate instant messaging services, based on their underlying algorithm, in different usage scenarios.

4 KLEMMCHAT ACTIVITY

To choose a suitable method for our teaching activity, we studied the existing research in the fields of distributed computing education and citizenship education. The existing research of teaching in the field of distributed computing education, such as [11], mainly focuses on teaching technical intricacies and trade-offs of distributed (i.e., architecturally decentralized) computing. In contrast to the existing research, our research solely focuses on the aspects of decentralization of power structure and reliability (cf. Sec. 2).

Distributed computing can be taught by using a simulation framework on a computer (see, e.g., [4, 14]), metaphors [12], or kinesthetic learning activities to simulate algorithms [11] which are nowadays known as Computer Science Unplugged [1].

To educate students on citizenship, the “Guardian of Democracy” [8] names six “proven practices” of civics learning. Hahn [9] analyses the research concerning two of them, namely simulation of democratic practices and discussion of recent events, showing that especially simulation but also discussion is an effective tool to educate students on citizenship. Stephens et al. [16] show that especially the simulation of democratic processes is of great aid when teaching citizenship.

To simulate democratic processes with kinesthetic learning activities [15], we propose an unplugged learning activity named Klemmchat. We choose the unplugged approach as it does not require any additional knowledge of students to execute the algorithms and allows abstracting from unnecessary technical intricacies, making the reliability measures and power structure directly observable for all students.

4.1 Unplugging Instant Messaging: Klemmchat

In Klemmchat, students simulate and exploit different algorithms in a messaging service with a single chatroom to learn about distributed and decentralized computing. To simulate the algorithms unplugged, we use simple tools to translate them into graspable procedures. We form small groups of about four students each that impersonate a user/server, assign each group a unique color as identifier, and distribute them in the classroom. We use colored Lego duplo bricks as traceable message packets that contain a message written on them using a whiteboard marker. Each group receives a set of bricks of their unique color. This color identifies the group and acts akin to a Public Key Infrastructure (PKI), so a server can verify the identity of each message’s sender. The chat history (Fig. 1) is formed by appending a newly received message brick to the bottom of the existing stack (Fig. 2).

Figure 1: Chat in WhatsApp Figure 2: Chat in Klemmchat

A write operation is signaled by a sender and corresponding message bricks are collected and verified regarding color and message written on them by one of the processing servers. This procedure eliminates a potential message queue and strengthens the view on

1 Additional material can be found at https://www.dsn.kastel.kit.edu/software.php
messaging as a service. It also translates the communication effort of the algorithms into real physical effort.

To simulate the centralized algorithm, all groups play a user, whereas the central server is played by the teacher. To write a message, the corresponding message brick is collected, verified, and appended by the teacher. To read a message, the teacher reads every lego brick from the top to the bottom of the stack in the form of: “color of brick writes message”.

To simulate the distributed algorithm, a group of students is chosen that simulates the group of servers S instead of a chat user. This group is not allowed to write messages. Each of the students in this group represents a single server s, so each student has its own stack of message bricks. For a correct write, a group impersonating a user must provide |S| identical bricks for the group S. Only one student s of the group S collects all message bricks corresponding to a single message. Student s is required to ensure that all collected bricks are the same and distributes these bricks the other students in S. Then, all students in S append the message to their stack. To read the chat history, the server group S performs a majority vote by agreeing on one of the |S| message histories. From now on, concurrency is a major problem of the algorithms as multiple messages can be written at once. Therefore, a server might append one message m₁ before another message m₂, while another appends m₂ before m₁. In some cases, this makes agreeing on a chat history difficult. This issue should be briefly discussed once encountered. Students may directly target this issue by reordering the messages.

To simulate the decentralized algorithm, every group of students plays a server with its own chat history, but is allowed to write messages. To write a message, a sending group must provide an identical signed message brick to all groups including themselves. All other groups task a student of their group to collect a single message brick from the sending group. The groups then verify the identity of the sender and append the brick to their local stack. To read a message, a representative of each group presents their chat history and the representatives perform a majority vote by agreeing on one of the presented message histories. In the decentralized algorithm there exists no trusted third party that preserves the integrity of messages. The same problem exists in our simulation, as the lego bricks are now exchanged directly between users. Thus, the brick content may be manipulated. The decentralized algorithm uses digital signatures to verify the senders identity. To simulate digital signatures, each group receives a tape of a unique color, sticks the tape onto their bricks, and writes the message onto the tape. The tape makes it impossible to erase the message without removing the tape. To verify the identity, the receiver now compares the brick and tape color combination to a global look-up table, which matches tape and brick color to the correct sender.

Each algorithm is played by the students for multiple rounds. To make it easier for students to observe the simulation, each round has an explicit write and read phase. In the write phase, the students have time to write messages; in the read phase, a read operation will be performed. The agreement process in the read operation is displayed in front of all students, so that all students can observe the agreement process and its result. This transparency is necessary to recognize and uncover the influence of the power structure in each algorithm. The first round of each experiment serves as a warm-up in which the algorithms should be simulated according to its specification. After the first round, students are encouraged to attack the algorithm to discover flaws and reliability measures in the algorithm design. If the students struggle coming up with ideas, the teacher may assist.

After the last round of each experiment, a discussion on the discovered problems and an evaluation of trade-offs compared to previous algorithms is started with the students. Hence, the students comment on the improvements and deterioration in regards to the previous algorithm. Additionally, the students are asked for possible improvements to each algorithm. The students are expected to come up with trade-offs connected to the reached reliability and consequences of power structures as discussed in Sec. 2.

5 EVALUATION

To evaluate the proposed teaching activity, we conducted a teaching experiment with an observer and a questionnaire after the activity. The evaluation was performed independently in two different classes of grade 11 and 12 with 13 and 12 students respectively at a high school in Baden-Württemberg during regular Computer Science lessons. The students of grade 11 have chosen the main subject of IMP (Combination of Informatics, Maths and Physics) since grade 9, the students of grade 12 have chosen Computer Science as elective minor subject for grade 12 and 13 but no prior Computer Science education. As the teaching activity was planned for 90 to 115 minutes, the activity was split between the centralized and distributed algorithm. The two parts were taught in a 45 min lesson and a 90 min lesson a week apart. In grade 11, the teaching experiment was conducted in the morning, in grade 12 in the late afternoon. The questionnaire was conducted at the end of the second part and was time-boxed by the end of the lesson.

5.1 Methodology

5.1.1 Observation. During the teaching experiment, an observer was tasked with recording the activity neutrally by writing down all student and teacher inputs as well as all performed attacks. We analyzed the discovered trade-offs, performed attacks, as well as the teacher’s assistance, and suggested improvements for the algorithm.

5.1.2 Questionnaire. A questionnaire was used to investigate the knowledge gain of students regarding the learning objectives. For this purpose, we selected six questions of varying difficulty (see Tab. 1). Each question is mapped to a specific level of the SOLO taxonomy. We use the five levels of the SOLO taxonomy as adapted by Thies and Vahrenhold [17]. To measure the results numerically, we assigned each SOLO level a number ranging from 0 (prestructural) to 4 (extended abstract). For each question, we assigned the
corresponding learning objectives (LO) and defined properties that a correct answer fulfills (if a correct answer is not obvious) and classified a student into the level of understanding according to the most difficult question that is correctly answered. If there are multiple questions for a level, the stage is reached if all questions of the level and the levels below were answered correctly. This means that a student reached a relational level of understanding if all but the tasks of extended abstract are answered correctly.

### 5.2 Results

#### 5.2.1 Observation. The students in our experiment discovered multiple aspects of each algorithm: The explicit remarks made by the students are given in Tab. 2 (we summarized semantically equivalent contributions). The mentioned aspects correspond mostly with the reached reliability and consequences of power structures of instant messaging. Students in grade 11 quickly came up with different attacks and were less inhibited. The students in grade 12 took more time carefully planning attacks and did not perform certain attacks directly harming others as “that would not be nice”. The contributed observation of the property “errors can be detected” by the students is – in our interpretation – a result of the transparency of the simulation. The properties which are only observable due to simulation need to be targeted explicitly to avoid misconceptions. As our observation shows, these simulation-only properties were discussed in each class if necessary. The absence of confidentiality and encryption in the whole simulation was never mentioned by students. Thus, confidentiality was not discussed in either class.

Both classes came up with various ideas on how to improve each algorithm, e.g., using cryptography or performing agreement processes during write operations instead of reads. In subsequent rounds of the distributed and decentralized algorithm, as concurrency was an increasing problem, with students even intuitively implementing new measures to synchronize message histories.

#### 5.2.2 Questionnaire. The results of our SOLO level classification of the students are depicted in Tab. 3. The mean of $\mu = 2.04$ shows that on average the students have reached a multistructural level of understanding of the trade-offs of different messaging architectures. More than a third of the students reaches a level of understanding above multistructural. Additionally, we observe that the students of grade 11 who already had two years of Computer Science lessons performed better overall.

If we take a closer look at all answers of the extended abstract stage, we can observe a quite fascinating combination: Some students fail to mention the importance of privacy and cryptography when it comes to the exchange of grades via a messaging services at all. Some students seem to assume the existence of tools to ensure confidentiality of message contents in the decentralized algorithm. In contrast to that, at the same time nearly all students identified missing confidentiality of message contents and a lack of encryption as the most important problem of their used messaging services, which they all correctly identified as distributed. However, the majority of messaging services they use encrypt their messages.

The large number of students still on a prestructural level of understanding is unexpected. Upon closer inspection, we see that

---

**Table 1:** Questions to evaluate the activity and knowledge of students ordered by difficulty. Each question is mapped to a SOLO level and corresponding learning objectives. If not obvious, the requirements for a correct answer are stated.

<table>
<thead>
<tr>
<th>Level</th>
<th>LO</th>
<th>Question</th>
<th>Requirements</th>
</tr>
</thead>
<tbody>
<tr>
<td>Uni-structural</td>
<td>1</td>
<td>Who owns the chat history in the respective alg.?</td>
<td></td>
</tr>
<tr>
<td>Multi-structural</td>
<td>2</td>
<td>Name two advantages and disadvantages of each alg.</td>
<td>$\geq 6$ correct mentions</td>
</tr>
<tr>
<td>Relational</td>
<td>3/4</td>
<td>Scenarios: Which messenger would you recommend and why?</td>
<td>coherently reasoned answer</td>
</tr>
<tr>
<td></td>
<td>3/4</td>
<td>- two grandmas, private conversation</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>- university, good IT infrastructure</td>
<td></td>
</tr>
<tr>
<td>Extended</td>
<td>3/4</td>
<td>- Scenario: Teachers exchange grades. Decentral. alg. suitable?</td>
<td>privacy mentioned coherently reasoned answer</td>
</tr>
<tr>
<td>Abstract</td>
<td>4</td>
<td>- Identify problems/risks regarding your messenger usage. How do you deal with these in the future?</td>
<td></td>
</tr>
</tbody>
</table>

**Table 2:** Overview of trade-offs/improvements/deterioration. The aspects mentioned by the students during the discussion correspond with reliability and power structure.

<table>
<thead>
<tr>
<th>Property</th>
<th>Grade 11</th>
<th>Grade 12</th>
</tr>
</thead>
<tbody>
<tr>
<td>Centralized Algorithm: Trade-offs</td>
<td></td>
<td></td>
</tr>
<tr>
<td>easily overloaded</td>
<td>x</td>
<td>x</td>
</tr>
<tr>
<td>message &amp; sender integrity not secured</td>
<td>x</td>
<td>x</td>
</tr>
<tr>
<td>arbitrary messages can be added</td>
<td>x</td>
<td>x</td>
</tr>
<tr>
<td>censorship</td>
<td>x</td>
<td>x</td>
</tr>
<tr>
<td>understandable</td>
<td>x</td>
<td>x</td>
</tr>
<tr>
<td>easy message ordering</td>
<td>x</td>
<td>x</td>
</tr>
<tr>
<td>identity checking faults</td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>cannot read while writing</td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>errors can be detected</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Distributed Algorithm: Improvements/Deteriorations</td>
<td></td>
<td></td>
</tr>
<tr>
<td>difficult to overload</td>
<td>x</td>
<td>x</td>
</tr>
<tr>
<td>exclusion possible</td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>message ordering &amp; agreement difficult</td>
<td>x</td>
<td>x</td>
</tr>
<tr>
<td>errors can be detected</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Decentralized Algorithm: Improvements/Deteriorations</td>
<td></td>
<td></td>
</tr>
<tr>
<td>no censorship</td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>more complex</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>minorities can be overruled</td>
<td>x</td>
<td>x</td>
</tr>
<tr>
<td>mal. party can make agreement impossible</td>
<td>x</td>
<td>x</td>
</tr>
</tbody>
</table>

**Table 3:** Number of students who reached a specific SOLO level. The overall mean level is $\mu = 2.04$. The students from grade 11 with two years in the subject “Informatics, Mathematics, Physics” perform better ($\mu = 2.77$) than the students in grade 12 without the subject ($\mu = 1.25$).

<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Grade 11</td>
<td>0</td>
<td>0</td>
<td>6</td>
<td>4</td>
<td>3</td>
</tr>
<tr>
<td>Grade 12 (no IMP)</td>
<td>5</td>
<td>2</td>
<td>2</td>
<td>3</td>
<td>0</td>
</tr>
</tbody>
</table>
three of these students answered with “multiple providers” when asked about the ownership of the chat history in the distributed algorithm. This answer is quite ambiguous, as we do not know whether the students meant multiple independent providers or multiple servers of the same provider. Additionally, one student failed to give answers to the ownership questions at all. However, we assume that these students have actually achieved a higher level of understanding, as they answered the following questions correctly. If we classify those four students according to the remaining answers, we receive a mean of $\mu = 2.48$.

5.3 Discussion and Limitations

Based on the reached SOLO levels of the defined learning objectives and taking the notes of the observer into account, we conclude that the proposed teaching activity works reasonably well. The differences in the performance of the two classes indicate that prior Computer Science education or knowledge might influence the effectiveness of our concept. However, we do not have the necessary data to substantiate this indication.

As our observations vary for each class, we assume that the creativity to come up with different attacking ideas greatly influences the discovered properties. Due to two years of prior Computer Science education, the students of grade 11 have more experience and potentially a higher intrinsic motivation. Thus, they discovered more aspects with less assistance in the same time compared to the students of grade 12.

The deliberate choice of not introducing encryption might have led to confusion regarding the level of confidentiality or privacy one can assume. As cryptography is currently absent from the whole activity, the students assumed that some messaging services do not need or do not use encryption, even though the services encrypt their messages. The ‘induced’ misconception might interfere with the collection of results corresponding to informed decision-making. Thus, one should be cautious to interpret the results of our study regarding the ability of informed decision-making. However, this aspect of integrating encryption and/or privacy needs to be investigated further in future work. We definitely suggest to integrate aspects of encryption into the proposed activity to enable students to also link encryption with power structures.

We were not able to investigate ability improvements of students, as we did not make a test targeting the learning objectives before the activity. We used a questionnaire with multiple free text answers to investigate the ability to make informed decisions. These questions were, due to the limited time frame, only answered briefly by the students. Most students gave only a single reason for their decisions.

6 CONCLUSION

We investigated reliability and power structures of different instant messaging algorithms: Essentially, while architectural decentralization gains increased reliability by investing in computation and communication, the decentralization of power gains a higher degree of sovereignty and protection against structural discrimination, however by giving up some convenience and protection against malicious individual users. As shown in the evaluation of the proposed teaching activity Klemmchat, sovereignty, responsibility, and power structure in Internet-based services can be taught at the example of instant messaging using concepts of computer science unplugged and without deep-diving into technical specifications. As future work, a study based on individual interviews with more time for a pre and post test could evaluate the actual influence on informed decision-making. In addition, aspects of confidentiality and privacy need to be integrated into the Klemmchat teaching activity.
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