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Secure two-party computation (2PC) allows two mutually distrusting parties
to compute a joint function over their inputs, guaranteeing properties such as
input privacy or correctness.

For many tasks, such as joint computation of statistics, it is important that
when one party receives the result of the computation, the other party also
receives the result. Unfortunately, this property, which is called fairness, is
unattainable in the two-party setting for arbitrary functions Cleve (1986). In
some settings, e.g. when computing only certain functions, complete fairness is
achievable Gordon et al. (2008); Choudhuri et al. (2017); Cohen et al. (2022).
Weaker variants have been proposed such as partial fairness Gordon & Katz
(2010); Bailey et al. (2022), gradual release fairness Blum (1983), and fairness
with penalties Bentov & Kumaresan (2014). All these notions are free from
any measure of time and in case of a premature abort of the adversary, do not
necessarily guarantee output delivery to the honest party.

Another fairness notion, that includes the concept of time to 2PC, proposed
by Pass et al. (2017) is called ∆-fairness. Informally, it guarantees that, even
if the adversary aborts prematurely and receives the output in round r, the
honest party receives the output by round ∆(r). This notion is achieved by using
so-called secure enclaves through the Generalized Universal Composition (GUC)
framework Gatt. In comparison to cryptographic tools like garbeled circuits,
which are commonly used in 2PC, with secure enclaves, most of the complexity
vanishes.

In many settings, ∆-fairness is not sufficient, because a corrupt party is
guaranteed to receive its output before the honest party, giving the corrupt party
an advantage in further interaction. Worse, as ∆ is known to the corrupt party,
it can abort the protocol when it is most advantageous.

We extend the concept of ∆-fairness by introducing a new fairness notion,
which we call hidden ∆-fairness, which addresses these problems. First, under
our new notion, a corrupt party may not benefit from aborting, because it
only learns the result first with a probability of 1/2. Moreover, ∆ and other
parameters are sampled according to a given distribution and remain unknown
to the participants in the computation.

We propose a 2 PC protocol that achieves hidden ∆-fairness, also using
secure enclaves via Gatt, and prove its security in the GUC framework.
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