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ABSTRACT
In recent years, low-code development has been established as an

innovative method for software development. It enables the de-

velopment of a wide range of applications using graphical tools,

with little or no knowledge of text-based programming languages.

Closely related is model-driven development, where models play a

primary role in specifying software systems and generating code

partially automatically. While model-driven development supports

development processes where developers from different domains

work on different models that are kept consistent, in practice, classi-

cal model-driven tools are often difficult to use for domain experts

with a less technical background. To bridge this gap, we propose

a concept for integrating low-code platforms through projective

views into model-driven development environments. We provide

an initial evaluation of the feasibility of our concept using a devel-

opment platform for smart home systems as a case study.
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1 INTRODUCTION
Low-code development platforms (LCDPs) are primarily used to

develop software [22, 25]. They enable the creation of a wide variety

of applications using graphical tools and with little or no knowledge

of a text-based programming language. Especially domain experts,
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who may have no knowledge of software development techniques,

can use LCDPs to create complex applications. But LCDPs tend to

be limited to the provided functionality and rigid in terms of the

offered extensibility [24, 9]. They often offer standalone solutions

without the possibility of using them in combination with other

tools.

In contrast, model-driven techniques offer flexibility and options

for extensions through, e.g., view-based development. In view-based

development, developers use different views to work on the artifacts

of a software system. These views consist of semantically related

information and need to be kept consistent. For our approach, we

focus on projective views on a central model, also called a single

underlying model (SUM), which are generated on demand [2]. As

a unifying meta-model for a SUM supporting various different

views is difficult to construct, we rely on pragmatic SUMs, which

are constructed by combining multiple meta-models with explicit

consistency preservation rules [2].

Model-driven development, however, also faces various chal-

lenges, particularly regarding the usability, management of models,

and maintainability of tools [4]. Low-code development places great

emphasis on exactly these aspects: providing simple tools that are

quick and easy to use. Comparing model-driven and low-code de-

velopment, Bucaioni et al. [4] point out that even if the motivation,

objectives, and technical solutions overlap, there are still differences

in terms of usability: “Even if MDE targeted the reduction of com-

plexity and proposed raising the level of abstraction for enabling

domain experts to deal with software design, empirical research tes-

tifies that IT literacy is required and that there exist several issues

related to tool usability, flexibility, and maintenance.” [4]

The concept presented in this paper offers an approach to solv-

ing these challenges by bridging the gap between low-code and

model-driven development. To this end, we have developed a pro-

cess to integrate low-code development as a view into a view-based

system. The view-based system is then able to keep the low-code

view consistent with the other views of the system. Through that,

developers can work on different levels of abstraction on the same

system and choose the views most suited for their tasks. At the

same time, as its defining properties are preserved, we retain the

advantages that low-code offers. This enables a software develop-

ment process where domain experts can contribute directly to the

creation of a system using LCDPs that are easy to use and learn. As

there is no restriction to the predefined functionality of an LCDP,

the development platform can be extended through other views,

which includes integrating additional low-code platforms.
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In Section 2, we first introduce view-based and low-code devel-

opment and provide the definition of low-code used in our paper,

as there is none established yet. We also examine the differences

and similarities between model-driven and low-code development.

We then present our process for integrating low-code views into

view-based systems in Section 3, which includes different integra-

tion strategies. Section 4 demonstrates our process by applying

it to a simple, artificial low-code development platform for the

development of smart home systems. We conclude our paper by

highlighting related work in Section 5 and providing a summary

and an outlook on the next research steps in Section 6.

2 FOUNDATIONS
2.1 View-based Software Development
During the lifetime of a software system, different developers work

on its artifacts and thus have different views of the system, with

their interests lying in different aspects [10]. In model-driven devel-

opment, the idea of view-based development is to provide develop-

ers with views that contain relevant, semantically related informa-

tion. Similar to meta-modeling, where models follow the definition

of a meta-model, views follow the definition of a view type [10]. In
this paper, we focus on projective view-based approaches, in which

views are generated from an underlying model on demand [2].

The views themselves are transient, which requires the underlying

model, also called the single underlying mode (SUM), to contain all

the information about the system. For editable views, changes to a

view are therefore always committed back to the SUM.

In view-based development, a distinction is made between essen-

tial SUMs and pragmatic SUMs, also called virtual single underlying
models (V-SUMs) [17]. In contrast to essential SUMs, where the

SUM consists of a single, redundancy-free meta-model, pragmatic

SUMs are assembled from multiple meta-models. Two examples of

pragmatic SUMs, created as parts of our case study, are shown in

Figure 3.

2.2 Consistency Preservation
Due to the fact that in view-based development, multiple views

are used to develop a system, consistency between the views is

important for the realization of the system [8]. Using projective

view-based approaches, the challenge of maintaining consistency

is not between the different views, but shifted to the SUM, from

which the different views are projected [14]. With essential SUMs,

as introduced in Section 2.1, consistency is maintained implicitly,

as the SUM consists of a single, redundancy-free meta-model. With

pragmatic SUMs or V-SUMs, however, explicit consistency specifi-

cations between the included meta-models are required.

One framework implementing a V-SUM is Vitruvius [15]. It

enables the use of different models to describe a system, which are

automatically kept consistent by (semi-)automatic consistency rules

executed by the framework. Vitruvius supports different languages

for the specification of consistency preservation rules. One of them

is the Reactions language, an imperative, delta-based language for

the specification of unidirectional consistency preservation rules.

An example of a reaction between a UML model and a Java model

is shown in Listing 1. The reaction itself contains a trigger (after
element [...] created and inserted as root) on the UML

1 reaction CreatedUmlClass {

2 after element uml:: Class

3 created and inserted as root

4 call {

5 val umlClass = newValue

6 createJavaClass(umlClass)

7 }

8 }

9

10 routine createJavaClass(uml:Class umlClass) {

11 match { /* retrieve_elements */ }

12 create { /* create_elements */ }

13 update { /* update_models */ }

14 }

Listing 1: Example of a reaction that creates a new class in a
Java model whenever a class is created in a UML model.

model and a call block, in which routines are called that keep

the Java model consistent. Routines consist of three blocks: match,
create, and update. While the match block is used to retrieve

elements from the source and target models, the create block is

used to create new elements in the target model only. In the update
block, arbitrary code can be executed to, e.g., set attributes, insert

newly created model elements, or move existing ones.

In addition to automatic consistency preservation, there are also

approaches that check and, if possible, try to repair inconsistencies

between models. There are, however, consistency relations between

models that cannot be preserved or repaired automatically, e.g.,

when additional information from a developer is required [14]. In

practice, there are also cases where tolerating inconsistencies is

reasonable [7], e.g., when they can only be resolved at a later stage

of development.

2.3 Low-Code Development
In recent years, low-code development has become increasingly

popular as a new way of developing software. Instead of using

traditional programming languages, applications are usually cre-

ated by dragging and dropping prebuilt modules [12]. With the

help of graphical visualization, so-called citizen developers, who

have little or no programming knowledge, can create complex pro-

grams [9]. Low-code development platforms, which permit the use

of source code in certain areas, are differentiated from no-code

platforms, which enable software development without requiring

any programming knowledge. An essential feature of low-code

development is therefore the elimination of text-based program-

ming through visual languages [9]. This hides low-level concerns

from developers, as low-code development platforms (LCDPs) allow

them to focus on higher levels of abstraction.

The market research company Forrester Research coined the

term low-code in 2014, defining low-code platforms as “Products

and/or cloud services for application development that employ vi-

sual, declarative techniques instead of programming” [23]. Forrester

Research predicted a promising future for these platforms [23].

Although the term low-code was already coined in 2014, the

first peer-reviewed publications on low-code development have not

been published until 2018. Since then, there has been a significant

increase in related publications [4]. As low-code development is

still quite young, there are aspects that are relatively unexplored,
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and an established definition in the community is also lacking. As

mentioned above, there is a definition from Forrester Research,

which has also significantly characterized the term low-code [23]

but is missing some key aspects. Bucchiarone et al. [5] also describe

these difficulties, as LCDPs were inspired by various modeling

paradigms and were mostly adapted to the various domains. They

define the primary objective of low-code development platforms

as transferring programming tasks from software developers to

domain experts. Bucaioni et al. [4] provide the following definition

after an extensive literature review: They see LCDPs as “a set of

methods and/or tools in the context of a broader methodology,

being in this case MDE” [4].

Many also define low-code by looking at the fundamental prop-

erties. Among these, certain properties are repeatedly mentioned,

from which a definition can be derived. For Di Ruscio et al. [9],

these platforms are characterized by their reduction of technical

complexity associated with the installation and operation of both

development environments and the applications created. This is

relevant because low-code is primarily aimed at citizen developers.

Usually, the reduction in complexity is achieved by providing cloud-

based development environments [9]. Furthermore, according to

Di Ruscio et al. [9], every development with an LCDP consists of

typical, tool-based steps: modeling of the domain, definition of a

user interface, specification of the business logic, integration with

external services, application generation and deployment, andmain-

tenance [9]. Hinrichsen et al. [12] confirm this characterization: in

their view, special features of low-code development environments

are a simple setup and the ability to reduce complexity in opera-

tional processes. However, they also point out that, although these

platforms offer many advantages, their complex inner workings

usually remain hidden. The literature review by Pinho et al. [21]

identifies eight characteristics of low-code development platforms.

These include non-programmers as users, the use of visual tools

and drag-and-drop functions, increased abstraction, a low level

of code-based programming, model-based software development,

rapid application development, software lifecycle management, and

the use of cloud resources.

As there is no established definition of the term low-code, we
deem it necessary to clarify with which meaning we use the term.

Based on the frequently mentioned characteristics of low-code, we

therefore make the following definition for our paper:

Definition 1. Low-code development platforms enable domain
experts to develop systems with little or no programming effort us-
ing visual languages and higher levels of abstraction by reducing
technological, representation-induced, and domain-wise complexity.

2.4 Low-Code and Model-Driven Development
Current research has not conclusively clarified the relationship

between model-driven and low-code development. While Bucaioni

et al. [4] and Cabot [6] regard them as synonymous, Di Ruscio

et al. [9] and Hinrichsen et al. [12] highlight clear differences. For

example, according to Di Ruscio et al. [9], not all model-driven

techniques aim to reduce the amount of source code required, and

not all low-code approaches are clearly model-driven [9]. In addi-

tion, some model-driven approaches do not include deployment

and lifecycle management, whereas these aspects are nearly always

integrated into low-code development platforms (LCDPs). Further-

more, the user profiles differ, with low-code development platforms

often involving citizen developers who have less of a software en-

gineering background, while users of model-driven development

(MDD) techniques have a stronger technical focus. There are also

low-code approaches that do not use models with explicitly de-

fined languages or meta-models, but instead store data in relational

databases or in schema-less XML/JSON documents [9].

According to Hinrichsen et al. [12], model-driven software de-

velopment, generative programming, and low-code programming

sharemany similarities. This viewpoint is supported by Forrester [23],

Cabot [6], and Bucchiarone et al. [5]. However, differences between

these approaches become apparent when considering the types of

modeling languages used and the underlying software architec-

ture [12]. The emphasis of LCDPs is on platform usability rather

than the precise specification of the elements used [12]. Uyanık and

Sayar [30] point out the importance of model-based approaches in

automated code generation.

A different perspective is presented by Bucaioni et al. [4], who

state that “it is widely accepted in the MDE [model-driven engineer-

ing] community to consider LCD [low-code development] as some

sort of synonym for MDE, or to consider MDE techniques as foun-

dations for LCD solutions” [4]. They see similarities primarily in

the motivation, objectives, and technical solutions, while Di Ruscio

et al. [9] highlight differences in precisely these areas. According

to Bucaioni et al. [4], in some literature, low-code development is

even viewed as a further development or maturity stage of MDE,

particularly regarding usability and flexibility [4].

For Cabot [6], low-code development is a limited view of MDE

in which only data-intensive web or mobile applications are con-

sidered. Furthermore, low-code can be viewed as a solution with

a fixed language, as the underlying language is usually not visible

in LCDPs. Nevertheless, LCDPs are more popular because they

offer clear application scenarios and are less complex, whereas the

modeling tools in MDE tend to be rather unwieldy and complex [6].

With regard to our Definition 1, low-code and model-driven de-

velopment have similarities when it comes to reducing handwritten

code and a higher level of abstraction regarding content. However,

there are also distinct differences, as a current challenge in model-

driven development is the lack of effective, easy-to-use tools [7],

while low-code focuses mainly on this. Furthermore, model-driven

development is not limited to visual languages but uses them in

combination with textual ones [12].

3 CONCEPT
Our concept for integrating low-code development platforms into

a view-based system includes retrieving the low-code meta-model,

determining the related meta-models, as well as different strate-

gies for integrating the low-code meta-model. Depending on the

low-code development platform and the data available, different

techniques can be used for retrieving or creating a meta-model,

which we describe in Section 3.1. Although, in the end, consis-

tency with a source code view is required, the meta-models directly

related by consistency specifications or view definition can be dif-

ferent, as described in Section 3.2. In Section 3.3, we then discuss
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two different strategies for integrating a low-code view in the V-

SUM with respect to the available meta-models. The entire process

of instantiating our concept is shown in Figure 1.

3.1 Meta-model
For the integration of low-code views in a model-driven environ-

ment, it is essential to have a meta-model of the information repre-

sented in the low-code development platform (LCDP). As explained

in Section 2.4, low-code and model-driven development are not

mutually exclusive, i.e., there are LCDPs that employ model-driven

techniques. We can therefore distinguish four cases:

(1) The LCDP is implemented using model-driven techniques,

and the meta-model of the represented information is avail-

able.

(2) The LCDP is not implemented using model-driven tech-

niques, but a schema of the represented information is avail-

able, e.g., an XML schema.

(3) The LCDP does not provide a meta-model or a schema, but

created models can be exported and imported, e.g., in an

XML format.

(4) The LCDP does not allow exporting or importing any data.

In the first case, the meta-model can directly be used to integrate

the LCDP into a consistency-preserving development process. The

second and third cases account for LCDPs that do not use model-

driven techniques or do not make their meta-model available. If, in

the second case, however, the LCDP provides another description

of the format of the represented data, e.g., in the form of an XML

schema, this description can be used to derive a meta-model. As an

example, Neubauer et al. [19] show how to generate meta-models

and Xtext grammars from XML schema definitions (XSDs), which

could be used in this case. The third case describes a scenario where

the LCDP permits the export and import of data but without a

description of its structure, e.g., as XML files without a schema defi-

nition. In this case, techniques for deriving XSDs from XML data [3]

can be combined with the work of Neubauer et al. [19] for deriving

meta-models from XSDs. In the fourth case, the LCDP cannot be

integrated at all, as data transfer from and to the LCDP is not pos-

sible. This can be the case if the LCDP provides only an executable

or, more often, includes deployment and hosting of the created

application. Except for the fourth case, where a direct integration is

not possible, this shows that a meta-model for the information rep-

resented in the LCDP can be retrieved or derived for the integration

in a model-driven, consistency-preserving development process.

3.2 Relations to Other Meta-Models
Integrating low-code views into a view-based consistency-preserving

development process has the benefit of different views, including a

low-code view that is customized for domain experts, being avail-

able for different development tasks, e.g., requirements engineering,

database schema development, or test specification, which are all

kept consistent. For integrating low-code views, consistency speci-

fications to all related meta-models need to be established. A special

role is, however, played by the source code view, which is not only

the primary artifact of traditional software development, but also

required for creating an executable, deliverable product. As with

code generation on low-code development platforms, it is therefore

LC MM

available

schema

available

data

available

generate

LC MM

generate

schema

connect to

source code

MM

choose

intermediate MMs

choose other

related MMs

include

LC MM in

V-SUM

define

consistency relations

create view

generator

create identity

view generator

Meta-model

Relations to Other Meta-models

Integration Strategies

[no] [no]

[no]

[yes] [yes][yes]

[no]

[yes]

[no]

[yes]

Figure 1: Process of integrating a low-code view from a low-
code development platform into a view-based consistency
preserving development process.
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Test : Class

foo : Property

Type = Int

bar : Operation

x : Parameter

Type = Int

y : Parameter

Type = Int

: Parameter

Type = Int

Direction = Return

Test : Class

foo : Field

Int

bar : Class Method

Int

x : Ordinary Parameter

Int

y : Ordinary Parameter

Int

: Block

: Return

0 : Literal

Figure 2: Comparison of a UML model (left) and a Java model (right) for the same class Test with an attribute foo and a method
bar. The shown classes Int referenced from the objects in the Java model are placeholders for the same class Int.

necessary to keep the low-code view consistent with the source

code view. But this does not require a direct relationship, e.g., con-

sistency preservation rules, between their meta-models, as other

models could be used as intermediate models to achieve consis-

tency with the source code view. Depending on the concrete use

case, keeping consistency with a simpler intermediate model can

reduce the complexity of the required consistency specifications.

An example of this can be seen in the comparison of a UML model

and a Java model, for a small example, in Figure 2.

Preserving consistency between a low-code view and a source

code view, either directly or via an intermediate model, is a trade-off

decision. A pragmatic argument is the availability of meta-models.

If there are applicable meta-models already included in the V-SUM

for other reasons, keeping the low-code view consistent with these

can reduce the effort of consistency preservation. If no applicable

meta-models are available, adding a new intermediate meta-model

to the V-SUM would require adding consistency specifications both

between the low-code view type and the intermediate meta-model

and between the intermediate meta-model and the source code view

type. The decision to use an intermediate meta-model also depends

on the type of low-code view. For structural low-code views, e.g.,

commonly used meta-models abstracting from the source code, like

UML, can be used, while meta-models representing the behavior of

source code are less common. In these cases, it can be necessary to

define consistency specifications between the low-code view type

and the source code meta-model directly.

3.3 Integration Strategies
With the meta-model of the low-code view available and the related

meta-models in the V-SUM decided, the final step to integrating a

low-code view into a V-SUM, is to decide where the information

shown in the view is projected from. By that, together with the se-

lection of related meta-models in Section 3.2, we follow the process

scenario view type driven (existing view type) from the Vitruvius

approach [15]. There are two strategies: either the meta-model of

the low-code view is included in the V-SUM as one of its internal

meta-models and the view is projected directly from that, or the

information can be derived from the chosen related meta-models in

the V-SUM. Examples of V-SUMs created with the two integration

strategies are shown in Figure 3. In both cases the meta-model of the

low-code view is used as a view type for the V-SUM, the difference

lies in the generation of the view and the consistency preservation

in the V-SUM. Both approaches come with benefits and drawbacks,

depending on the concrete scenario, which are discussed in the

following.

If the meta-model of the low-code view is included in the V-SUM,

as shown in Figure 3a, the view generation is the identity function,

as the low-code model can directly be used as the low-code view.

The complexity, however, lies in defining the consistency preser-

vation rules to the related meta-models. The actual complexity is

highly dependent on the connected meta-models, as discussed in

Section 3.2, and also depends on the languages available for consis-

tency preservation. For the Vitruvius framework [15] used in our

case study, e.g., consistency preservation rules are specified in a

low-level delta-based language, which requires considerable effort

for defining the necessary rules. Having the low-code meta-model
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LC

Java

UML

LC

Java

UML

(a) Example of a V-SUM where the low-code meta-model (LC) is
integrated in the V-SUM. The dashed arrows represent the possible
consistency relations described in Section 3.2.

Java

UML

LC

Java

UML

(b) Example of a V-SUM where low-code views are projected from
other meta-models. The dashed arrows represent the possible view
type dependencies described in Section 3.2.

Figure 3: Examples of a V-SUM with three view types: A placeholder for a low-code (LC) view type, a Java and an UML view
type. The two versions show the two different integration strategies described in Section 3.3. In the figures, rectangles ( )
represent meta-models, circles ( ) represent view types, unidirectional arrows ( , ) represent view type dependencies
and bidirectional arrows ( , ) represent consistency relations.

available in the V-SUM could, however, be beneficial for connecting

additional meta-models, as the consistency specifications to them

can be developed independently, or for replacing the connected

meta-models. The approach is the only possible solution if the

meta-model of the low-code view describes information that is not

available in the other meta-models of the V-SUM. It is also the pre-

ferred solution if the generation of the view would require complex

reconstruction of information, such as the reverse engineering of

software components from source code.

Generating low-code views directly from the models of the re-

lated meta-models, on the other hand, requires no additional effort

for consistency preservation, as no meta-model is added to the

V-SUM itself. However, with this integration strategy, the view gen-

eration transformation becomes more complex, as the information

shown in the view must be derived from the information available

in the V-SUM, which can be spread over several models. An exam-

ple of a V-SUM created with this integration strategy is shown in

Figure 3b. The complexity of the view generation transformation is

dependent on the included meta-models and the language available

for specifying the transformation. In general, however, we expect

the transformation to be less complex if the included meta-models

have a similar structure as the low-code view type. This could be

the case, e.g., when introducing a graphical representation for al-

ready available information or when combining information from

multiple meta-models. This integration strategy is beneficial if mul-

tiple different low-code view types are to be integrated, as it avoids

issues present in larger networks of consistency specifications, as

discussed in [16]. For both approaches, larger differences in the

structure of the low-code meta-model and the related meta-models

in the V-SUM require more complex view generation transforma-

tions or consistency specifications, respectively. When generating

low-code views from related models in the V-SUM, however, these

complex transformations need to be executed every time a view is

checked out by a developer, which could be a performance issue.

4 CASE STUDY
This section outlines the case study employed to evaluate parts of

the concept. For that, the integration of a low-code development

platform into a view-based system will be used as an example, fol-

lowing the process shown in Figure 1. The low-code trend has also

arrived in the IoT domain, and there are already several low-code

development platforms [13], although most of them are not open

source. For the sake of simplicity, we have decided to develop our

own very slimmed-down version of an IoT low-code development

platform, including a meta-model in the Ecore
1
format, such that

we could use it directly as described in Section 3.1. We implemented

our case study in the view-based, consistency-preserving frame-

work Vitruvius [15], providing an implementation of a V-SUM, as

explained in Section 2.1 and Section 2.2. In our scenario, we aim

to ensure consistency between the low-code view and the source-

code view, although our concept can be applied to keep consistency

with other models as well. Therefore, both a Java meta-model [1,

11] and the UML [29] meta-model are within the V-SUM. As our

low-code view is a structural abstraction, we can keep the low-code

meta-model consistent with the UML meta-model, which simplifies

the required consistency specifications, as discussed in Section 3.2.

Consistency preservation rules between UML and Java already ex-

ist [28], which we use to achieve consistency between our smart

home low-code view and the source code view. To keep the models

consistent, we chose the first integration strategy described in Sec-

tion 3.3 and shown in Figure 3a. Following the integration strategy,

we integrated the low-code meta-model as an internal meta-model

into the V-SUM and developed consistency preservation rules to

the chosen UML meta-model. The source code for our case study

can be found as a contribution to the Vitruvius projects
2,3

.

In Section 4.1, we describe the low-code development platform

and the implemented example. The implementation of our concept

1
https://eclipse.dev/modeling/emf/, last visited on 2024-07-02

2
https://github.com/kit-sdq/DemoMetamodels/pull/29

3
https://github.com/vitruv-tools/Vitruv-CaseStudies/pull/295

https://eclipse.dev/modeling/emf/
https://github.com/kit-sdq/DemoMetamodels/pull/29
https://github.com/vitruv-tools/Vitruv-CaseStudies/pull/295
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Lamp

ZigBee

Lighting

Server

Smart Home

Server

REST

Figure 4: Part of the model of our example smart home sys-
tem as it would be shown on the UI of our low-code develop-
ment platform.

is presented in Section 4.2 with the realization of the view, in Sec-

tion 4.3, in which the meta-model is explained, and in Section 4.4,

which is concerned with the consistency preservation relations.

Section 4.5 then focuses on the source code in the example.

4.1 A Low-Code Development Platform for
Smart Home Systems

Wehave established a low-code development platform for designing

smart home systems as the foundation of our evaluation. Using

graphical visualization, a domain expert can model how the various

components of such a smart home system should be organized.

Figure 4 shows a part of a designed smart home system featuring

devices and servers. Other components of the system could be sen-

sors or interfaces. The example illustrates how the various systems

are connected and communicate with each other. The smart home
server communicates through REST interfaces with the various sub-

systems, such as the lighting server, which controls the lamps. The

smart home system shown in Figure 4 can be put together using

drag-and-drop within a low-code development platform. However,

the actual connection of devices and servers cannot be accom-

plished without writing source code. For instance, implementing a

REST API is necessary for enabling communication between the

smart home server and other subsystems. After a domain expert

has modeled the smart home system on the low-code development

platform, another domain expert establishes connections between

sensors and servers. This involves implementing the modeled con-

nections and protocols in source code to finalize the smart home

system. By integrating this smart home low-code perspective into

a view-based system, the planning of the smart home system can

occur within the low-code environment, while the protocols are

implemented using source code. The view-based system ensures

consistency between both views, meaning changes made in the low-

code environment are synchronized with the source code and vice

versa. This collaborative approach allows experts from different

domains to work effectively within their preferred environments.

protocol[1..1]

components

[2..*]

supportedProtocols

[1..*]

Link

Protocol

name : EString

Component

name : EString

Device Server

Figure 5: Meta-model for describing a smart home system
consisting of devices and servers that are linked using mutu-
ally supported protocols.

4.2 Low-Code View
A practical application of our concept would integrate an existing

low-code development platform into a V-SUM, without the need to

re-implement its functionality or UI. For our evaluation, however,

we chose to create a simple, artificial low-code development plat-

form, including a meta-model and corresponding UI. This way, we

can focus on and evaluate the integration of the low-code platform.

For the graphical implementation of this UI, we plan to use

Eclipse Theia
4
. A Vitruvius, Eclipse Theia is based on the Eclipse

Modeling Framework (EMF), which enables us to use it as a frontend

for Vitruvius. In general, Eclipse Theia is a free and open-source

framework for creating web-based development environments. It is

highly modular and extensible, offering extensions including visual

tools, drag-and-drop functionality, and other features suitable for

a low-code UI. The implementation of the low-code UI, however,

constitutes future work and will be implemented in the next stage

of our evaluation.

4.3 Low-Code Meta-Model
A meta-model of the low-code view is necessary for implement-

ing the concept described in Section 3. As part of our artificial

low-code development platform, we therefore developed a meta-

model using the Eclipse Modeling Framework (EMF) to enable its

practical integration. Having a meta-model for the low-code devel-

opment platform available constitutes the case with the least effort,

as described in Section 3.1. For an existing low-code development

platform without a meta-model available, future work on our eval-

uation would require deriving the meta-model using techniques

mentioned in Section 3.1.

Figure 5 illustrates themeta-model for the low-code development

platform designed for creating smart home systems. Components

such as devices and servers can be connected using links, each of

which is associated with a protocol selected from a list of supported

protocols and involves at least two components.

4.4 Consistency Relations with the UML
Meta-Model

Based on the meta-models, consistency is implemented with the

help of consistency rules. We used the Reactions language [15] to

4
https://theia-ide.org/, last visited on 2024-07-04

https://theia-ide.org/
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1 reaction ServerInserted {

2 after element smarthome ::Sever inserted in smarthome

:: SmartHomeSystem[server]

3 call { createServerUmlClass(newValue) }

4 }

5

6 routine createrServerUmlClass(smarthome :: Server server) {

7 match {

8 val model = retrieve uml:: Model

9 corresponding to UMLPackage.eINSTANCE

10 val superClass = retrieve uml:: Class

11 with it.name == "Server"

12 }

13 create {

14 val class = new uml::Class

15 }

16 update {

17 class.name = server.name

18 model.packagedElements += class

19 addCorrespondenceBetween(server , class)

20 addUmlSuperClassGeneralization(class , superClass)

21 }

22 }

Listing 2: Example of a reaction for adding a new server to a
smart home model.

connect the smart home meta-model, i.e., the low-code meta-model,

with the rest of the view-based system. Instead of maintaining con-

sistency directly with the source code meta-model, Java in our case,

we opted to use UML as an intermediate layer, as described in Sec-

tion 3.2. Since the Reactions language supports only unidirectional

consistency rules, we implemented both directions separately.

When a new SmartHome system is created, all abstract classes

(Component, Device, Server) are created. If afterward a component is

created, the UML class inheriting from the abstract class is created

with a concrete name. For example, if a new server is created,

this must also be done appropriately in UML. Listing 2 shows the

implemented reaction for this process. As described in Section 2.2, a

reaction consists of different parts. As the first part of a reaction, the

event that triggers the reaction is described, in this case the insertion

of a smarthome::Server. The called routine then retrieves the affected
elements (match), creates new elements (create), and performs

actions to preserve consistency in the target model (update). In the

routine shown in Listing 2, the UML model as well as the abstract

class Server are retrieved. The newly created UML class is then

updated and inserted into the UMLmodel. Finally, a correspondence

link between the server in the smart home model and the UML class

is created. Regarding the direction from UML to the smart home

meta-model, modifications, additions, or deletions are permitted

only within subclasses of our generated abstract superclasses. These

abstract superclasses themselves must remain unchanged.

4.5 Consistency between Low-Code and Source
Code

In our example, as already described, the low-code development

platform alone is not sufficient to implement a complete smart home

system. For the case study, we have therefore implemented part of

the example system, as can be seen in Figure 6. The LightingServer
implements the REST interface, which contains all the required

information for a REST API. The LightingServer also manages sev-

eral lamps. We maintain consistency between low-code and source

code through consistency preservation rules between low-code

and UML, and the already existing consistency preservation rules

between UML and Java [28]. By that, when a change is made, it

becomes visible in the other view. For example, if a new lamp is

added in low-code, this is then automatically mapped in the source

code.

5 RELATEDWORK
Low-code development encounters several challenges. One of them

is interoperability, i.e., the ability of a tool to exchange information

internally (between components) and externally (between services).

Low-code development platforms (LCDPs) often offer few or no

practices such as versioning, collaboration tools, reuse of program

modules, or automated tests, which makes maintenance more dif-

ficult compared to classical programming languages [12, 24, 9].

Bucaioni et al. [4] also highlight future concerns regarding the

portability, maintainability, and scalability of LCDPs. They identify

concerns about potential restrictions imposed by providers, a lack

of adaptability, and potential lock-in effects [4, 12]. Pacheco et al.

[20] also criticize the fact that many LCDPs have no option to ex-

port source code. They are particularly focused on UI/UX LCDPs,

such as Figma or Sketch. There are already some plugins that solve

this code generation problem, but none that export to a format that

can be fed back into an LCDP. This is implemented for OutSystems

as an example.

The work of Zaheri [31] addresses the challenge of consistency

management on low-code development platforms. They identify

lightingS

lamps

smartHomeS

lightingS

«interface»

Protocol

«interface»

ZigBee
«interface»

REST

LightingServerLamp SmartHomeServer

Device Server

Figure 6: Class diagram for our smart home example.
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several key aspects of this issue, including potentially conflicting

viewpoints, a lack of separation of meta-levels, and inconsistencies

in data and artifacts. Zaheri [31] proposes a solution that includes

pre-processing, trace modeling, and consistency rule checking, fol-

lowed by inconsistency discovery and recovery. They focus on

vertical consistency between different levels of abstraction, while

our work is independent of these abstraction levels. In particular,

their concept deals with different instantiations and inconsistencies

between them.

As alreadymentioned in Section 2.4, there is still no consensus on

the relationship between low-code and model-driven development.

However, there is already work in progress that attempts to bring

them together. Michael and Wortmann [18] present a model-driven

low-code approach for the configuration and reconfiguration of

digital twins using language-specific plugins. Digital twins are

used to monitor and control cyber-physical systems in various

domains. The authors integrate their architecture with the code

generation framework MontiGem
5
to create interactive digital twin

cockpits. This platform allows users to create digital twins using

a configuration wizard that conforms to the proposed reference

architecture and uses the domain-specific languages available in

MontiGem. A model-driven architecture has been developed that

fulfills the main advantage of low-code, which is ease of use for

domain experts. By doing so, they have built their own LDCP.

However, this approach cannot be easily generalized because it is

closely tied to this specific case.

On the other hand, the work by Hinrichsen et al. [12] presents a

case study on the integration of low-code, generative, and model-

driven programming to simplify software development processes

in hardware-related areas. This required the development of a dedi-

cated tool chain to ensure flexibility in the use of specific hardware

components. An iterative approachwas used to create ameta-model

for the application domain, which served as the basis for the tool

chain. This is thus a concrete application example, while we want

to bring these domains together at a higher level of abstraction

independent of a specific application.

For the further evaluation of our approach, we want to use

Eclipse Theia to implement a UI for the low-code view used in

our case study, described in Section 4.2. Something similar has

already been done by Saini et al. [26] for collaborative modeling

with the graphical User Requirements Notation (URN). Theia was

used to build the textual models and generate the corresponding

graphical models in the web browser [26]. They then extended this

to other model types in general [27]. However, both are focused on

real-time collaboration, while we focus on asynchronous collabora-

tion, where changes are committed to the underlying model and

then projected to views when required.

6 CONCLUSION
Both low-code development and model-driven development, which

includes view-based development, encounter several challenges.

Model-driven development, and consequently view-based develop-

ment, is perceived as cumbersome. These challenges include a lack

of good tools, insufficient agility in development and high barriers

to entry, particularly for non-technical users. In contrast, low-code

5
https://se-rwth.github.io/research/MontiGem/, last visited on 2024-07-04

development platforms provide precisely that: user-friendly tools

that facilitate rapid learning and usage, allowing users to focus

entirely on the domain. However, while low-code development

platforms tend to be rigid and restrictively feature-limited, a view-

based system demonstrates flexibility and can be readily expanded,

for instance, by introducing additional views.

The concept presented in this paper combines the advantages

of both areas, such that the easy-to-learn and easy-to-use UI of

a low-code development platform can be used, while at the same

time, the developed artifacts can be extended through a view-based

system. Through this, our concept enables development scenarios

requiring collaboration between domain experts and, e.g., software

developers. By integrating low-code meta-models into a V-SUM

using consistency rules, the low-code view is kept consistent with

the source code view, enabling both experts to work in their pre-

ferred environments on shared artifacts. Our case study shows the

feasibility of the concept by linking a low-code view for the devel-

opment of a smart home system, which we developed ourselves,

with existing meta-models in a view-based system. To achieve this,

we used the Vitruvius framework [15] and its Reactions language

to define consistency preservation rules between the smart home

meta-model and the UML meta-model as an intermediate layer

towards the source code.

While the limitations of LCDPs are part of the motivation for

this paper, they also limit the applicability of our approach, as we

require the export and import of data from and to the LCDP to

keep it consistent with the other development artifacts. In addition,

the effort for specifying the consistency preservation rules or view

generation transformations needs to be taken into account.

As future work, we plan to extend our case study by adding

a UI for the low-code view in Eclipse Theia to enable an end-to-

end evaluation of our concept. We also intend to link a different,

behavioral low-code view with the source code model, i.e., without

a UML model as an intermediate layer. The next step to validating

our concept is to perform a larger evaluation with a low-code

development platform that is used in practice. We are also going to

implement the other integration strategy described in Section 3.3

in a further case study, i.e., to generate a low-code view from other,

non-low-code models.
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