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1 Introduction

Digitalization is an important goal for governments and companies around the world. The German
government passed a law on the digitalization of public administrations, so-called E-Government, in
2013 [BJ-FEV]. This requires a large amount of new software systems, which must be interoperable
with each other to provide a real benefit to end users (e.g., citizens). This will eventually result in
a wide application and infrastructure landscape. While digitalization can provide great benefits for
end users, such as an increased speed and efficiency in processes, security becomes an increasingly
important aspect. In past years, various cybersecurity attacks on public administrations have already
been carried out. For example, the German county of Anhalt-Bitterfeld suffered a ransomware attack
in 2021 and took over a year to fully recover from the damages [HO22]. Meanwhile, governmental
services were limited for citizens. Thus, security is an indispensable aspect when it comes to the

development of software, e.g., for the public sector handling sensitive data.

At the same time as the efforts in digitalization increased, the IT landscape changed constantly. Cloud
infrastructures (either private or public) with their various service models such as Infrastructure as
a Service (IaaS) or Platform as a Service (PaaS) have become the standard option for companies.
In 2020, a survey among German companies indicated that 82 % of the responding companies
use cloud computing, which is an increase of more than 50 % from 2011 [SR22]. In parallel to
the developments in cloud infrastructure, the microservice architecture became popular. Newman
defines microservices as "small, autonomous services that work together" [Nel5]. Combined with
containerization technologies, e.g., Docker, the microservice architecture fits perfectly into the cloud
infrastructure [JJ+19]. Together with a container orchestration system, e.g., Kubernetes, microservice-
based applications can be, among others, efficiently deployed, distributed among different regions,

and scaled depending on the current load [TG20].

For the development of a microservice-based application, a structured engineering approach is
required [Sc24]. This is especially necessary when aiming to create maintainable software which
can be easily extended and maintained. The microservice architecture allows a system to be divided
into functional (micro)services. Each microservice can be implemented in a different programming
language. However, the important aspect is the definition of Application Programming Interface (API)
specifications, which are a contract between different microservices. The definition of that contract
can have various characteristics. Most modern API specifications are either resource-oriented (e.g.,
REpresentational State Transfer (REST) APIs) or function-oriented (e.g., remote procedure call using
gRPC Remote Procedure Calls (gRPC)) [JS+18].
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With the introduction of the microservice architecture and the deployment and operation thereof, the
overall management complexity rises due to the distribution compared to a monolithic application
[DG+17; WL+21]. This can result in security issues in modern web applications. The Open Web
Application Security Project (OWASP) foundation released a top ten list in 2021, which lists broken
access control as the top security issue in modern web applications [OW21]. Access control describes
the mechanisms which control who can access a resource [SS94]. To address broken access control,
access control must be considered right from the start of the development of a microservice-based
application throughout all phases of the Software Development Life Cycle (SDLC) [KK+21].

This includes the integration of authentication and authorization. Authentication requires proof of a
user’s identity. After a user is successfully authenticated, the access to a resource can be authorized.
Throughout the time, various concepts to authorize access to a resource (e.g., file) have been developed.
A simple mechanism is an Access Control List (ACL), which is a list of user permissions (e.g., read,
write) associated with a resource (e.g., file). In Role Based Access Control (RBAC), permissions can
be assigned to roles which can be assigned to arbitrary users. This concept is further extended by
Attribute Based Access Control (ABAC) which defines permissions through policies. A policy is a set
of rules that must be fulfilled given the attribute values by the user (e.g., group), the environment (e.g.,

time), or resource (e.g., resource owner) [HF+14].

While there are sophisticated solutions to integrate authentication into a web application (e.g., using
OpenID Connect (OIDC) [SB+14]), the integration of authorization into microservices is still an active
research area [AC22]. One challenge is the granularity of authorization in the microservice architecture.
So far, the focus has been primarily set on technical solutions towards the integration of coarse-grained
authorization mechanisms, especially using OAuth2.0. To address this, Nehme et al. [NJ+18] and
Sauewens et al. [SH+21] each propose an approach towards fine-grained authorization with the use of
ABAC. Both approaches focus on the technical realization and create a single point of failure due
to the placement of authorization components and create coupling in the microservice architecture.
In addition, they do not include the systematic creation of authorization policies, which is another
challenge. Brossard et al. [BG+17] propose such a general approach to the systematic implementation
of ABAC authorization policies based on use case artifacts. However, the proposed approach lacks
overall reproducibility and only provides a high-level overview of a systematic development. Another
example is provided by Li et al. [LC+21], who propose the automatic generation of Service-to-Service
(S2S) authorization policies based on a static code analysis of a microservice. However, the generated
authorization policies are coarse-grained and do not consider the user context in which requests are

performed.

The approaches presented in the literature lack a holistic consideration of authorization in the de-
velopment of a microservice-based application through the development phases of analysis, design,
and implementation and test. To fill this gap, this thesis provides the Microservice Authorization

Framework (MAF) which introduces a systematic approach to policy-driven authorization into the
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development of microservice-based applications. The MAF comprises three contributions and utilizes
ABAC concepts to perform fine-grained authorization decisions [AQ+18]. The primary contribution
is the development of authorization policies based on existing development artifacts. This is comple-
mented by the creation of S2S authorization policies, which consider the authorization of requests
occurring between microservices. The third contribution is the systematic integration of authorization

components into the microservice architecture.

The remainder of this chapter is further structured as follows: Section 1.1 provides a classification of
this thesis in the field of computer science. Section 1.2 introduces an exemplary scenario used for
the derivation of research questions highlighted in Section 1.3. Section 1.4 describes the scientific
contributions of this thesis. The premises for the scientific contributions are introduced in Section 1.5.

Finally, Section 1.6 outlines the structure of this thesis.

1.1 Classification of This Thesis

The thesis contributes to the field of software engineering, which can be defined as "the application of
a systematic, disciplined, quantifiable approach to the development, operation, and maintenance of
software; that is, the application of engineering to software" [ISO-247]. As presented by the Software
Engineering Body of Knowledge published by the IEEE Computer Society, software engineering
itself can be structured into several knowledge areas [Wa24]. This thesis comes into contact with
various knowledge areas including software security, software requirements, and software architecture
as outlined subsequently. The knowledge area software security aims at introducing security into the
design of the software instead of patching a software afterward. Therefore, security must be considered
in every stage of a development life cycle [Wa24]. An important aspect is the introduction of security
into the elicitation of software requirements. Next to the collection of functional requirements
determining the business logic, non-functional requirements considering security must be collected
throughout the requirements analysis phase to lay the foundation for secure software. In the context of
software architecture, this thesis limits its point of view to the microservice architecture style, which
has become a popular architecture style in research and industry [FM+17; SL20; BG+22].

Complementing the field of software engineering is the field of cybersecurity, defined as "the or-
ganization and collection of resources, processes, and structures used to protect cyberspace and
cyberspace-enabled systems from occurrences that misalign de jure from de facto property rights"
by Stevenson et al. [CD+14]. While the field of cybersecurity is extensive, this thesis focuses on the
aspects of authorization as part of access control. As defined by Sandhu and Samarati, "access control
constrains what a user can do directly, as well as what programs executing on behalf of the users
are allowed to do. In this way, access control seeks to prevent activity that could lead to breach of
security" [SS94].
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1.2 Scenario Under Consideration

This section introduces a scenario to further motivate this thesis and the related research questions.
Figure 1.1 provides an overview of this scenario. The scenario considers a software company that is

developing a microservice-based application for customers.

Microservice-Based - -
Application User N Software > Mlcroserwc'e
Development Requ1ri:ments Design Implementation
Software
Architecture RQ6
System T Distributed
Architecture | Deployment
Authorization
Extension /
Authorization — v . - '
Integration Auth(?rlzatlon R P<.)11cy. > Policy Implerqentatlon
Requirements Specification and Testing

Figure 1.1: Scenario Under Consideration

Initial Situation

The software company has a structured process for the systematic development of a microservice-
based application, which is presented in the upper half of Figure 1.1. However, in the initial situation,
the software company lacks a process for the holistic consideration of the integration of authorization
in their microservice-based applications. This results in different implementations of authorization
(e.g., in source code) by different development teams. Therefore, the software company is in need for

a dedicated authorization integration process to streamline the authorization implementations.

The currently employed microservice development process contains the phases of analysis, design,
implementation and test, and deployment and operations. In this context, the structured process creates
an artifact in one phase, e.g., analysis phase, and transfers this artifact into an artifact in the subsequent
phase, e.g., design phase. Furthermore, the software company follows the microservice architecture

style, structuring an application into a collection of loosely coupled microservices [Nel5].

To develop a new application for a customer, the software company first establishes the user require-
ments together with the customer during the analysis phase. After the collection of requirements
with a customer, the software company begins to realize the requirements with the design of the
software during the design phase. This includes the design of the software architecture, which also

takes the distribution of the microservices in the architecture into account. The use of the microservice
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architecture allows the software company to design and implement microservices in parallel using
several (distributed) development teams and potentially different programming languages [Nel9].
Each microservice has a web API that is known among developers. The developed microservices are
finally deployed in a distributed, containerized environment such as Kubernetes. In this environment,
the software company assumes an implicit trust between the microservices and therefore does not use

an explicit mechanism to control access on requests occurring between microservices.

Integration of Authorization Into Microservice-Based Application Development

To address the software company’s need for a systematic integration of authorization into their
development activities, the software developers should be supported throughout the phases of the
development [KK+21].

To do so, an approach such as presented in the lower half of Figure 1.1 can complement the existing
microservice-based development process that is already used by the software company. To also
include authorization requirements as the specification of access and privileges [Fi03] during the
design phase, the collection of user requirements should be extended. Depending on the existing
artifacts during the analysis phase (e.g., use cases, other functional requirements), the authorization
requirements can be derived from the functional requirements created together with a customer. If
the existing artifacts neglect information vital for the derivation of authorization requirements, the
artifacts should be adapted. For each user requirement, there should be at least one authorization

requirement which defines the access.

To develop a structure preserving approach, the design phase should pick up the previously defined
requirements. The user requirements can be structured into microservices which implement the
business logic of the application. This structuring of the microservices results in a concrete software
architecture. To enable authorization for a microservice, the authorization requirements which
belong to the user requirements of a microservice should be further specified into a set of policies.
Depending on the authorization mechanism (e.g., ABAC, RBAC) and the location of the authorization
mechanisms, the authorization components extend the software architecture. For example, externalized
authorization has implications on the software architecture as well as the deployment architecture
by requiring additional components such as an API proxy [HF+14]. In addition, the implicit trust
between microservices should be removed to reduce the risk of unauthorized requests by compromised

microservices [CB+21].

During the implementation, the authorization policies are realized. Depending on the selected
authorization mechanisms, the policy can be either implemented inside the microservice code or in a
concrete policy language which can be externally evaluated (e.g., eXtensible Access Control Markup

Language (XACML) or Rego). Finally, the microservice and the tools necessary to evaluate policies
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should be deployed together. Therefore, existing deployment processes of the software company may

be complemented to also include authorization mechanisms, realizing the concrete architecture.

1.3 Definition of Research Questions

This section elaborates the Research Questions (RQ) that arise from the scenario presented in the
previous section. The research questions are used to set the objectives of this thesis and can be found

in Figure 1.1. In total, there are six research questions marked as RQ1 to RQ6.

RQ1 - How to systematically integrate authorization into the development of
microservice-based applications?

In the considered scenario, each development team implements authorization in their microservice.
Without uniform guidelines, the implementation of authorization can vary between developers. As
identified in a systematic mapping study on security approaches in software engineering by Khan
et al. [KK+21], only 26 % of studies considered security throughout all phases of the SDLC. To be
able to develop secure software, one aspect is the support of developers by a systematic approach for
the integration of authorization. This is especially relevant in a landscape in which different teams
develop different microservices. Therefore, the first research question addresses the lack of a holistic
integration of authorization throughout the development of a microservice-based application. To
support developers throughout all phases of the SDLC and to provide a uniform approach towards

authorization in an organization, this thesis provides the MAF.

RQ2 - How to derive authorization requirements from existing analysis artifacts?

To allow a systematic definition of authorization policies, the authorization requirements for the
application under development must first be defined. The definition of authorization requirements
should be considered in the analysis phase of the engineering process [WA08]. A key artifact of the
analysis phase are the user requirements, which are a collection of needs expressed by stakeholders
using an application [SV08]. A graphical representation of user requirements is typically created using
Unified Modeling Language (UML) use case diagrams [OMG-UML], which can be further specified
using natural language. However, to include authorization into the development of an application,
a clear understanding of which stakeholders can access a resource must be established in the form
of authorization requirements with a formalized process based on existing artifacts [WAOS]. Such
requirements should also be defined in natural language using a predefined structure. To further
support developers, this second research question seeks to elaborate on a systematic process to derive

authorization requirements from existing analysis artifacts.
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RQ3 - How to implement fine-grained authorization policies?

The authorization requirements must be considered during the design phase with the goal of trans-
forming such authorization requirements into a more detailed policy specification [WAOS]. In the
considered scenario, this transformation must accompany the design phase and the implementation
and test phase of the microservice-based application. Existing approaches towards the implementation
of fine-grained authorization into microservices are often on a technical level, specifying how to
enforce the authorization decisions (e.g., [NJ+18; SH+21; BK+18]). Approaches specifying what
must be authorized, i.e., the derivation of fine-grained authorization policies, do not focus on microser-
vices (e.g., [BG+17]). This includes the missing consideration of the microservice API specification,
which describes the interface a client or user can interact with [Nel5]. Thus, the third research
question targets the implementation of fine-grained authorization policies from two viewpoints: First,
a systematic process to derive what must be authorized in the design phase. Second, a systematic
implementation of authorization policies using a suitable policy language in the implementation and

test phase.

RQ4 - How to implement S2S authorization in a microservice-based application?

Over the last few years, the concept zero trust has evolved [TU+21]. Zero trust aims to remove implicit
trust from resources of an enterprise or an organization. The perimeter model is often used inside an
organization and assumes that everything inside a trusted environment (e.g., network) can be trusted.
This creates implicit trust. Therefore, the zero trust concept moves from a perimeter model / implicit
trust to the idea of "never trust, always verify" [BO+21]. To address this, in 2020 the National Institute
of Standards and Technology (NIST) published a zero trust architecture including a dedicated Policy
Enforcement Point (PEP) and Policy Decision Point (PDP) to verify requests to resources [RB+20].
The perimeter model is also applied to microservice-based applications, e.g., deployed to a Kubernetes
cluster. To remove this implicit trust from microservice-based applications, the trust between mi-
croservices must be considered when designing and implementing the application. There are existing
approaches which generate authorization policies for the S2S interaction between microservices
[XZ+23; LC+21]. However, these approaches result in coarse-grained authorization policies. RQ4
aims to address this coarse-granularity by providing developers a systematic implementation process

for S28S authorization policies.

RQ5 - How to externalize authorization in a microservice-based application?

Another aspect of integrating policy-driven authorization into a microservice-based application is

the consideration of how the policies are enforced. In the considered scenario, each development
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team implements authorization in the microservice’s source code. However, with the use of ABAC,
policies are enforced using components such as the PEP and PDP [OAS-XAC]. Externalizing these
authorization components from the microservice allows maintaining and modifying authorization
policies independent of the microservice’s code. This improves a microservice’s reusability and
allows providing an organization wide authorization structure while implementing microservices
in different programming languages. Nonetheless, existing approaches (e.g., [SH+21]) do not fully
externalize the authorization logic from the microservice. Therefore, RQS5 targets the support of
externalized authorization by providing an extension of the software architecture in the design phase
of the development. Additionally, an approach how the necessary authorization components are

deployed to a (cloud) environment is considered.

RQ6 - How to decentralize authorization in a microservice-based application?

The previous research question is complemented by the decentralization of the authorization mecha-
nism in the microservice-based application. If authorization is externalized, the authorization decisions
should not be performed in a centralized authorization services. This introduces coupling into the
architecture and creates a single point of failure. Therefore, using a centralized authorization mecha-
nism is considered to be a security smell [PS+21]. To counter this, RQ6 targets the decentralization of
authorization. Therefore, the design and deployment and operations phases are extended to consider

the decentralization of authorization components.

1.4 Scientific Contributions

The state of the art (see Chapter 3) presents related work to the research questions elaborated in
the previous section. Based on the research questions, the scientific contributions of this thesis are
established. One scientific contribution can address one or multiple research questions. The scientific
contributions are collected in our MAF, which is introduced in Chapter 4. The goal of MAF is to
support developers with the systematic integration of policy-driven authorization into the development
of a microservice-based application. In doing so, MAF addresses RQ1 by addressing the aspect of
authorization holistically. Each of the following contributions is one component of MAF and further

introduced in a dedicated chapter.

1.4.1 C1 - Authorization Policy Development

The first contribution of this thesis is the elaboration of a development approach to derive and

implement fine-grained authorization policies. The approach spans through the phases of analysis,
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design, and implementation and test. The focus of this contribution is the authorization of the
interaction of a user with a microservice-based application. The first step is the systematic derivation
of authorization requirements, addressing RQ2. As a foundation, functional requirements defining
what a user wants to do with an application are used to derive the required authorization knowledge.
In the design phase, the design artifacts of a microservice are used in combination with authorization
requirements to create authorization policies. The primary design artifact is the API specification,
defining how to interact with a microservice. The authorization policies are defined independent
of a specific policy language. In the implementation and test phase, a systematic approach towards
the implementation of authorization policies is presented. The policy language Rego is used here
[OP-Do], which allows, among others, the structured implementation and storage of policies. Thereby,
the contribution C1 additionally addresses RQ3.

1.4.2 C2 - Service-to-Service Authorization Policy Development

The second contribution investigates the systematic integration of S2S authorization between mi-
croservices. This contribution complements contribution C1 by creating authorization policies for
S28S requests. The S2S authorization policies are created based on authorization requirements and an
in-depth analysis of the design artifacts of the microservice-based applications. An important aspect is
the identification of the occurring S2S requests. In addition, C2 investigates the modifications required
to the code base of a microservice to support S2S authorization. The contribution C2 primarily
addresses RQ4.

1.4.3 C3 - Authorization Application Integration

The third contribution investigates the integration of policy-driven authorization using ABAC into a
microservice-based application. As a result, the structured approach for the architectural extension
and consequent deployment is developed. ABAC requires the placement of specific components in the
architecture. To enforce policies, the Policy Enforcement Point (PEP) must be placed before a request
reaches a microservice. Thus, to perform the authorization externalized, the PEP component must be
placed in front of a microservice, addressing RQS5. The PDP must decide if a request to a microservice
is valid. To guarantee that a request can be evaluated as fast as possible to assure quick response times,
the PDP must be located close to the PEP. Therefore, C3 provides an approach to decentralize the
authorization mechanism close to a microservice and to distribute authorization policies, addressing
RQ6.
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1.4.4 Demonstration of the Contributions

The demonstration of the contributions provided by MAF is based on the application of the contribu-
tions to an exemplary microservice-based application called CarRental App. Throughout this thesis,
the microservice-based application CarRental App will be used as an example when introducing the

respective contributions.

CarRentalApp

Management of Fleets %

List Available Cars -

|
:«includes»
-
Cancel Rental

E i é\ View Car Information

Fleet Manager

Customer

«includes»

Remove Car from Fleet

Figure 1.2: Functional Scope of the CarRental App
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The CarRental App is an application used by a fictitious company to rent cars to customers and manage
a set of cars in a fleet. To structure the functional requirements of the CarRental App, use cases are
utilized. Figure 1.2 presents the UML use case diagram, which depicts an overview of the functionality
provided by the CarRental App. The application has two actors, a customer and fleet manager. The
customer wants to rent a car. Therefore, they first have to list available cars and rent a selected car.
In addition, customers can list their rentals and cancel an upcoming rental. The fleet manager is
responsible for managing the fleet of cars. Thus, the fleet manager wants to add cars to a fleet, list the
cars in a fleet, view information about a car in a fleet or remove a car from a fleet. In addition, the

fleet manager wants to list the upcoming and past rentals of a car in their fleet.

«Ui» EI

UI-CarRental

Presentation Layer ‘ ‘

Business Logic Layer é é

«microservice» EI

«microservice»
RentalManagement O FleetManagement

«microservice» E

Car

_____________________________________________________________ e

Infrastructure Layer Q

«external system» EI
ES-ConnectedCars

Figure 1.3: Component Diagram of the CarRental App

The use case diagram depicted in Figure 1.2 is realized using a systematic microservice-based
application engineering approach proposed by Schneider [Sc24]. The use cases are structured into
the capabilities Management of Rentals and Management of Fleets which are each realized by

microservices. These microservices contain the business logic of the microservice-based application.
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Figure 1.3 presents the software architecture as an UML component diagram of the CarRental App.
For the modeling, the UML profile introduced by Schneider [Sc24] is used. In the presentation
layer, the User Interface (UI) UI-CarRental is located. The business logic layer is comprised by the
microservices RentalManagement and FleetManagement. In addition, the microservice Car provides
information about a Car (e.g., brand, model), which is retrieved through a third-party service ES-
ConnectedCars provided by a car manufacturer. Each microservice provides an interface through an
API which either follows a resource-oriented approach (e.g., REST) or a function-oriented approach
(e.g., gRPC). As presented in Figure 1.3, the microservices are either accessed by a user through the
Ul or by another microservice (i.e., S2S requests). For example, the microservices RentalManagement

and FleetManagement both access the microservice Car to retrieve vehicle data.

1.5 Premises

This section describes the premises which are set for this work. The premises narrow the problem

domain of this thesis.

1.5.1 Premise 1 - Attribute Based Access Control

There are several mechanisms to perform authorization, such as RBAC or ABAC. In order to further
focus this thesis, the policy-driven authorization is done exclusively with ABAC as an emerging access
control mechanism [SO17; HF+14]. ABAC allows realizing fine-grained authorization decisions
[AQ+18] with the help of authorization policies and has been proposed for the use in microservices
by Yarygina and Bagge [YB18]. In addition, the authorization is to be executed externalized to
reduce the coupling between the implementation of the authorization and the application logic. The
documentation of the authorization logic is to be carried out in the form of ABAC authorization

policies.

1.5.2 Premise 2 - Microservice-Based Application

There are various architecture styles that can be used to develop an application. For a long time,
applications were developed as monoliths. Now, practitioners vastly migrated to developing software
using the microservice architecture style [SL20]. Microservice-based applications are of distributed
nature and consist of multiple self-contained services. This thesis focuses on the systematic integration

of authorization into the engineering of microservice-based applications.
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1.5.3 Premise 3 - Structure-Preserving Software Engineering Process

To integrate authorization into the engineering of microservice-based applications, an existing en-
gineering approach is required as a foundation (e.g., [Sc24]). To ensure the maintainability of the
developed software, the engineering process should be structure-preserving. This provides traceability
between software artifacts of different development phases [SV08]. In the context of requirements,
Gotel and Finkelstein define traceability as "the ability to describe and follow the life of a requirement,
in both a forwards and backwards direction (i.e., from its origins. through its development and
specification, to its subsequent deployment and use, and through all periods of on-going refinement

and iteration in any of these phases)" [GF94, p. 4].

1.5.4 Premise 4 - Definition of Structured Functional Requirements

In the analysis, there are several ways to capture user requirements. One often used artifact are use
cases, which display the interaction between an actor and a system to achieve a goal [Co00]. Use cases
can be, among others, further extended to capture pre- and post-conditions. To integrate authorization
into microservice-based applications, functional requirements such as use cases are required as a key

analysis artifact to understand what must be authorized in the microservice-based applications.

1.5.5 Premise 5 - Modeling of Software Artifacts Using UML

To model software development artifacts, this thesis uses UML. UML provides a broad spectrum
of static and dynamic diagrams [OMG-UML]. Furthermore, the default UML specification can
be extended using additional metamodels and profiles [FV04]. This also allows generating further
artifacts (e.g., code stubs) based on the UML model. In this thesis, UML is used on a semantic level

to convey content to the reader.

1.5.6 Premise 6 - Manual Creation of Development Artifacts

There are various approaches to automate the generation of authorization artifacts (see Chapter 3). This
includes, but is not limited to, the use of natural language processing to extract authorization relevant
aspects from natural language documents or model-driven approaches to generate authorization related
artifacts (e.g., [XP+12]. However, these approaches are limited by the granularity or the completeness
of the policies. In this thesis, the creation of development artifacts is considered to be a manual
task performed by a software developer. In the context of policy-driven authorization, the goal is to

understand which steps must be executed to create fine-grained authorization policies. For instance,
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establishing the knowledge of what must be authorized. Automating the manual processes established

in this thesis is considered as future work.

1.6 Structure of this Thesis

Figure 1.4 depicts the structure of this thesis. Chapter 2 provides the necessary foundations for this
thesis. This includes concepts of software engineering as well as access control. The state of the
art is presented and assessed in Chapter 3. Based on the assessment of the state of the art using a

requirements catalog, the research gaps are elaborated and addressed in the subsequent chapters.

Chapter 1
Introduction
Chapter 2
Foundations
Chapter 3
State of the Art

v

Chapter 4
Framework for Authorization in
Microservice-Based Applications

v Y v
Chapter 5 Chapter 6 Chapter 7
Authorization Service-to-Service Authorization
Policy Development Authorization Application Integration
Chapter 8

Validation of the Contributions

v

Chapter 9
Conclusion and Future Work

Figure 1.4: Structure of the Dissertation

Chapters 4 to 7 present the primary contributions of this thesis. The overarching contribution is the
MAF presented in Chapter 4. MAF structures the subsequent contributions and provides the context
in which they operate. All contributions of MAF follow the phases of the SDLC, namely, analysis,
design, implementation and test, and deployment and operations. Thus, each contribution presented in

Chapters 5 to 7 is in itself structured along the respective development phases. Chapter 5 introduces
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the development of authorization policies. The basis for the development of the policies is provided
by existing software development artifacts of a microservice-based application. These authorization
policies are complemented by S2S authorization policies, which are introduced in Chapter 6. Finally,
to realize the created authorization policies, the microservice-based application must be adapted.
This includes, among others, the modification of the overall architecture, which is introduced in
Chapter 7.

The contributions of MAF are validated in Chapter 8 using a case study on the example microservice-
based application CarRental App. Finally, a conclusion of this thesis and future research directions are

provided in Chapter 9.
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2 Foundations

This chapter introduces the foundations of this thesis. As presented in Section 1.1, this thesis is placed
in the context of software engineering and cybersecurity. Therefore, the first part of this chapter
introduces software engineering concepts in Section 2.1 and more specifically the microservice
architecture in Section 2.2. The aspects of cybersecurity are addressed in the subsequent sections,
including an introduction of authentication in Section 2.3, access control in Section 2.4, and a detailed
introduction of Attribute Based Access Control (ABAC) in Section 2.5. Finally, Section 2.6 introduces
the concept of zero trust.

2.1 Software Engineering

Software engineering is a broad research field containing various sub categories [Wa24]. This section
provides a brief overview of the core concepts required for this thesis. This includes the introduction
of software development phases and an overview of a Software Development Life Cycle (SDLC).

The need for a systematic and structured development of software has existed for a long time. In
1968 and 1969, NATO held conferences on software engineering to develop guidelines and best
practices that can still be found today [PB68]. A fundamental aspect of software development is the
structuring of development into different phases. These phases include the (requirements) analysis,
design, implementation and test, and deployment and operations [Vi07]. These phases can have
different names and be ordered differently, depending on the selected SDLC model [Rul0]. One
of the first models is the waterfall model, also known as the cascade model. The lifecycle phases
are executed one after another, with or without a feedback loop [Ro70]. More modern approaches
introduce agility into the development, e.g., by having short development cycles implementing only
selected features [AS+02].

In the analysis phase, the functional and non-functional requirements of the application are collected.
This defines what should be developed and is therefore important to "build the right thing" [Sm15, p.
8]. In the design phase, the overall software is designed by taking the requirements into account. The
implementation and test phase realizes the created design. Additionally, the implementation is tested
to create a high software quality. Finally, the software is deployed to a production environment. In the

context of authorization, especially the analysis and design phase are of interest as they dictate the
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creation of authorization artifacts. Hence, the following subsections introduce these phases in more
detail.

2.1.1 Analysis

In the analysis phase, the requirements for an application are collected. Requirements engineering
in itself is considered a knowledge area in software engineering [Wa24]. Creating and documenting
requirements involves various stakeholders and processes [PR15]. This thesis will focus on functional
requirements and non-functional requirements. Functional requirements "specify observable behaviors
that the software is to provide - policies to be enforced and processes to be carried out" [Wa24,
p. 46]. Non-functional requirements "in some way constrain the technologies to be used in the
implementation" [Wa24, p. 46]. The specification of quality requirements, such as reliability, usability,
or availability, are specified by non-functional requirements [G107]. This also includes the specification

of security as a quality aspect of software.

Use Cases Use cases are an option to structure and specify functional requirements. According to
Cockburn, a use case "[... | is a description of the possible sequences of interactions between the
system discussed and its external actors, related to a particular goal" [Co00, p. 15]. In the context
of a use case, the system can be considered a black box. Cockburn identifies several types of use
cases, such as blue-level or user-goal level use cases. These user-goal level use cases are used by the
CarRental App.

Use cases are described using a textual use case description. A template structuring the use case
description can be used to create a consistent description. An important aspect is the definition of
actors, which can be differentiated into primary and secondary actors. In user-goal level use cases,
primary actors want to achieve a certain goal. The primary actors initiate the use case. Secondary

actors might be involved to achieve this user goal.

The user goal can be restricted by including conditions that must be fulfilled. This includes conditions
that must be fulfilled before the use case is executed, as well as conditions that should be met after
the execution of the use case. The main aspect of a use case description is the specification of flows.
A flow introduces the steps that must be performed by the primary / secondary actors or the system
to successfully achieve the user goal. In addition, alternative flows can be defined, to handle errors
occurring during the execution of the use case. The use case description can be adapted depending on
the employed environment. These use case descriptions are also known as fully dressed use cases
[Co00].

As presented in Figure 1.2, use cases can also be modeled using Unified Modeling Language (UML).
Use case diagrams are static UML diagrams that include the system that is to be modeled, primary
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and secondary actors, and use cases [SS+15]. They allow modeling use cases on a higher abstraction
level. In addition, use cases diagrams allow use cases to be linked to each other using includes or
extends relationships [OMG-UML].

2.1.2 Design

Similar to the analysis phase, the design of a software includes a broad spectrum of activities.
The design phase "[...] is the application of software engineering discipline in which software
requirements are analyzed to define the software’s external characteristics and internal structure as
the basis for the software’s construction" [Wa24, p. 83]. This includes the design of the software
architecture. During the design phase, the decision of how the software architecture should be
structured to best support the previously created functional and non-functional requirements is made.
A popular architecture that can be selected is the microservice architecture, which is further introduced
in the next section. In addition, the design phase includes an external-facing design of the system and

its components and an internal-facing design [Wa24].

To support the design process, design patterns reflect best practices used to solve a problem. These
patterns can be categorized into creation patterns, structural patterns, or behavioral patterns. In the
context of microservices, a popular collection of design patterns is provided through Domain-Driven
Design (DDD) by Erik Evans [Ev03]. DDD allows structuring bounded contexts into microservices
[HG+17; Sc24].

An important aspect of the design phase is the modeling of design artifacts, such as component
diagrams or sequence diagrams. Again, UML provides a broad spectrum of static and dynamic
diagrams, that are commonly used for this purpose [OMG-UML].

2.2 Microservice Architecture

Following the Service-oriented Architecture (SOA), the microservice architecture is the latest dis-
tributed architecture style, which has evolved over the last decade. According to Zimmerman [Zil7],
the microservice architecture is a form of SOA. The term microservice appeared in the early 2010s

and was influenced by Lewis and Fowler [FL14].

In short, the microservice architectural style is an approach to developing a single
application as a suite of small services, each running in its own process and commu-
nicating with lightweight mechanisms, often an HTTP resource API. These services
are built around business capabilities and independently deployable by fully automated

deployment machinery. There is a bare minimum of centralized management of these
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services, which may be written in different programming languages and use different data

storage technologies. (Fowler and Lewis, [FL14])

The microservice architecture consists of a number of different microservices. Each microservice
provides a set of functionality through a well-defined Application Programming Interface (API).
Various API types and paradigms can be used by the microservices (see Section 2.2.1). In the context
of a microservice-based application, the application is comprised by multiple microservices. In that
case, each microservice provides a subset of the business logic of the overall application. When
designing microservices, the principles of loose coupling and high cohesion must be considered, to
remove dependencies between microservices [Nel5]. There is not a clear definition of how much
functionality should be provided by a microservice to still consider it a microservice. However, since
microservices are used in modern cloud environments [JJ+19], they should be lightweight to allow for
fast horizontal scaling. Therefore, when developing microservices, cloud native principles should be

considered (see Section 2.2.2).

Another potential advantage of developing microservices is organizational. The different microservices
of a microservice-based application can be implemented independent of another [Ne15]. This allows to
distribute the responsibility of the development to different teams [DG+17]. However, this requires that
the structure of the microservice-based application has been defined, including the API specification
required for the microservices to communicate. The API will hide the underlying implementation of a
microservice. Hence, different development teams can use programming languages best suited for the
respective task.

2.2.1 Microservice API

The most important feature of a microservice is the API it provides. These APIs are commonly
referred to as web APIs, as they use HTTP as an underlying protocol. The specification of APIs
is important when designing a microservice because it defines how the microservice can be used.
Several works considered the systematic design of microservice APIs by providing guidelines and
best practices [Gil8; Sc24]. In the context of this thesis, resource-oriented APIs and function-oriented

APIs are further presented.

REST REpresentational State Transfer (REST) is a paradigm for the communication of a client
with a server that has been proposed by Roy Fielding [Fi00]. Fielding defines multiple concepts
for REST. The most important are: First, addressable resources. A resource is a set of information
that can be addressed by a Uniform Resource Locator (URL). Second, a unified restricted service
interface, which provides a fixed number of methods that can be applied to the resources. Third,

stateless communication. Each request from a client to a server must contain all information required
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for the server to provide a response. Fourth, representation oriented. A representation can depend
on the respective client. This allows the server to respond, e.g., using a JavaScript Object Notation
(JSON) or plain HTML. Finally, format-driven state transfer also known as the hypermedia concept,
which requires a client to only know the first URL to the server. This is used to control the state

transitions.

REST is typically used with HTTP as the underlying protocol. Web APIs following all REST
concepts are also known as RESTful APIs. However, the hypermedia concept is often neglected when
specifying a RESTful API. To specify a RESTful API, the OpenAPI specification language is the de
facto standard [Ope-Spe]. The API can be specified using JSON or a YAML Ain’t Markup Language
(YAML) file. Each OpenAPI specification consists of three parts: First, info, containing metadata.
Second, path, describing the HTTP paths to the respective resources. Third, definitions, defining
reusable parts of an API, such as request or response types. OpenAPI specification are commonly
visualized using a tool called SwaggerUI [Ope-Spe].

RPC Another API paradigm are Remote Procedure Calls (RPC). RPCs are not a new concept. In
1984, Birrell and Nelson describe RPCs as a mechanism "/[... | to provide for transfer of control and
data across a communication network" [BN84, p. 1]. If an RPC is invoked, the procedure is executed

at the called environment. The results are returned to the client performing the RPC.

This concept is also present in the microservice architecture [NelS]. A popular framework to embed
RPCs in a microservice is gRPC, which has been originally developed by Google [GA-Do]. gRPC
uses HTTP/2 as the underlying protocol. Besides performing unary RPCs, gRPC allows performing
client-side, server-side, or bidirectional streaming. To specify a gRPC API, protocol buffers are used
[Go-Pro]. Protocol buffers, also known as protobuf, are a language and platform neutral mechanism
for the serialization of data. A gRPC specification using protobuf consists of one or multiple services,
each service containing one or multiple RPCs. Each RPC requires an input message and an output
messages. Messages are structured types containing one or multiple fields. The protobuf specifications
are compiled into client and server stubs for a targeted programming language (e.g., Java, Golang).

2.2.2 Cloud Native

Deploying a (microservice-based) application to a cloud environment has become a popular option
[SP17]. To deploy the microservices, technologies such as Docker are used to package a microservice
into a container that can be quickly started and stopped. The term cloud native has evolved from the
introduction of cloud infrastructure. It includes cloud native principles (e.g., operation on automation
platforms), architectures (mainly service-based architectures), properties (e.g., horizontal scalability,

elasticity), and accompanying methods and patterns (e.g., DevOps) [KQ17].
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The twelve-factor app by Wiggins introduces factors for a successful development of Software
as a Service (SaaS) applications [Wil2]. These factors also apply towards the development of
(cloud native) microservices, such as the factors config (store configuration in environment variables),
backing services (treat backing services as attached resources), and processes (execute apps as stateless
processes). By applying these factors, the microservices can be deployed to a cloud environment

orchestrated by a platform such as Kubernetes [Ku-Doc].

2.3 Authentication

Authentication tries to establish the identity of a (human or non-human) subject [SS94]. After a
successful authentication, two subjects believe that they are communicating with each other and not
with a hostile third-party [BA+90]. A simple example is the identification of a person with an identity
(ID) card. After the verification of the ID card (e.g., by comparing the picture), a person can be
considered as authenticated. In this case, a trust exists that the ID card (e.g., issued by a government)
is valid. In the context of IT systems, a user typically provides one or multiple passwords or other

biometric features (i.e., fingerprint) to authenticate themselves to a system.

Throughout the time, various protocols and mechanisms have been developed to support the process
of authentication in IT systems. For instance, the Lightweight Directory Access Protocol (LDAP)
or Kerberos [NY+05; Se06]. These protocols are commonly used within an organization. With
the emergence of web applications, additional protocols formed to support a browser-based Single
Sign-On (SSO). In the early 2000s, the Security Assertion Markup Language (SAML) was released by
the Organization for the Advancement of Structured Information Standards (OASIS) [HMO05]. SAML
is an XML-based markup language. It defines three roles: the subject (i.e., human or non-human
user), the identity provider, and the service provider. Fundamentally, the subject requests the access to
the service provider, which in turn requests a authentication assertion from the identity provider. The
identity provider can specify various authentication methods such as username and password or even

use directory services such as LDAP.

In 2014, the authentication protocol OpenID Connect (OIDC) was published by the OpenID Founda-
tion [SB+14]. OIDC is an authentication protocol based on the OAuth 2.0 protocol [Hal2] and allows
developers to perform a range of log-in flows (provided by OAuth2.0). Similar to SAML, three parties
are involved to perform authentication: The end user (i.e., subject or principal - these terms are often
used synonymously), the Relying Party (RP), and the OpenlID Provider (OP). Listing 2.1 presents the
abstract flow. First, the relying party (e.g., a single page application) initiates an authentication request
to the OP. The end user is typically redirected to a login page provided by the OpenID provider to
authenticate themselves, e.g., using a username and password. After the successful authentication,

the user is redirected to the RP including an ID token and an access token. Using the ID token, the
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RP can request user information from the UserInfo endpoint of the OpenlD provider in "a REST-like
manner" [SB+14].

| pm——————= + o +
2 | \ | |
30 | ————————— (1) AuthN Request--—————- > | |
4 | \ | |
50 | A== + | |
6 | \ \ \ | |
7 | | End- |<==(2) AuthN & AuthZ-->| |
8 | \ | User | |
9 | RP \ \ \ | OP |
10 | I + | |
1| \ | |
12| | <m=—————— (3) AuthN Response-——————-— \ |
13| \ | |
14 | | m=—mmme== (4) UserInfo Request————-— > | |
15 | \ | |
16 | | <———————— (5) UserInfo Response————-— | |
17 | \ | |
I} fPem——=——= + - 1

Listing 2.1: OpenID Connect Flow [SB+14]

The tokens are typically formatted using the JSON Web Token (JWT) format. Furthermore, the tokens
are signed by the OpenlD provider, which allows the relying party to verify the signature of the token,
thereby confirming its validity. The tokens contain claims that are provided by the OpenlD provider.
The OIDC specification contains a set of standard claims such as subject identifier (sub), birthdate,
or name. Moreover, custom claims can be specified by the OpenID provider and included into the
respective tokens. In this thesis, OIDC is used as an example protocol to authenticate users of the
CarRental App. Therefore, the JWT and more specifically the claims (i.e., attributes) provided by the
authentication will be used for authorization (see Section 5.3) by our Microservice Authorization
Framework (MAF).

2.4 Access Control

Access control is an elementary aspect of security in IT systems [Go10]. The goal of access control is
to limit the access of a subject to a specific system or resource. As before, a subject can be a human
user or another system. As depicted in Figure 2.1, access control is accompanied by other security
aspects. The includes authentication, a reference monitor, and an authorization database. In addition,

auditing is necessary to monitor the access requests [SS94].
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Figure 2.1: Overview of Access Control and Complementing Services [SS94]

Access control assumes that the authentication of a subject (i.e., user) has been successfully performed
[SS94]. Authorizations specify what a subject can do in a system [Gu02]. In 1972, James Anderson
introduced the concept of a references monitor in the context of operating systems, which enforces
authorized access relationships between subjects and objects [An72]. The reference monitor can be
considered a component in an operating system which mediates all accesses to objects or resources.
Access requests can have various forms. In the context of operating systems, access requests can be
read, write, or execute. The reference monitor enforces authorizations defined, e.g., in an authorization

database or authorization policies.

Authorization can be differentiated based on the level of granularity, which "/... | means the level of
details an authoring process requires to limit and separate privileges" [Kil5, p. 17]. Authorization is
often divided into fine-grained authorization and coarse-grained authorization [Kil5]. Coarse-grained
authorization focuses on the basic ability to interact with the system resources (i.e., objects). In
contrast, fine-grained authorization allows flexible access rights to specific resources for individual
users [GP+06; GF13]. This thesis utilizes ABAC as an access control model, as it provides fine-
granular authorization and flexibility [AQ+18].

The final aspect of access control is auditing. Auditing allows analyzing accesses performed by a
user a posteriori. This enables system administrators to detect flaws in the security system or detect

misuses by a user.
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2.4.1 Access Control Models

There are different implementations and models for access control. These models can vary between
the overall complexity and the granularity of authorization. The following paragraphs present the
models Access Control List (ACL) and Role Based Access Control (RBAC) as an predecessor to
ABAC.

Access Control Lists ACLs are a simple form to implement access control [SF+02]. For every
object, e.g., a file, an explicit list of subjects and the respective permissions of a subject are created.
This allows to create very detailed authorizations. However, managing very fine-grained ACLs for
numerous users can become very complex. This can be countered by assigning users to a group which
receives an ACL. Another option is the assignment of permissions to roles, which leads to RBAC

described in the next paragraph.

Role Based Access Control In RBAC, a "role is a semantic construct forming the basis of
access control policy" [SC+96, p. 1]. Roles can, e.g., be created by a system administrator and relate
to a job function performed in a company. These roles can be connected to a set of permissions
and assigned to a human user. Sandhu et al. [SC+96] define a base model called RBACy, which is

presented in the following list.

* Users U

* Roles R

* Permissions P

* Sessions §

* Permission Assignment PA C P X R, many-to-many permission-to-role assignment relation
» User Assignment UA C U x R, many-to-many user-to-role assignment relation

* user: S — U, function mapping each session s; to the single user(s;)

s roles: S — 2R, function mapping each session s; to a set of roles roles(s;){r | (users(s;),r) € UA
and session s; has permissions U, € roles(s;){p | (p,r) € PA}

Sandhu et al. consider a user a human being [SC+96]. A role is a job function within an organization.
The permissions allow a holder to perform an action in a system. A permission can be assigned to one
or multiple roles. Additionally, a user can be assigned one or multiple roles. In a session, the user is

mapped to the roles, which allows retrieving the respective permissions for that session. A user can
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also have multiple sessions simultaneously. RBAC can also be extended. For instance, Sandhu et al.
present an extension with a role hierarchy (RBAC), constraints (RBAC3), or both (RBAC3).

Analogous to the amount and size of ACLs required for fine-granular authorization, in RBAC the
amount of overall required roles increases with the degree of granularity. If the amount of roles
increases, managing the roles becomes more complex. This is a limitation of RBAC, also known as
role explosion [EK10]. For instance, if RBAC should be used for fine-grained authorization, a role
must be created for every permutation of a user, an object, and a permission. This can already be a
hurdle for small applications with a small user base. While there are other RBAC models to combat
these problems (e.g., by including a role hierarchy), this problem is inherent to RBAC [EK10]. Thus,

to introduce fine-granular authorization, ABAC introduced in the next section can be used.

2.5 Attribute Based Access Control

ABAC is selected as the access control mechanism in this thesis. ABAC allows performing complex
authorization decisions based on a set of attributes. Compared to other access control models,
ABAC can be seen as a more generalized concept of RBAC (i.e., attribute role) [HF+14]. There are
multiple definitions of ABAC. For this thesis, the well-established National Institute of Standards
and Technology (NIST) publication Guide to Attribute Based Access Control (ABAC) Definition and
Considerations by Hu et al. [HF+14] is selected as a foundation. The NIST standard defines ABAC
as the following:

"Attribute Based Access Control: An access control method where subject requests to
perform operations on objects are granted or denied based on assigned attributes of the
subject, assigned attributes of the object, environment conditions, and a set of policies

that are specified in terms of those attributes and conditions.” (Hu et al. [HF+14, p. 17])

The subject is the entity that aims to perform an operation on an object. A subject can be a human user
or a non-human user, e.g., a service. The term user is often used synonymously with the term subject
(e.g., [SO17]) or principal. An object is referred to be a system resource [HF+14]. The access to the
object is managed by ABAC. An object can be anything on which an operation can be performed.
Since microservice-based applications are considered in this thesis, these are generally entities of the

application (e.g., provided through an API).

While the NIST publication refers to operations that are performed on an object, this thesis uses the
term action to describe operations, which is also used by other publications (e.g., [CW+18; AT+19]).
These actions include (but are not limited to) Create Read Update Delete (CRUD) operations on an
object. The attributes are a property of the subject, the object, or the environment. The environment

represents the context in which a request occurs. This might include attributes such as the time or
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the location. Attributes can be considered as a set of key value pairs (e.g., location=Karlsruhe).

Following the NIST specification, actions do not have attributes.

The NIST definition of a policy, which is employed in this thesis, is presented in the following

quote:

"Policy: Policy is a representation of rules or relationships which allows determining
the result of a request based on the values of attributes of subject, objects and possibly

environment conditions." (Hu et al., [HF+14, p. 17])

Thereby, a policy represents a set of enforceable rules. In turn, a rule defines complex conditions
using attributes. Hu et al. further specify policies as Natural Language Policy (NLP) or a Digital
Policy (DP) [HF+14]. NLPs are human expressions that can be translated to machine-enforceable
access control policies. DPs are access control rules that compile into machine executable codes or
signals. Subject/object attributes, actions, and environment conditions are fundamental elements of
DP enforced by an access control mechanism. However, Hu et al. [HF+14] do not specify a formal

model of ABAC. An overview of the formal model used in this thesis is provided in the next section.

2.5.1 ABAC Model

The NIST definition presented by Hu et al. only provides a high-level overview of ABAC and does
not provide a formalized model. As identified by Servos and Osborn [SO17], there is not a single
uniformly accepted ABAC model. Instead, there are various ABAC models that formalize the elements
required by ABAC in a slightly different way. In a state-of-the-art review, Servos and Osborn list
various ABAC models including general models, domain-specific models (e.g., for web services
[YTO5]), and hybrid models (e.g., role-centered).

As identified by Servos and Osborn, the proposed model by Yuan and Tong is the most notable in
the domain of web-services [SO17]. Therefore, the model will be used as a basis for this thesis.
However, the model by Yuan and Tong is adapted in two cases for this thesis. First, the model by
Yuan and Tong does not use objects (as used by NIST). Instead, resources, such as web services, are
accessed by subjects. For this thesis, the term object is used instead of resources to align with the
NIST definition presented in the previous section. Second, the model does not consider action as part
of the policy. Instead, Yuan and Tong only consider the action can_access [YTO0S5]. The introduction
of an action, based on the model of Yuan and Tong, has been established by Shu et al. [SS+09]. The
model presented in the following is based on Yuan and Tong’s and Shu et al.’s model but includes an
action to differentiate between different requests. To comply with the NIST definition, actions have

no attributes.

* Subjects S = {Alice,Bob, ...}

27



2 Foundations

Actions A = {create,read,delete,modify,...}

* Objects O = {Rental,Car,...}

¢ Environments £

* Subject Attributes SA = {age, gender,...,SA;}(1 <k <K)

* Object Attributes OA = {owner, color,...,0A,,} (1 <m < M)

* Environment Attributes EA = {time, location,...,EA,}(1 <n < N)

* Attribute Assignments relations for subject s, resource r, and environment e:
ATTR(s) C SA| x SA; x SAg
ATTR(0) C OA| X OAy x OAy
ATTR(e) CEA| Xx EA; x EAy

* Policy for subject s, action a, object o, and environment e
P(s,a,0,e) = f(ATTR(s),a,ATTR(0),ATTR(e))

Each subject in S has various attributes that are assigned through an attribute assignment relation
ATTR(s). To access a subject attribute, Yuan and Tong use a function notation. For instance,
age(Alice) = 42 can be used to access the attribute age for subject Alice. The object and environment
attributes can be accessed analogous. An authorization policy is a boolean function for a subject s,
action a, object o, and environment e. The policy depicted in Equation (2.1) presents an example
of a subject that must have the role customer to perform the action List on an object Cars under the

conditions, that the owner of the Cars is equal to the subject’s name.

Policy(s,a,o0,e) < (Role(s) == "Customer”) \ (a == "List”) (2.1)
A (o =="Cars”) \ (Owner(o) == Name(s)) |

ABAC provides a spectrum of models ranging from general ABAC models [SO17], domain-specific
models to hybrid models [VJ22; SO17]. However, the core of ABAC is the use of attributes belonging
to a subject, object, or the environment to perform an authorization decision. The following paragraph

will provide a brief overview of further ABAC models.
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Further ABAC Models 1In 2004, Wang et al. introduced a logic-based from for ABAC [WW+04].
However, the model does not consider object or environmental attributes and focuses on the modeling
of policies and their evaluation. Jin et al. introduced a role-centric ABAC model in 2012 [JS+12].
This formal model aims at restricting permissions of a role via attributes. Another model is proposed
by Servos and Osborn in 2015, introducing Hierarchical Group and Atrribute-Based Access Con-
trol (HGABAC) [SO15]. HGABAC introduces a hierarchical representation of object and subject
attributes.

eXtensible Access Control Markup Language (XACML) is often cited as an ABAC model [SO17].
However, XACML is only a policy language supporting fine-granular authorization using attributes
and lacks a formal ABAC model [SO17]. The policy language is developed by OASIS [OAS-XAC]
and the latest version is V3.0 released in 2013. XACML includes a reference architecture that is

introduced in the next Section 2.5.2. The policy language is further addressed in Section 2.5.3.

2.5.2 XACML Reference Architecture

XACML introduces a reference architecture, also known as data flow-model, which is also referred
to by the NIST special publication on ABAC by Hu et al. [HF+14]. Figure 2.2 depicts a simplified
version of the reference architecture introduced by XACML.

Authorization Services

[c——— Policy Enforcement Point j[c—+—
—_—> (PEP) EE—

L

Policy Decision Point

1

Policy Information Point
(PIP)

subject

object

Policy Administration Point
(PAP)

Figure 2.2: XACML Reference Architecture [HF+14]
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The architecture introduces four components, also referred to as functional points. In this thesis, the
term PXP is used to refer to these functional points. These points are the Policy Enforcement Point
(PEP), Policy Decision Point (PDP), Policy Administration Point (PAP), and Policy Information Point
(PIP). The PAP is responsible for writing policies and making them available to the PDP. Therefore,
the policies are stored in a policy repository. The PEP is responsible for enforcing the authorization
decisions. To accomplish this, the PEP must intercept the request performed by a subject on an
object and forward the request to the PDP. The PDP is responsible for evaluating if the request is
allowed or denied. Therefore, the PDP must access the respective authorization policies from the
policy repository. In addition, the PDP might require additional attributes for the subject, object, or
the environment. These attributes can be retrieved by accessing the PIP. The PIP has access to an
attribute repository and environment conditions. The result of the evaluation performed by the PDP
is returned to the PEP. If the PDP decided to allow the request, PEP allows the subject to access the

object. Otherwise, the request is denied.

2.5.3 Policy Languages

XACML is an XML-based markup language used to specify authorization policies [OAS-XAC]. As
mentioned in Section 2.5.1, XACML is often referred to as an ABAC model, as it allows creating
fine-grained authorization policies using attributes. The main components are rule, policy, and policy
set. The rule is the elementary unit of a policy. Among others, a rule has a target, a condition, and an
effect. One policy comprises one or multiple rules. A policy set is a set of policies that are applied to

a target.

Listing 2.2 presents an example policy written in XACML. The policy has a Policyld (line 2) and a
description (line 3). In addition, the policy defines a rule combining algorithm, which specifies how
the results of the rules are to be interpreted (e.g., use of logical and/or). The policy only contains one
rule (lines 4 to 18). The rule also has an Ruleld and a description. The rule evaluates if the subject has
an email address containing med.example.com. The data types must be explicitly declared. As can be
seen in the rather simple example presented in Listing 2.2 the policy is specified using an XML markup
language does not improve readability. Thus, the Abbreviated Language for Authorization(ALFA)
has been developed by Axiomatics and donated to OASIS [OAS-ALF]. ALFA can be mapped into
XACML. It improves readability and allows handling authorization policies more like source code.

Another language is provided by the Casbin framework, which is an open-source library support-
ing multiple access control models, including ABAC [CO-Doc]. Casbin is supported by multiple
programming languages and allows specifying authorization policies as source code. This allows
Casbin to be highly flexible, as it can be embedded into source code, externally enforced by a PDP, or

integrated into Kubernetes as a middleware.
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1 <?xml version="1.0" encoding="UTF-8"?>

2 <Policy ... PolicyId="urn:oasis:names:tc:xacml:3.0:example:SimplePolicyl"
Version="1.0" RuleCombiningAlgId="identifier:rule-combining-algorithm:
deny-overrides">

3 <Description> Medi Corp access control policy </Description>

4 <Rule RuleId= "urn:ocasis:names:tc:xacml:3.0:example:SimpleRulel" Effect

="Permit">
5 <Description>
6 Any subject with an e-mail name in the med.example.com domain

can perform any action on any resource.

7 </Description>

8 <Target>

9 <AnyOf>

10 <Al10f>

11 <Match MatchId="...:function:rfc822Name-match">

12 <AttributeValue DataType="...string">med.example.com</
AttributeValue>

13 <AttributeDesignator MustBePresent="false" Category="..:
subject-category:access-688 subject" AttributelId="...:
subject:subject-id" DataType="...:data-type:rfc822Name" />

14 </Match>

15 </Al10f>

16 </AnyOf>

17 </Target>

18 </Rule>

19 </Policy>

Listing 2.2: Example XACML Policy [OAS-XAC]

2.5.4 Open Policy Agent

Open Policy Agent (OPA) is an open-source policy engine developed by Styra [OP-Do]. The project
has been developed for cloud native services and is a graduated project by Cloud Native Computing
Foundation (CNCF). Open Policy Agent (OPA) includes a declarative policy language, Rego, which

is inspired by the Datalog query language and allows specifying policies as code.

Listing 2.3 presents a Rego policy with the same logic as the XACML policy presented in Listing 2.2.
Authorization policies can be structured into allow statements. Multiple boolean rules can be included
in an allow statement. All rules must evaluate to true for the policy to evaluate to true (logical and).

Rego allows structuring Rules into different packages and files. This can reduce code duplication.
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Furthermore, Rego and OPA provide an integrated test framework that allows creating unit tests for

policies and rules.

1 allow if {
2 "med.example.com" in input.subject.email

3}

Listing 2.3: Example Rego Policy

OPA can be used as a PDP which receives the request from a PEP. The content of the request is
referred to as input and is structured in the JSON format. The input (i.e., request) is then queried
against the Rego policies. If one Rego policy evaluates to true, the request is allowed. Depending
on the requirements, OPA can be extended to provide additional functionality (e.g., database access
see Section 7.3). Since OPA has been developed for cloud native environments, OPA instances are
lightweight and can be used as a sidecar that can be quickly scaled up and down. Due to the cloud
native context, Open Policy Agent (OPA) and the Rego policy language have been selected for this
thesis. However, the concepts provided in this thesis are language-agnostic and thus also applicable to

other policy languages.

2.6 Zero Trust

Zero trust and the zero trust architecture are a recent trend in software engineering [TU+21]. The goal
of zero trust is to remove implicit trust in an IT system. Implicit trust occurs, e.g., where access is
granted based on physical properties such as the same access to a corporate network or deployment

on the same physical compute node.

A special NIST publication on zero trust by Rose et al. specifies zero trust and the zero trust

architecture as the following:

Zero trust (ZT) provides a collection of concepts and ideas designed to minimize uncer-
tainty in enforcing accurate, least privilege per-request access decisions in information
systems and services in the face of a network viewed as compromised.

Zero trust architecture (ZTA) is an enterprise’s cybersecurity plan that utilizes zero
trust concepts and encompasses component relationships, workflow planning, and access
policies. Therefore, a zero trust enterprise is the network infrastructure (physical and
virtual) and operational policies that are in place for an enterprise as a product of a zero
trust architecture plan. (Rose et al. [RB+20, p. 13])
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Figure 2.3: Zero Trust Architecture by [RB+20, p.18]

The goal of zero trust is the consequent enforcement of the principle of least privilege, following
the principle "never trust, always verify" [BO+21, p. 2]. Figure 2.3 depicts an idealized overview
of the zero trust architecture by Rose et al. The center contains the components of the zero trust
architecture. The architecture is divided into a control plane and a data plane. In the data plane, a
subject tries to access a resource using a system. The PEP is responsible for "enabling, monitoring,
and eventually terminating connections" [RB+20, p. 10]. The PDP is located in the control plane. it
consists of a policy engine and a policy administrator. The policy engine is responsible for creating a
decision granting or denying access to the resource. The policy administrator is responsible for the
creation or termination of the connection to the enterprise resource. If the request is allowed, the
policy administrator creates a session-specific authentication used by the client to access the resource.
The policy administrator will subsequently tell the PEP to allow or deny the request. The policy

engine and policy administrator can also be realized by a single component.

When comparing the proposed zero trust architecture with the XACML reference architecture, an
overlap can be noticed. By applying the ABAC reference architecture to a microservice-based
application, the introduction of the zero trust architecture is supported. This is further elaborated in
Chapter 7.

2.6.1 Identity Propagation

The concept of identity propagation can be used to support the zero trust architecture. Identity
propagation distributes the credentials of a user through the application. As Chandramouli et al. note,
"all application traffic should carry end user credentials [... ]" [CB+21, p. 29]. While the concept
has also been proposed for SOA [PM+09], Yarygina and Bagge identified identity propagation as an
emerging security practice for the microservice architecture [YB18]. The term identity propagation

is also used synonymously with the term principal delegation [YB18]. However, this thesis uses
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the term identity propagation. The distribution of user credentials creates an additional angle of
attack. For instance, a credential can be stolen and misused by a compromised microservice. To
counteract this problem, credentials should have a limited lifetime [YB18] or be exchanged with a
limited application-internal credential [Ch19]. JWTs are often used for the propagation through the
microservice architecture. These JWTs can be exchanged through an application-internal token to
limit the damage of a stolen access token [NJ+18]. However, identity propagation does not influence or
modify access rights. This can be provided by the concept of delegation, which is "[... | a frequently
desired access control feature that allows one subject to temporarily delegate their access rights to a
more junior (in terms of access rights) subject" [SO17, p. 29]. We consider the aspect of delegation
as future work of this thesis, as Vijayalakshmi and Jayalakshmi identify it as a challenge in ABAC
[VI]22].
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This chapter elaborates on the state of the art related to this thesis. To assess the literature in the context
of the introduced research questions (see Section 1.3), Section 3.1 creates a requirements catalog.
The catalog contains requirements that should be addressed to enable policy-driven authorization in a
microservice-based application. Therefore, Section 3.2 introduces and assesses the literature from the
state of the art based on the requirements catalog. Finally, based on the assessment, the research gaps

addressed by this thesis are introduced in Section 3.3.

3.1 Requirements Catalog

The requirements for policy-driven authorization in microservice-based applications are established
based on the research questions described in Section 1.3. For every research question, a requirement
is created. The requirements R1 to R4 elaborate on the development of authorization policies in the
context of an engineering process. The development of authorization should be considered throughout
all development phases (R1). This includes the definition of authorization requirements to capture
what must be authorized (R2). In addition, the use of fine-grained authorization is a key requirement to
perform extensive authorization decisions (R3). In the context of microservice-based applications, the
consideration of Service-to-Service (S2S) authorization is an important aspect to remove implicit trust
among microservices (R4). Requirements R5 and R6 target the architectural requirements to include
components necessary for authorization in the microservice architecture. The authorization should be
performed externalized from the microservice (R5) and decentralized in the overall architecture of the

microservice-based application (R6).

R1 - Embedding Authorization Into Development

Software engineering can be structured into different phases. A typical classification uses the phases
of (requirements) analysis, design, implementation and test, and deployment and operations. These
phases can be organized in various ways. A classical approach is the waterfall model [Ro70]. Modern
approaches are more iterative and agile. However, the phases remain the same. To create sustainable
and understandable authorization, the aspect of authorization should be present in every development

phase [KK+21]. This requires modifications to the respective phases, including guidelines for
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developers. Each development phase creates artifacts (e.g., requirement specification, class diagrams)
which must be aligned with authorization artifacts. The integration of application development and

authorization should be established across all phases and conducted in parallel (see RQ1).

R2 - Definition of Authorization Requirements

To create software, a clear set of requirements must be defined. As described before, these requirements
can be classified as functional or non-functional. Functional requirements must be implemented to
enable users of a software to accomplish their respective tasks. A non-functional requirement can be
classified as an attribute of a constraint on a system [Gl07]. Security in an IT context is classified
as a non-functional requirement (e.g., by ISO 25010). Since authorization can be seen as a part of
security [Fi03], authorization requirements can be categorized as non-functional requirements. To
integrate authorization into the development of microservice-based applications, the definition of
authorization requirements is essential. Otherwise, there is no dedicated knowledge of what should be
authorized under a given set of circumstances. Thus, a structured approach towards the elicitation of

authorization requirements is required during the requirements analysis (see RQ2).

R3 - Fine-Grained Authorization

Authorization can be divided into coarse-grained authorization and fine-grained authorization [Kil5].
While coarse-grained authorization would grant access to a microservice itself, fine-grained autho-
rization grants access to a specific resource provided by a microservice depending on the current
context. For example, if a subject performs an action to an object, the access decision is evaluated
based on, e.g., ownership, time, or age of the subject. To perform such fine-grained authorization
decisions, Attribute Based Access Control (ABAC) can be used [AQ+18; AC22]. The use of ABAC
for microservice-based applications has also been proposed by Yarygina and Bagge [YB18]. The
integration of a strong fine-grained authorization mechanism is a key requirement for the microservice
architecture. Thus, this thesis assumes fine-grained authorization as a requirement for authorization in

a microservice-based application (see RQ3).

R4 - Service-to-Service Authorization

A microservice-based application consists of multiple microservices that must communicate with
each other to provide the necessary business functionalities. Besides the authorization of requests per-
formed by users, the authorization of requests performed among microservices is a challenge [AC22].
The communication between microservices is often regarded as secure due to the close physical

distance between the deployed services. For example, in a Kubernetes context, the communication of
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microservices in a single namespace might be considered secure. However, this implicit trust leads to
security issues and is regarded as a security smell [PS+21]. If no authorization among microservices
is established and a single microservice is compromised, the microservice can access every other mi-
croservice. This problem is also known as the confused deputy problem [Ha88]. A countermeasure is
to remove the implicit trust by introducing an architecture that requires authorization for every request
that is performed among microservices. This is also known as zero trust [TU+21]. The authorization
between microservices is hence regarded as a requirement towards policy-driven authorization in

microservice-based applications (see RQ4).

R5 - Externalized Authorization

In monolithic applications, the application itself commonly handles authentication and authorization
[Nel5]. Evaluating authorization decisions in the microservice code can contradict the loose coupling
of the microservice architecture. If an aspect regarding authorization changes, the microservice imple-
mentation must be modified, tested, and deployed. This reduces the reusability and maintainability
of the microservice. Thus, to perform fine-grained authorization decisions, the authorization logic
should be performed externally. In this context, externally means the evaluation outside the microser-
vice’s code base, which keeps the loose coupling and creates a higher degree of re-usability, since
authorization policies and authorization components can be replaced. The externalized authorization

is therefore considered a requirement (see RQS5).

R6 - Decentralized Authorization

In a distributed microservice architecture, performing authorization at a central point contradicts the
core principle of loosely coupled microservices. Thus, centralized authorization in the microservice
architecture is regarded as a security smell [PS+21]. If a centralized authorization server handles all
authorization requests, it creates a single point of failure. Additionally, if a central authorization server
is compromised, the microservice-based application is compromised as a whole. For authorization

in microservice-based applications, decentralization of authorization is regarded a requirement (see

RQ6).

3.2 Assessment of the State of the Art

The following sections present the state-of-the-art literature. Figure 3.1 provides an overview of
the selected literature. Two publications consider the aspect of authorization in microservice-based

applications in general [NJ+18; SH+21]. Since a goal of this thesis is authorization using policies, four
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more publications are selected considering the engineering of said authorization policies. The state-
of-the-art on developing authorization policies can be categorized into top-down policy engineering
and bottom-up policy engineering approaches [DM+18]. The top-down approaches focus on the
authorization policy creation based on natural language documents ([BG+17; XP+12]). The bottom-up
approaches create authorization policies based on existing data such as logs or source code ([XZ+23;
LC+21)).

While the aspect of automating the creation of authorization policies is not considered in this thesis (see
Premise 6, Section 1.5.6), the generation of policies is an active research field. For this reason, three
of the six sources examined ([XP+12; XZ+23; LC+21]) also deal with the aspect of the automated
creation of authorization policies. However, the fundamental ideas of the publications still hold for
the manual generation of authorization policies. At the time of writing this thesis, the generation of
authorization policies using a Large Language Model (LLM) has only been proposed by Martinelli et
al. [MM+24]. Employing LLMs in the generation of authorization policies will likely lead to better
results due to the improved processing of natural language documents (e.g., requirements). However,

the automation is considered as future work (see Section 9.2).

Authorization in ot : . :
Microservices Authorization Policy Engineering
[NJ+18] S [BG+17] [XZ+23] S
O 1
=
[SH+21] % [XP+12] [LC+21] g
S )
&= aa)

Figure 3.1: Overview of the Selected Literature

In the following, the focus is set on presenting the core contributions of the respective publications.
In addition, the publications are assessed regarding the requirements catalog created in the previous
section. For each publication category depicted in Figure 3.1, a brief overview of further literature is

provided.

3.2.1 Authorization in Microservice
Nehme et al.: Fine-Grained Access Control for Microservices [NJ+18]
Nehme et al. [NJ+18] proposed one of the first approaches towards fine-grained authorization in

microservice-based applications. The authors assume that there are two kinds of microservices. First,
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primitive resource microservices, which only provide primitive functionality such as Create Read

Update Delete (CRUD) operations on assets (e.g., personal data). These microservices do not contain
any authorization logic and are protected by a local gateway. Each resource microservice has its own

resource microservices.

local gateway that can enforce security policies. Second, consumer microservices, which provide
(business) functionality to a user. To do so, the consumer microservices access assets provided by the
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Figure 3.2: Security Architecture Proposed by Nehme et al. [NJ+18]

The authors propose a security architecture that addresses fine-granular access policies, separates
control between user and service providers, and verifies authenticity of consumers. Figure 3.2 presents
the security architecture. The central component of the architecture is an Access Control Server (ACS),
which provides the functionality of an eXtensible Access Control Markup Language (XACML) server
(i.e., PAP and PDP) and an OAuth 2.0 server allowing to register new clients and verify tokens. Similar
to the resource microservices, each consumer microservice has its dedicated consumer gateway which
act as a Policy Enforcement Point (PEP). The consumer gateway intercepts every user request and
extracts the ID token. Subsequently, the consumer gateway performs a policy check for user access
at the ACS. If the check is successful, the request is forwarded to the consumer microservice. For
each connection from a consumer microservice to a resource microservice, a dedicated OAuth client
is registered at the ACS. To access the data from a resource microservice, an OAuth access token

is requested by the consumer microservice from the ACS. The user must consent to the access
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scope defined by the consumer microservice. If successful, the consumer microservice forwards the
generated access token and the user’s ID token to the resource microservice. The request is intercepted
by the resource gateway, which performs several checks: First, the client ID is checked from the
access token. Second, the user identity is checked from the ID token. Third, the authorization policy
is checked for the user access. If one of the checks fails, an incident is reported. Otherwise, the
request is forwarded including the scope and the user ID. The resource microservice responds with

the requested data to the consumer microservice.

With the proposed architecture, Nehme et al. aim to limit the power of an access token between
consumer microservices and resource microservice as they have a short lifetime. In addition, the
authors address the confused deputy problem by requiring the user’s ID token in combination with
the access token. Thus, a consumer microservice with a valid access token cannot access assets for

another user from a resource microservice.

Assessment The security architecture proposed by Nehme et al. introduces an approach towards
fine-grained authorization in the microservice architecture. The authors employ OAuth 2.0 and
XACML in a centralized access control server to enforce authorization decisions. However, the
authors do not address how the architecture is embedded in the application development. Thus,
requirement R1 is not met. The authors create security requirements towards the realization of
fine-grained authorization in their security architecture. These requirements should be considered
when enforcing the authorization policies in a microservice-based application which is introduced
in Chapter 7. Nehme et al. do not address the definition of authorization requirements. Therefore,

requirement R2 is not addressed.

With the use of XACML and OAuth 2.0, the authors provide fine-granular authorization decisions.
Hence, requirement R3 is satisfied. However, the concrete use of XACML is not described in detail.
The complexity of using XACML and OAuth in combination with the ACS, might be avoidable if
XACML was fully used. The authors address the authorization between microservices, complying with
R4. The authors additionally consider the problems of powerful access token theft and the confused
deputy problem. With the proposed security architecture, the implicit trust between microservices is

removed.

Generally, the authorization decisions are performed externally from the consumer microservice and
the resource microservice. The authors explicitly state that the resource microservices are released
from the logic required for authorization. However, since the resource microservice receives the
user’s ID token and the request scope, it is unclear if additional authorization checks are made in
the resource microservice. This also applies to the consumer microservices. The authors do not
state if the ID tokens are only used for the later authorization with the resources microservices

or for additional authorization checks. Assuming there are additional authorization mechanisms /
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checks embedded in the microservice code, the requirement RS is only half fulfilled. R6 requires
decentralized authorization. Due to the central access control server of the security architecture, the
aspect of decentralization is not met. If the ACS introduced in the security architecture fails or is
compromised, a correct authorization can no longer be guaranteed. Hence, the ACS presents a single

point of failure.

Sauwens et al.: ThunQ: A Distributed and Deep Authorization Middleware for Early
and Lazy Policy Enforcement in Microservice Applications [SH+21]

Sauwens et al. [SH+21] provide an authorization middleware for microservice-based applications.
Their solution focuses on authorization as early as possible in the microservice-based application, as
well as lazy authorization. This means that authorization decisions are performed in the relevant data
context (i.e., microservice). Hence, the authorization middleware is distributed among a microservice-
based application. Each microservice must include the authorization middleware. The authors
consider a microservice-based application that is used by multiple tenants. The tenants interact
with the microservices through an API gateway, which forwards requests to respective microservices.
Among microservices, requests can be performed to exchange data. Each microservice has its database
to persist data.

API| Gateway LService
Gatekeeper > - w{ Application
> == > _ =11 Data Model
pep| [RTP| (2] 2] | yY
> d " Py L o Query Modifier
A v
ORM Middleware
— DB Drivers
Partial T
Evaluation 4

Policy Engine

Figure 3.3: ThunQ’s Components by Sauwens et al. [SH+21]

The solution proposed by Sauwens et al. is called ThunQ. The components are depicted in Figure 3.3.
The entry point for the microservice-based application is the API gateway, which is extended by the
Gatekeeper component. The Gatekeeper is implemented as a filter for the Spring Cloud Gateway
and contains a PEP and a Request Transformation Point (RTP). The PEP is a modified XACML PEP
that forwards the requests to a policy engine. The policy engine is provided by Open Policy Agent
(OPA). OPA partially evaluates the policy and returns the result to the PEP. The partial evaluation only
evaluates the rules where the information is available at that point. The results of partial evaluation are
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1 allow { allow {

2 user.tenant == "insurer" doc.tenant_id == 67

3 doc.tenant_id == user.tenant_id doc.employee_1id == 52
4 user.role == "account_manager" }

5 doc.employee_id == user.id

6 }

Listing 3.1: Exemplary Partial Policy Evaluation [SH+21]

depicted in Listing 3.1. The left allow statement contains four rules (lines 2 to 5). The rules in lines 2
and 4 can directly be evaluated to true, as the required user attribute data is available. The attributes
tenant_id and employee_id of the doc object are unavailable. Hence, the partial result displayed on
the right half of Listing 3.1 is returned to the PEP to be evaluated by a microservice.

The RTP uses the result of the partial evaluation and creates a thunk. A thunk is a key values structure
which contains a URL path selector and a query modifier. Listing 3.2 shows an example thunk in lines
1 to 3. The path selector defines which residual policy should be evaluated by a database query. The
query modifier contains boolean expressions which are the result of the partial evaluation. The thunks

are then added to the request that is forwarded to the microservices.

1o

2 "/accountStates /+":" doc.tenant_id = 67 && doc.employee_id = 42",
30}

4 ——e

5 SELECT =« SELECT »*

6 FROM account_states FROM account_states

7 WHERE tenant_id = 67 AND employee_id = 42
8 AND <BoolExpr #...>

Listing 3.2: Exemplary Thunk and Query Modification [SH+21]

As depicted in Figure 3.3, each microservice contains a query modifier which rewrites the queries that
are performed to the records of a microservice database. The query modifier is a plugin of the Object
Relational Mapper (ORM) that uses the received thunk to determine the query modifications. If the
path selector matches a relevant database object, the boolean expressions are added to the database
query. An example is depicted in lines 5 to 8. On the left side, the initial database query is depicted.
The right half depicts the modified query, including the boolean expressions from the thunk. If a
microservice requires data from another microservice, the thunk is added to the request performed to

the other microservice.
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Assessment The authorization middleware ThunQ proposed by Sauwens et al. provides a solution
to evaluate authorization decisions as early as possible. The authors focus on the development of
the middleware and do not introduce how to use the middleware systematically or how to create the
authorization policies. It is unclear, how the relevant attributes are determined and how the mapping to
the query works. Therefore, the requirement R1 is not satisfied. This is also true for R2, the definition

of authorization requirements, which are not addressed by Sauwens et al.

The authors use ABAC to define authorization policies using the ThunQ middleware. The authorization
decisions are fine-grained by modifying the access to the database records. That is why the requirement

R3 can be classified as satisfied.

The primary assumption by the authors is that the microservices operate correctly and can be trusted.
Therefore, the authors do not consider the authorization between microservices. If a microservice
were to be compromised, the thunk could be manipulated by modifying the query modifier. This

might lead to data leakage or SQL injections. The requirement R4 is therefore not fulfilled.

The authorization decisions performed by ThunQ are partly externalized. The initial authorization
decision is performed externally by the Open Policy Agent. However, the partially evaluated policies
are authorized by the query modifiers which are embedded as a plugin in the microservice code
(i.e., database connection). Thus, requirement R5 is half satisfied. While the authorization decisions
are enforced decentralized in the microservice-based application using ThunQ, a centralized access
control server (i.e., PDP and RTP) is still necessary. This creates a single point of failure. The

requirement R6 is considered half met.

Further Related Work

Complementing the technical realization of authorization, Banati et al. proposed a centralized
authorization orchestrator for microservices-based applications, which required a dedicated "IAM
auth" module in the microservices [BK+18]. The authors used OAuth2.0 and JSON Web Token (JWT)
to perform authorization decisions. Miller et al. [MM+21] show an approach to deploy a microservice
in a cloud infrastructure. Using Kubernetes to deploy microservices, the authors propose the use
of the sidecar pattern [BG+17] to deploy a dedicated API proxy and OPA container next to each
microservice. Similar to the publication by Nehme et al. [NJ+18], the proposed approaches do not
consider what must be authorized and how to integrate the architectural modifications systematically

in the development of a microservice-based application.
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3.2.2 Top-Down Policy Engineering

Brossard et al.: A Systematic Approach to Implementing ABAC [BG+17]

Brossard et al. [BG+17] present a systematic approach to the implementation of ABAC. The authors
work for Axiomatics, a company developing policy-based authorization, including the policy language
ALFA [OAS-ALF]. They refer to the key elements of ABAC as the attributes, policies, and deployment
architecture. The attributes are divided into subject, action, resource, and environment categories. A

policy then combines attributes to express positive or negative authorization cases.

The authors identify three challenges that arise with the use of ABAC. First, compared to RBAC user
permissions are not directly assigned to a user’s role but are the result of a runtime authorization
evaluation against policies. Thus, a process is needed for the provisioning of policies and subsequent
access reviews. Second, traditional implementations using RBAC lack requirements due to the
implementation inside the code of an application. When using ABAC, the authorization requirements
must be gathered and managed. The authorization requirements are at the level of a use case
or an application and are implemented as authorization policies. Third, the ownership of ABAC
authorization policies is unclear. The authorization logic is embedded within the authorization policies,
and the development can require application developers or IT/IAM staff. With RBAC, fine-granular
authorization is implemented in the code with the responsibility of the application developers, while

coarse-grained decisions are performed by a central IAM team.

To address these challenges, Brossard et al. propose a policy lifecycle depicted in Figure 3.4. The first
step is the definition of use cases, which specify the functionality and the authorization scope. Based
on the use case definition, the authorization requirements are created. An authorization requirement
is a natural language statement that defines what should be allowed or forbidden. Subsequently, the
attributes required for the authorization policies must be identified. Therefore, the natural language
authorization requirements are examined. For each attribute, the authors propose the formulation of
various characteristics such as a short name, a namespace (i.e., the logical domain an attribute belongs
to), a category (e.g., subject, action, resource, environment), value constraints, or a data type. The
attribute definition is followed by the authoring of the authorization policies. In this step, the natural
language authorization requirements are broken down into atomic attributes and attribute comparisons
using the previously defined attributes. An important aspect is the normalization of attribute values
(i.e., upper/lower case). The statements can then be implemented in a policy language (e.g., ALFA,
XACML). Then the implemented policies must be tested. The authors propose binary testing, gap
analysis, or reverse query testing. Tests should be run every time a policy is modified. The tested
policies are deployed to the ABAC architecture, including the PEP and the Policy Decision Point
(PDP). The final step is to frequently run access reviews to review if a user has gained or lost access

rights.
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Figure 3.4: Authorization Policy Lifecycle by Brossard et al. [BG+17]

An example of the resulting authorization policy is shown in Listing 3.3. The policy is written in the

policy language Alfa. The target in line 2 defines the object. Line 3 defines the applied combining

algorithm (similar to XACML). The authorization requirement is realized by a rule (lines 5 to 9)

that must evaluate to true to allow access. Inside the rule, the attributes are evaluated using atomic

comparison operations.

1 policy records {

2 target clause object.objectType == "record"

3 apply firstApplicable

4 /*+% R2 - An employee can view a record in their own department «/

5 rule employeesView {

6 target clause user.role == "employee" and action.actionId == "view"
7 condition user.department == record.department

8 permit

9 }

0 }

Listing 3.3: Exemplary ALFA Authorization Policy [BG+17]

45




3 State of the Art

Assessment Brossard et al. propose a systematic approach to implementing ABAC. The authors
argue that compared to RBAC, ABAC creates new challenges due to its distributed nature. This
also includes the organization and the involved stakeholders. In their work, the authors consider
the development of the ABAC authorization policies from the identification of the use cases to the
deployment of the policies and the operation (i.e., access reviews). The focus of the lifecycle is not
strictly set on the development of an application and does not specifically consider development
artifacts. While the authors begin with the definition of use cases and the subsequent definition of
authorization requirements, they do not consider further software development artifacts. For instance,
the step to identify attributes should be performed in the context of the software design. If an identified
attribute is different in the software design (e.g., API specification, class diagram), the policy cannot

succeed. Hence, the requirement R1 is only partially met.

The authorization requirements proposed by Brossard et al. define what is to be authorized based
on the use cases in natural language. The authors do not define a structure for the authorization
requirements. In addition, no systematic approach for the definition of the authorization requirements
is provided. The requirement R2 is only partially satisfied. With the use of ABAC, the authors follow

fine-grained authorization. The requirement R3 is therefore fulfilled.

The aspect of authorization between microservices is not addressed in this paper. Hence, the require-
ment R4 is not applicable. The ABAC architecture is briefly addressed by Brossard et al. The authors
consider a centralized ABAC service which contains the authorization policies. The PDP can be
deployed behind a load balancer. The PEP is deployed as an API gateway in different levels. The
authorization decision is created and enforced externally from the application. Requirement RS is
therefore fulfilled. Due to the use of a centralized ABAC service, the requirement R6 is considered as

not met.

Xiao et al.: Automated Extraction of Security Policies from Natural-language Software
Documents [XP+12]

Xiao et al. [XP+12] develop Text2Policy, one of the first approaches to extract authorization policies
(called Access Control Policies (ACP) by the authors) from natural language software documents.
More recent approaches improve the performance of Text2Policy. However, the fundamental concepts
of Text2Policy remain comparable to newer approaches. For the authors, authorization policies are
written in natural language and are a type of non-functional requirement. The authors define two
major issues with the definition of the natural language authorization policies. First, the incorrect spec-
ification of the policies. This can be a result of the vast amount of complex rules. The non-functional
requirements are not explicitly defined. Instead, the information required to define authorization
policies is contained in a natural language document or a functional requirement such as use cases.

The second identified issue is the incorrect enforcement of specified authorization policies, which
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occurs due to the gap between the authorization policies and the implemented system. Therefore, the
authors use natural language requirements to extract authorization policies. The advantage of these
requirements are the clear and simple structure of the sentences. These requirements can also display

different scenarios and steps taken to fulfill them (e.g., use cases).

Figure 3.5 depcits the Text2Policy approach. The approach contains the steps of linguistic analysis,
model instance construction, and formal specification, which each create and use intermediate artifacts.
First, the linguistic analysis takes the natural language documents as an input and performs a syntactic
and semantic analysis. Therefore, a sentence is deconstructed into subjects, verb groups, and objects.
For use cases containing several steps, the sentences containing the steps are identified. In addition, the
verb groups are assigned to a pre-defined semantic class. Using pattern matching, the sentences which

are a natural language authorization policy are identified and annotated with a semantic pattern.

_II Linguistic Annotated
NL :> |:> Sentences Q]

Documents

Model
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Figure 3.5: Text2Policy Approach by [XP+12]

The second step uses the annotated sentences to create a model containing the subject, action, resource
elements, and the policy effect (e.g., allow, deny). Therefore, first, the elements are identified from
the annotated sentences. Additionally, the policy effect is inferred from the verbs contained in the

sentence.

Finally, the model instances are transformed into a formal policy specification. Text2Policy uses
XACML to formulate the authorization policies. Listing 3.4 shows a resulting XACML policy. The
effect of the policy is defined as Deny in line 3. If the policy is evaluated to false, the request is denied.
The role of the subject is verified in lines 7 and 8. The subject must maintain the role HCP to access
the policy. Line 12 as patient.account presents the extracted resource. Finally, line 17 defines the

allowed action to the resource as UPDATE.

Xiao et al. evaluate Text2Policy on the open-source teaching applications iTrust and an internal IBM
application. Text2Policy can identify more than 88% of the sentences containing a natural language

authorization policies. The accuracy of the extraction of the model elements is more than 81%.
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1 <Policy PolicyId="2" RuleCombAlgId="...">

2 <Target/>

3 <Rule Effect="Deny" Ruleld="rule-1">

4 <Target>

5 <Subjects><Subject>

6 <SubjectMatch MatchId="string-equal">

7 <AttrValue>HCP</AttrValue>

8 <SubjectAttrDesignator AttrId="subject:role"/>
9 </SubjectMatch></Subject></Subjects>

10 <Resources><Resource>

11 <ResourceMatch MatchId="string-equal">

12 <AttrValue>patient.account</AttrValue>

13 <ResourceAttrDesignator AttrId="resource-id"/>
14 </ResourceMatch></Resource></Resources>

15 <Actions><Action>

16 <ActionMatch MatchId="string-equal">

17 <AttrValue>UPDATE</AttrValue>

18 <ActionAttriDesignator AttrId="action-id"/>

19 </ActionMatch></Action></Actions></Target>

20 </Rule></Policy>

Listing 3.4: Exemplary XACML Policy Generated by Text2Policy [XP+12]

Assessment Text2Policy introduces a top-down approach to create authorization policies based on
natural language documents. The aspect of authorization is not fully embedded into the development
of an application by Text2Policy. However, the approach can be classified to starting in the analysis
phase. The natural language policies are implemented into authorization policies without incorporating
the design artifacts. The authors propose the use of the generated authorization policies as a support
for developers. Since the created policies are not complete (e.g., overlooked policies), the missing
policies must be manually implemented. Requirement R1 is therefore partly met. The annotated
sentences created by the linguistic analysis can be considered an authorization requirement. The
sentences stem from the analysis artifacts (e.g., use cases) and could be used to create fine-grained
authorization policies. Since the annotated sentences do not follow a similar structure, the requirement
R2 is partly fulfilled. The authorization policies created by Text2Policy rely on the subject, the
object, and the action. The policies do not contain attributes which would allow fine-granularity. The

requirement R3 is thus not satisfied.

The authorization of microservices is not considered by Text2Policy. Therefore, the authorization
between microservices has not been considered and R4 is not assessable. While the authors develop
XACML policies which would allow for externalized authorization, the authors do not further elaborate

on the enforcement of the policies. Therefore, the requirements RS and R6 are also not applicable.
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Further Related Work

In the context of top-down policy engineering, automated approaches similar to Text2Policy by Xiao
et al. [XP+12] have been proposed. Narouei et al. [NK+17] use Recurrent Neural Networks (RNN)
on natural language policy statements to extract policy related information. Similar work has been
performed by Alohaly et al. [AT+19], which use Convolutional Neural Networks (CNN) to extract
the policy statements. Heaps et al. [HK+21] use the transformer model BERT Large to extract access
control information. None of these approaches transform the extracted policy information into a
policy language (e.g., XACML). Furthermore, these approaches improve on the performance metrics
(e.g., F1 score) but do not deliver perfect results. They can only be considered to support developers
with the development of authorization policies. Future approaches will likely make use of the rapid
progress that has been made on LLMs such as GPT-4. This has already been proposed by Martinelli et
al. [MM+24]. There are also model-driven approaches towards the generation of XACML proposed
by Busch et al. [BK+12] or Fatemian et al. [FZ+21]. These approaches define a metamodel, which is
subsequently transformed into a XACML policy. However, these approaches still require a software
developer to know what must be authorized. In the context of Role Based Access Control (RBAC),
Pilipchuk uses business processes specified with Business Process Model and Notation (BPMN) to

automate the extraction of access control policies [Pi23].

3.2.3 Bottom-Up Policy Engineering

Xu et al.: Log2Policy: An Approach to Generate Fine-Grained Access Control Rules
for Microservices from Scratch [XZ+23]

Xu et al. [XZ+23] provide Log2Policy, an approach to generate access control policies based on access
logs. The generated authorization policies are created for Istio, a service-mesh solution, in which each
rule contains the fields from (i.e., source of a request), to (i.e., request target), and when (i.e., conditions
of a request) [IA-Do]. Xu et al. argue that the manual generation of fine-grained authorization policies
is impractical due to the relationships between microservices in addition to the frequently occurring
updates. The foundation for Log2Policy are the access logs of the microservice-based application. It

is not further described whether the access logs stem from Istio or the microservices themselves.

The author’s threat model assumes that the roll-out of a microservice-based application follows the two
phases testing and production. In the testing phase, the microservices are trusted, and the necessary
access logs are generated internally by the development teams. To include the user authorization, the
authors assume that the user interface is deployed in a front-end microservice, which also creates
access logs. In the production phase, the microservices may be compromised by an attacker, allowing

to send arbitrary requests.
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Figure 3.6: Proposed Approach by Xu et al. [XZ+23]

To create the authorization policies, the authors propose an approach containing five steps, which is
depicted in Figure 3.6. In the first step, the log entries are sampled. The authors argue, that analyzing
all logs might take a long time, reducing the practicality of the approach. The sampling rate must be
selected adequately to minimize the risk of missing a log entry. Additionally, missing values, e.g.,
occurring on TCP connections, are replaced by the value NULL. Based on the selected access log, a
set of traffic attribute tuples is generated. The content of the traffic attribute tuples are the requester
attributes, object attributes, and session attributes. Additionally, the tuples consist of the source
microservices and its version, the target microservice including a port, the protocol, the HTTP method,
and the HTTP path. Using the traffic attribute tuples, the graph is created as an intermediate step
to structure the requests. The graph contains four elements and is structured as G = (Ns, N, E,, E;).
N; contains the microservices, which can have multiple versions that are stored in N,. The set E,
represents the edges between a microservice and its versions. The set E; contains the invocation
between microservices. The attributes from the traffic attribute tuples are added to the respective

invocation edges.

Based on the defined graph structure, the attributes required for fine-grained authorization are mined.
The authors assume, that all the attributes relevant for authorization can be extracted from the access
logs. They focus in particular on the HTTP path variable, arguing that the relevant attributes are
encoded in the HTTP path. To detect these attributes, a combination of algorithms (e.g., DBSCAN) is
used. After applying the algorithms to the request presented in Listing 3.5, the location in which the
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1 GET /carts/<customerID>/items

Listing 3.5: Extracting Attributes From HTTP Path [XZ+23]

variable customerID occurs in the path variable is determined. For the subsequently created policy, the
location in which the customerID occurs is replaced by a wild card (i.e., *). Hence, all authorization
policies created by the algorithm focus on the matching of the HTTP path and introducing wildcards.
In the final step, the policies are optimized based on the topology graph. This reduces the amount
of authorization policies that are based on a similar HTTP path. As a result, fewer policies need to
be evaluated and latency can be reduced. To accommodate frequent microservice changes, Xu et
al. address the update process for policies in case of the addition of a new service (version) or the
removal of a service (version). Log2Policy only requires updating the graph and to analyze new logs

or remove the policies associated with a removed service (version).

The authors evaluate Log2Policy by applying the approach to a set of five popular microservice-based
applications. To generate an initial set of logs, a set of test scripts provided by the applications is
used. With a sampling rate of 10%, the authors can identify 100% of the requests performed by the
applications and generate the respective policies. Reducing the sampling rate reduces the identification

of the possible requests, depending on the considered application.

Assessment With Log2Policy, Xu et al. provide an approach to generate authorization policies
based on the logs created during the operation of a microservice-based application. Since the authors
intend the use of Log2Policy before the production stage of an application, other development artifacts
are not considered for the authorization policies. This is intended by the authors, as they argue that
the manual consideration is too complex. Hence, the requirement R1 is only partially satisfied. With
Log2Policy relying solely on log files, the requirement R2 is not applicable.

Additionally, the authors find that not all logs should be considered, as this increases the execution
time of Log2Policy. Hence, only a sample of the existing logs (e.g., 10%) is to be selected. This leads
to two questions: First, how to select an adequate sample size to not miss an API request between
microservices. Second, what happens if a request is not contained in the initial log collection, e.g., it
has not been performed during the testing stage. The collection of the authorization policies might
become incomplete. Moreover, while the authors claim their authorization policies to be fine-grained,
the primary source for the attributes is the HTTP path contained in the performed request. Further
attributes are not considered. This also has limitations on the API paradigms that can be used. For
example, gRPC uses the HTTP path to structure gRPC services and their respective RPCs. The
attributes are inside the binary encoded gRPC messages, which are inaccessible to the policy. In
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addition, in the final authorization policies, the authors replace the attributes through wildcards. This
effectively reduces the policy to path matching. Therefore, the policies are rather coarse-grained, and

we consider requirement R3 to be partially met.

If the correct log sample is selected, Log2Policy can detect all interactions between the microservices
of an application. The created authorization policies then enforce authorization on the requests
between microservices, complying with requirement R4. However, if an interaction between a
microservice is missed, there is no authorization policy. In that case, a default policy denying all

requests apart from the detected should be put in place.

The microservices require additional authorization checks (in code) as the authorization policies are
not fine-grained enough. For instance, if a microservice is compromised and there is no additional
authorization, it could retrieve arbitrary data on an allowed path. The requirement RS is only partially
met. The authorization policies are enforced by Istio in the sidecar of every microservice. The aspect

of decentralization (R6) can be considered as fulfilled.

Li et al.: Automatic Policy Generation for Inter-Service Access Control of
Microservices [LC+21]

Li et al. [LC+21] introduce AutoArmor, a tool for the automatic generation of S2S access control
policies between microservices in a Kubernetes cluster or an Istio service mesh. The authors use the
source code of microservices to generate the authorization policies. The authors argue that manual

creation and configuration is error-prone and too time-consuming.

To generate the authorization policies, AutoArmor performs two steps: First, the source code is
statically analyzed and a request extraction mechanism extracts the requests performed to other
microservices. A request is considered to be a HTTP path including the respective HT'TP operation
(including gRPC) or a TCP connection (e.g., used for databases). Second, the extracted requests are
modeled in a graph structure called a permission graph. The permission graph G = (Ns,N,, Ep, E;)
considers two kinds of nodes and edges. The service nodes N; are created for each microservice, while
the version nodes N, are created for each microservice version (e.v., V1.0, V2.0) contained in Ny. The
edges contained in £, connect the version nodes to the service node. The allowed requests are modeled
as edges in E, either between service nodes or version nodes. A request edge contains the request
type, the path, the method, and the port. Based on the permission graph, the authorization policies
are generated. The authors consider a problem they call "over-authorization". If a microservice had
n versions and every version of a microservice in N, has a requesting edge to another microservice,
this would result in n authorization policies. The authors argue that the resulting n authorization

policies are redundant and lead to higher costs (i.e., latency) when evaluating the policies in an API
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proxy. Hence, AutoArmor reduces the authorization policies to a single policy, if all versions of a

microservice access another microservice.

A resulting authorization policy for a medical application is presented in Listing 3.6. The policy is a
Kubernetes manifest file for Istio’s service mesh extension [[IA-Do]. The policy defines the source as
the diagnosis service (line 8), the target service path (line 11), and the HTTP method (line 12). In this
case, the version header v/ is required to perform the request (lines 14 and 15). If all versions of the

requesting service are allowed to access the path, the respective restriction can be removed.

| apiVersion: security.istio.io/vlbetal

2 kind: AuthorizationPolicy

3 spec:
4

5 rules:

6 - from:

7 - source:

8 principals: ["cluster.local/ns/default/sa/diagnosis"]
9 to:

10 — operation:

11 paths: ["/patients/x"]

12 methods: ["GET"]

13 when:

14 - key: request.headers[version]

15 values: ["v1"]

Listing 3.6: Exemplary Istio Authorization Policy [LC+21]

Figure 3.7 presents the proposed architecture to automate the process of generating the authorization
policies. A Continuous Integration / Continuous Deployment (CI/CD) pipeline continuously performs
static code analysis when the source code is submitted to a Git repository. As a result, a manifest file
containing the S2S requests is created. The graph structure takes the manifest file as input, and the
policy generator uses it to generate the Istio authorization policies. The Istio control plane applies the
authorization policies, automatically synchronizing them with the Kubernetes worker nodes.
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Figure 3.7: Architecture of AutoArmor from Li et al. [LC+21]
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Assessment The authors present an automated approach towards the generation of authorization
policies for S2S requests. The approach begins in the implementation phase. The foundation for the
authorization policy is the source code. It does not consider artifacts created during the analysis or
design phase. Hence, the requirement R1 is only partially addressed and requirement R2 cannot be
assessed. While the AutoAmor approach introduces automation, simplicity, and less manual work for

a developer, the approach also introduces drawbacks.

The granularity of the authorization policies is restricted to the information available in the code. This
only allows defining rather simple authorization policies that do not include the context in which the
S2S request is performed. The attributes that are contained in a S2S request are not considered in the
AutoArmor approach. For example, a compromised microservice can access the data of all patients
provided by another microservice, even though this should be restricted to the patients treated by
the doctor initiating the S2S request. Therefore, the granularity of the authorization policies is not
fine-granular, e.g., compared to ABAC. This leads to the requirement R3 to be only partially satisfied.
In addition, the reliance on source code prohibits the (re-)use of external microservices without access

to the source code.

As AutoArmor focuses on the authorization between microservices, the requirement R4 is fulfilled. In
addition, AutoArmor requires a service mesh with Istio to enforce authorization decisions. Since Istio
uses an extended version of Envoy to run as a sidecar in the Kubernetes deployments, the authorization
policies are enforced outside the microservice in the Envoy sidecar. This fulfills requirement R6.
However, similar to Xu et al. [XZ+23], since the authorization policies are rather coarse-grained,
additional authorization mechanisms in the microservice are necessary. Therefore, requirement RS is

only half met.

Further Related Work

In the bottom-up engineering of authorization policies, Cotrini et al. [CW+18] present another
approach to mine ABAC rules from sparse access logs, focusing on an organizational setting in which
this data is available. In the context of the development of a new application, the lack of access logs
from a production system remains a problem. When migrating to ABAC, Talukdar et al. [TB+17]
propose an approach to mine ABAC policies based on an existing access control mechanism (e.g.,
RBAC, ACL).

3.3 Research Gaps

The research gaps addressed by this thesis result from the assessment of the existing literature based

on the established requirements. Table 3.1 provides an overview of the assessment. A completely
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fulfilled requirement is marked by @. If a requirement is only partly met, the symbol ©is used. A
requirement that is not fulfilled by the publication is identified with the symbol O. Ifa requirement is

not applicable to a publication, the character / is used.

R1 - Embedding Authorization Into

Development
R2 - Definition of Authorization

Requirements
R3 - Fine-Grained Authorization

RS - Externalized Authorization
R6 - Decentralized Authorization

R4 - Service-to-Service

Authorization

[NJ+18] Fine-Grained Access Control for
Microservices

O
[
[
®
O

[SH+21] ThunQ: A Distributed and Deep Au-
thorization Middleware for Early and Lazy

Policy Enforcement in Microservice © / * © ¢ ¢
Applications

[BG+17] A Systematic Approach to
Implementing ABAC O © [ / L D) O

[XP+12] Automated Extraction of Security
Policies from Natural-language Software [ ) [ ) O / / /
Documents

[XZ+23] Log2Policy: An Approach to Gen-
erate Fine-Grained Access Control Rules for | © / O o O o
Microservices from Scratch

[LC+21] Automatic Policy Generation for C) / () o ') o
Inter-Service Access Control of Microservices

Table 3.1: Assessment of Existing Literature Based on Requirements Catalog

As depicted in Table 3.1, none of the assessed publications fulfills all the established requirements.

The research gaps are derived from the missing requirements and are established in the following.

To systematically integrate policy-driven authorization in a microservice-based application, developers
should be supported throughout the development phases (R1). As presented in Table 3.1, none of the
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selected publications integrates the aspect of authorization in all phases of the application development
(R1). The special characteristics, such as the API specifications of microservice-based applications,
have not been considered. In addition, the definition of authorization requirements has not been
investigated (R2). It is unclear how the knowledge of what must be authorized should be established.
As presented by the automated creation of authorization policies [XP+12; XZ+23; LC+21], the
authorization policies are not as fine-grained as possible (R3). The underlying issue is the lack of

understanding of what must be authorized. This marks the first research gap addressed in this thesis.

While the authors of bottom-up approaches claim that the manual creation of authorization policies
is too complex and potentially costly, their solutions do not deliver fine-granular authorization (R3).
In the presented bottom-up approaches [LC+21; XZ+23] which provide authorization between
microservices (R4), the authorization granularity can be considered coarse-grained. Fine-grained
authorization policies would only be possible if additional development artifacts are considered. The
approach by Nehme et al. [NJ+18] does consider fine-grained authorization between microservices
but requires additional authorization logic in the microservice implementation. Therefore, the second
research gap is marked as the fine-grained authorization between microservices. This requires a
systematic approach to create S2S authorization policies, which is embedded in the development

process and includes development artifacts.

To support the reusability and maintainability of microservices, the authorization logic must be
removed from the microservice by externalizing the authorization logic (RS5). To further remove
a single point of failure, the authorization mechanism can be distributed (R6). In the context of
microservices, this combination has not yet been achieved. Approaches either use a centralized
authorization service (e.g., [NJ+18], [SH+21]) or require the addition of authorization mechanisms in
the source code as the granularity of the authorization policies is too coarse-grained (e.g., [XZ+23],

[LC+21]). Thus, the third research gap is the complete externalized and decentralized authorization.

3.3.1 Reference to Further Chapters

Chapter 4
Framework for Authorization in
Microservice-Based Applications

— R6
| , !

Chapter 5 Chapter 6 Chapter 7
Authorization Policy Service-to-Service Authorization Application
Development Authorization Integration

Figure 3.8: Classification of the Requirements in the Following Chapters
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The remaining chapters of this thesis cover several requirements elaborated in this chapter. Figure 3.8
provides an overview of the contributions and the addressed requirements. In Chapter 4, an overview
of the Microservice Authorization Framework (MAF) is introduced, which addresses the requirements
R1 to R6. The development of fine-grained authorization policies is established in Chapter 5 which
addresses the requirements R1, R2, and R3. To create the authorization policies, authorization
requirements are introduced. These authorization requirements are also incorporated in the systematic
creation of S2S authorization policies presented in Chapter 6, which covers the requirements R1, R4,
and RS5. Finally, Chapter 7 describes the enforcement of the previously created authorization policies
in a microservice-based application. Authorization is performed externalized and decentralized, thus

addressing the requirements R1, RS, and R6.
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4 Framework for Authorization in Microservice-Based
Applications

The development of microservice-based applications has gained increasing popularity in industry
and research [SL20; BG+22; Sol-Mic]. This trend is accompanied by a growing amount of technical
solutions supporting the development of microservice-based applications (e.g., containerization,
Application Programming Interfaces (APIs)). The introduction of microservices can increase the
overall complexity due to the inherent distributed nature of the microservice architecture [DG+17].
The secure communication among microservices or the access control on a microservice level are
major challenges [AC22]. Another security issue is centralized authorization, which contradicts the

loose coupling of the microservice architecture [PS+21; PS+22].

In this chapter, we introduce the comprehensive Microservice Authorization Framework (MAF), which
provides a systematic approach to authorization in microservices. The framework enables developers
to systematically integrate fine-grained authorization in their microservice-based applications. This
requires a modification to all phases of the development, from the analysis to the deployment and

operations, as well as additional steps to the development.

Microservice Authorization Framework
i Contributions i
: Authorization Policy Sew1qe-t9-SeW1ge Authorization i
! Devel " Authorization Policy Application Inteerati i
| evelopmen D — pplication Integration |
| Framework Context !
i Access Control Model Placement in an Application Landscape !
i Microservice-Based Application Engineering UML Profile ;

Figure 4.1: Overview of the Microservice Authorization Framework (MAF)
MAF is the central scientific contribution of this thesis. Figure 4.1 provides an overview of the frame-

work. Overall, MAF contains three main contributions: First, the authorization policy development

in contribution C1 provides a systematic process to create fine-grained authorization policies. The
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goal of the process is to reduce the complexity of creating authorization policies. Further, the ap-
proach aims at using existing software development artifacts to derive Attribute Based Access Control
(ABAC) policies. To secure the communication among microservices, the second contribution C2
addresses the Service-to-Service (S2S) authorization policy development. This requires an in-depth
understanding of the communication between microservices. Therefore, additional S2S authorization
policies are created. The third contribution C3 introduces the authorization application integration.
The proposed integration of authorization components into the microservice architecture maintains

the loose coupling among microservices.

Next to the contributions of the MAF, Section 4.2 introduces the context for the employment of
the framework. This includes an overview of the access control model ABAC used in this thesis.
In addition, the placement and use of the MAF in a larger application landscape is depicted. The
concepts of microservice-based applications and the development thereof build the foundation of the
MAF and are therefore briefly addressed. This thesis employs the Unified Modeling Language (UML)
(see premises in Section 1.5) to model software artifacts [OMG-UML]. UML provides a defined set
of modeling elements that can be extended through metamodels. For the modeling of authorization
artifacts, an authorization UML profile is introduced. Finally, Section 4.3 provides a summary of the

MAF and refers to the next chapters.

4.1 Contributions

Figure 4.2 depicts a more detailed view of our contributions. The basis of the framework is a
systematic software engineering process following the phases of analysis, design, implementation and
test, and deployment and operations. The artifacts from the systematic engineering process are used
as input for the framework. Since modern software development moved from sequential development
models (e.g., waterfall) to more iterative and agile methods (e.g., Scrum [AS+02]), the contributions

shown in Figure 4.2 also support iterative development.

The core contributions of the framework are the derivation and implementation of authorization
policies. The derivation of policies is performed from two viewpoints: First, the authorization of users
interacting with a microservice-based application is introduced in contribution C1. This derivation
relies on the definition of what users can do with an application. The requirements artifacts of the
analysis phase define the required knowledge and use it as input for the derivation. The second
viewpoint introduced in contribution C2 focuses on the authorization between microservices. The
interaction between microservices can be a result of an interaction of a user with the application or a
request initiated by a microservice. To derive authorization policies for the S2S communication, the

artifacts from contribution C1 and the development artifacts of the microservice-based application are
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used as input. An important aspect is the design of the orchestration of the application, which defines

how and when the microservices interact with each other.
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Figure 4.2: Contributions of the Microservice Authorization Framework

The contribution C3 focuses on the integration of authorization in the microservice-based application
by enforcing the policies created in contributions C1 and C2. This requires an extension of the
software architecture and the implementation of the PXPs required by ABAC (see Section 2.5.2). In
addition, the systematic deployment of the architecture and the distribution of authorization policies

are introduced.

4.1.1 C1 - Authorization Policy Development

The first contribution of MAF is a systematic process for the derivation and implementation of
authorization policies. Thereby, the viewpoint of a human user interacting with a microservice-based
application is taken. Figure 4.2 shows the proposed process that takes place throughout the analysis,
design, as well as implementation and test phases. This requires an existing development approach
for a microservice-based application, that can be extended (see Premise 3 in Section 1.5). In each
phase, a dedicated authorization artifact is introduced. The foundation for the introduced authorization
artifacts are the existing development artifacts (e.g., use cases or API specifications) used to develop a

microservice-based application.

The analysis phase is complemented by an authorization requirement. The authorization requirement
specifies what should be authorized. In the design phase, the authorization requirement is transformed
into an authorization policy. The authorization policy is independent of a policy language and contains

boolean statements including the attribute names resulting from the knowledge available in the
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design phase. The API specification of a microservice is the underlying artifact to determine the
required attributes. Subsequently, the authorization policy is implemented in a policy language. This
thesis uses the policy language Rego, as it allows implementing an authorization policy declarative,
similar to the source code of an application [OP-Do]. The proposed process provides traceability
between authorization artifacts and the development artifacts of a microservice-based application.
To ensure a systematic derivation of the authorization artifacts, for each authorization requirement
created throughout the analysis phase, an authorization policy is created in the design phase, which is
subsequently implemented in the implementation and test phase. The authorization artifacts from the

user perspective created in C1 build the foundation for the S2S authorization introduced in C2.

4.1.2 C2 - Service-to-Service Authorization Policy Development

The second contribution C2 targets the fine-grained authorization between microservices. Thereby,
compared to contribution C1, the viewpoint is shifted from the user interacting with the microservice-
based application towards microservices inside a microservice-based application interacting with each
other. While each microservice should provide its business logic through a well-defined API, mi-
croservices can require data from other microservices or perform functionality to other microservices
[DG+17]. These S28S requests are typically initiated by a user interacting with the microservice-based
application. Therefore, to develop the S2S authorization policies, the authorization artifacts created in
C1 are used as input to determine the S2S authorization policies. Unlike contribution C1, the process
to develop the S2S authorization policies spans through the phases of design, and implementation
and test. The analysis phase is not considered because the S2S interaction is a result of design
decisions made in the design phase. In the design phase, the S2S authorization policies are derived
by first analyzing the software architecture of the microservice-based application and identifying the
occurring S2S requests. Subsequently, the S2S authorization policies are derived with the help of
the respective authorization requirements created in C1 that belong to the request responsible for
initiating the S2S request. The S2S authorization policies are then implemented in a policy language

in the implementation and test phase.

In addition to the development of S2S authorization policies, the technical modifications required
by a microservice to support S2S authorization are introduced. The microservice must support
identity propagation to delegate the credentials (i.e., access token) through the S2S request chain
[YB18]. This allows to determine the subject responsible for the S2S request at the target microservice,
which supports fine-grained authorization decisions (see Section 2.6.1). However, the distribution of
credentials through a microservice-based application can lead to the leakage of said credentials by a
compromised (micro)service. Therefore, we propose the component TokenHider in the deployment

and operations phase, which removes the credential from the microservice and replaces it with a
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temporary identifier. This allows to limit the availability of the access tokens to the authorization

components and prevents the leakage or the misuse of a credential by a (compromised) microservice.

4.1.3 C3 - Authorization Application Integration

The last contribution C3 elaborates on the integration of policy-driven authorization into a microservice-
based application. C3 enforces the authorization policies created in C1 and C2. In particular, an
architectural point of view and the technical realization are considered. In the analysis phase, the
requirements for the integration are elicited. This includes the access control mechanism and the
architectural requirements. An important aspect is the externalization as well as the decentralization
of the authorization logic (see Section 3.1). To realize the requirements from the analysis phase, an
extension of the architecture of the microservice-based application is introduced in the design phase.
For every microservice, we introduce dedicated Policy Enforcement Point (PEP) and Policy Decision
Point (PDP) components. This allows to effectively externalize and decentralize the authorization
decisions. The implementation and test phase proposes a realization of the Policy Information Point
(PIP) by directly accessing the backing service of a microservice. This provides a high topicality
of attributes. Finally, the automated deployment of the microservice-based application is presented,
which includes the additional authorization components required for externalized and decentralized
authorization. Furthermore, we propose a mechanism for the systematic distribution of the authoriza-
tion policies implemented in C1 and C2. This supports the decentralized authorization by allowing

the PDPs to frequently retrieve the most recent policies.

4.2 Framework Context

This section describes the context in which the MAF is employed. This includes a brief overview
of the used access control model, the placement in a larger application landscape, and an overview
of microservice-based application engineering. Furthermore, we provide a UML profile to include

authorization stereotypes to model the architectural extensions in MAF.

4.2.1 Access Control Model

The MAF uses Attribute Based Access Control (ABAC) as an access control model (see Premise 1
in Section 1.5). ABAC allows performing fine-grained authorization decisions based on the use of
attributes [HF+14]. This provides increased flexibility while avoiding problems such as role explosion
(i.e., an unmanageable amount of roles), which can happen in Role Based Access Control (RBAC)
[EK10]. Unfortunately, as Servos and Osborn identified in their state-of-the-art review, ABAC does
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not have a uniformly accepted formal model [SO17]. Instead, various models have been proposed for
specific domains (see Section 2.5). While the core idea of performing authorization decisions based
on attributes remains predominately the same, the details change depending on the selected ABAC
model. For instance, the terminology changes, e.g., Yuan and Tong use resources instead of objects in
their ABAC model for web services [YTOS]. Other examples, such as the Attribute Based Multipolicy
Access Control model for grid computing by Lang et al., provide action attributes in addition to
subject, object, and environmental attributes [LF+09], while the National Institute of Standards and
Technology (NIST) special publication [HF+14] does explicitly not consider action attributes.

Since microservice-based applications are web applications [FL.14], this thesis employs the ABAC
model for web services as proposed by Yuan and Tong [YTOS]. However, the terminology used by the
NIST publication [HF+14] has been adopted. Section 2.5.1 further describes the resulting definition.
Fundamentally, this thesis assumes that a subject performs an action to an object at a time. One or
more conditions may apply and must be met for the subject to successfully perform the desired action.

Authorization policies are then used to specify the conditions into boolean rules.

Authentication Authorization Application
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Figure 4.3: ABAC Terminology Used by the MAF

Figure 4.3 illustrates the ABAC terminology utilized by the MAF, which is partitioned into three
contexts. The first context is that of authentication, wherein a human user or a system/ microservice
seeks to gain access to the API of an application. The MAF operates under the assumption that
a user has already been authenticated, e.g., through the use of a Single Sign-On (SSO) provider.
Subsequently, the application context represents a microservice-based application utilizing MAF. A
salient feature of these applications is that they expose their business logic through a (web) API. From
an internal perspective, a microservice oversees the management of multiple entities or operations,
thereby provisioning the business logic. To establish a connection between the aforementioned

authentication context and the application context, the authorization context is introduced as a central
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element. In the authorization context, a human user or a system is designated as a subject, attempting
to perform an action on an object. The object is provided by the respective API offered by the
application. Similarly, the API specifies which action can be performed. The available attributes
depend upon the authentication context or application context. The authorization policies specify
under which circumstances the authorization context is possible (i.e., request is allowed). For this
purpose, the attributes of the subjects, objects, and the environment are documented in a policy

through various conditions.

4.2.2 Placement in an Application Landscape

In an organizational context, an application such as the CarRentalApp is only one of many in
a landscape of applications. Figure 4.4 depicts a structure of an exemplary organization. The
organization has a hierarchy representing the responsibilities of various employees through different
roles and groups. The position of an employee indicates which applications a user can access or what
operations a user can perform. For example, an employee working in the IT department has access to
a Git service while employees working in accounting do not. As shown in Figure 4.4, below the roof

of the organization are the application landscape and the infrastructure services.

The foundation of the organization are infrastructure services which are used across this organization.
Such services include virtualized infrastructures (e.g., Virtual Machines (VMs)) or databases. An
important aspect of infrastructure services is the provision of an Identity and Access Management
(IAM) system. Among others, an IAM system can provide a user storage containing the data of an
organization, employees, and the necessary means to authenticate the users of the organization [IA+18].
The IAM system allows unified access throughout the various applications of the organization (e.g.,
through SSO).

Based on the infrastructure services, the organization provides an application landscape. In the
case of the example in Figure 4.4, Application A, Application B, and the CarRental App exist.
While Application A is a standalone application, other applications such as Application B and
the CarRental App can rely on additional services that might be shared between applications. The
applications and services run on the provided infrastructure services. It should be noted that the
infrastructure services or the applications in Figure 4.4 can run either on-premise or in the cloud.
Regardless of the physical location of an application or a service, each application or service integrates
the authentication mechanisms provided by the organization. However, due to the specifics of an

application, each application has an individual authorization.

Since access control requires authentication and authorization (see Section 2.4), the authentication and
authorization of an application must be aligned with the mechanisms provided by the organization.

For authentication, an organization typically has a SSO provider which can be used by the applications
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Figure 4.4: Applications in an Organizational Context

(e.g., using OpenlID Connect (OIDC)). For the authorization, the hierarchy and the organizational
structure must be mapped to the authorization of the application. For example, Application A
might have an administrative role. When integrating Application A in the application landscape, the
organizational role (e.g., IT administrator) must be mapped to the administrative role of Application
A.

The focus of the MAF is set to supporting the development of authorization for a microservice-
based application. By applying the MAF to the development of the application CarRental App, the
authorization mechanism can be tailored to the application and the granularity of authorization can
be as fine-grained as possible. However, when relying on external services that are used by or
integrated into the application, the external service provider will dictate how to interact with the
service. This includes how the authorization is performed (e.g., inside the external service). The MAF

does therefore not consider authorization of an external service.

However, by applying MAF to the development of all applications inside an organization, a uniform
authorization structure can be created. This can lead to synergies such as a uniform definition of
authorization policies, the reusability of (micro)services, or a single management of authorization

policies.
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4.2.3 Microservice-Based Application Engineering

MAF considers a microservice-based application as an application consisting of multiple microser-
vices. Thereby, microservices are used as the building blocks to provide the business logic of the
microservice-based application [DG+17]. Each microservice is a (small) service providing a subset of
the overall business logic. Microservices can be developed by small development teams using different
programming languages [Nel5]. However, in order for the User Interface (UI) to communicate with
a microservice or for microservices to communicate among another, the API must be defined. To

standardize the specification of APIs, formats such as OpenAPI can be used [Ope-Spe].

The development of a microservice-based application will depend upon the environment in which it is
developed. For instance, Schneider provides a systematic development approach of a microservice-
based application using Domain-Driven Design (DDD) [Sc24]. The availability of development arti-
facts and their derivation will vary between organizations or developers creating a microservice-based
application. For this reason, the MAF does not set more detailed requirements for the development
of microservice-based applications. However, for the MAF to be usable in the development of a

microservice-based application, two general assumptions towards the development are made.

First, the development follows the phases of analysis, design, implementation and test, and deployment
and operations of a Software Development Life Cycle (SDLC). In the analysis phase, the functional
requirements of the application must be collected. The design phase defines the structure of the
application, which is subsequently implemented and tested in the implementation and test phase.
Finally, the application is deployed and operated (e.g., monitored) in the deployment and operations
phase. The use of development phases should ensure that development artifacts are a result of the

previous phase (i.e., traceability).

Second, the MAF requires an API that is exposed by a microservice. As presented in Section 4.2.1,
the API is required to perform authorization decisions. Ideally, the API is specified using an explicit
specification language such as OpenAPI [Ope-Spe] or Protocol Buffers [Go-Pro].

4.2.4 UML Profile

MAF uses UML to model software engineering artifacts. UML provides various types of diagrams,
which can be categorized into static and dynamic diagrams [OMG-UML]. The modeling of software
architecture has different views, such as the logical view and physical view. The physical architecture
can be modeled using the UML deployment diagram, which allows modeling physical compute nodes
running executable artifacts. The logical view can be modeled using the UML component diagram.
The component diagram allows structuring software components and putting them into relation by

defining interfaces using the ball and socket symbol.
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By default, UML does not include mechanisms for security. However, the default UML specification
can be extended to fit the respective use case using different approaches. UML uses a four-layered
architecture separating different conceptual levels [OMG-UML]. The UML specification can be
extended by either creating a new metamodel or creating a UML profile for a metamodel in the M2
layer [FV04]. Lodderstedt et al. [LB+02] introduce SecureUML which allows modeling users, roles,
and permissions on UML elements. Further, authorization constraints on UML elements can be
described using the Object Constraint Language (OCL) constraints. Dobmeier and Pernul [DP06]
introduce a metamodel to describe ABAC policies. Both extensions use a metamodel to extend
UML.

«profile» MicroserviceAuthorizationFramework |

«metaclass»

Component

«stereotype» «stereotype» «stereotype» «stereotype»
PEP PDP PIP PAP
«metaclass» «stereotype»

Artifact — Policy

Figure 4.5: UML Profile

Compared to the above-mentioned metamodels, we provide a UML profile which is modeled as a
package diagram with the stereotype «profile» [FV04]. Figure 4.5 displays the UML profile for the
MAF. The goal for the UML profile is to provide a uniform modeling of authorization components
throughout this thesis. The «metaclass» Component is extended by stereotypes for the PEP, PDP, PIP,
and Policy Administration Point (PAP) that are required by the eXtensible Access Control Markup
Language (XACML) reference architecture (see Section 2.5). For the extension, the UML inheritance
is used. These stereotypes allow defining logical components when modeling a software architecture.
Furthermore, an extension for the «metaclass» Artifact is created by introducing the «stereotype»

Policy. The additional stereotypes are used when describing UML artifacts in MAF.

68



4.3 Summary

4.3 Summary

This chapter provides an overview of the Microservice Authorization Framework and its context.
The framework contains the three primary contributions of this thesis and sets the contributions in
relation to each other. Figure 4.6 provides an overview of the framework including the authorization
policy development (C1), the development of S2S authorization policies (C2), and the authorization
application integration (C3). Furthermore, the framework context is introduced. This includes
the definition of the terms used in this thesis and the classification of the authorization used in an
organizational context. A UML profile is introduced for modeling authorization components in UML
used throughout this thesis. Each of the subsequent Chapters 5 to 7 introduces a contribution in detail.

Subsequently, Chapter 8 provides a validation for each of the contributions.
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Figure 4.6: Overview of the Microservice Authorization Framework
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This chapter addresses the systematic development of authorization policies, also known as policy
engineering [DM+18]. There are several approaches to the definition of a policy. Das et al. classify
policy engineering into top-down, bottom-up, and general approaches [DM+18]. The top-down
approach identifies policies based on natural language documents. This also requires the processing
of natural language documents. Bottom-up approaches create policies based on the investigation of
existing data that is created during the execution of a system (e.g., logs). Approaches classified as
general are based on, e.g., risk definition. To address the requirement R/ - Embedding Authorization
Into Development (see Section 3.1), a top-down approach is pursued in this section. However, as
Das et al. note, the definition of a top-down process based on natural language documents is inexact
[DM+18]. This is due to the nature of natural language documents, which depends on the structure and
the content of the person defining the document. Wahsheh et al. introduce a policy life-cycle for policy
engineering which includes the policy requirements analysis, policy design, policy implementation,

and policy enforcement [WAOS8]. They regard policy engineering as an additional part next to software

engineering.
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Figure 5.1: Microservice-Based Application Development with Authorization Policy Development
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Figure 5.1 shows an overview of the proposed authorization policy development, which is the
contribution of this chapter. This assumes a development following the phases of the Software
Development Life Cycle (SDLC) (see Section 2.1), namely the analysis phase, design phase, and
implementation and test phase, which are depicted in the upper half of Figure 5.1. To create a
microservice-based application, the analysis artifacts (e.g., functional requirements) are transformed
into design artifacts. The special characteristic of microservice-based applications is the division of
the business logic into a set of microservices. Each microservice receives its own design artifacts. The
inherent distributed nature of microservices requires a well-defined API specification which is aligned
with the business logic provided by the microservice [DG+17]. Therefore, the API specification
is the crucial design artifact of a microservice. Following the design phase, each microservice is
implemented and tested. It is possible for a microservice to be developed by different teams in
different programming languages [NelS5].

The authorization policy development is presented in the lower half of Figure 5.1. It considers explicit
authorization artifacts and process steps in each development phase to take authorization into account.
The form of an authorization policy is contingent upon the information available at a given point
in the development process. According to Hu et al. [HF+14], Natural Language Policy (NLP) and
Digital Policy (DP) should be considered. NLPs are statements governing the management and
access of objects that are human-readable, which can subsequently be transformed into machine-
enforceable access control policies. DPs are access control rules that can be compiled into machine
executable code. Subject, object, attributes, and rules are the building blocks for a digital policy
[HF+14]. Throughout the development phases of a microservice-based application, the available
information regarding the authorization changes in clarity and structure. The authorization artifacts
are derived based on development artifacts and, if available, previous authorization artifacts. In the
analysis phase, authorization requirements are introduced which capture the conditions that must
be fulfilled to provide a functional requirement (e.g., use case). In the design phase, authorization
requirements are refined into an authorization policy. With the available design knowledge, the
authorization policies include the necessary attributes and conditions. To provide a traceability
between authorization artifacts, each authorization requirement should result in one authorization
policy. Finally, in the implementation and test phase, each authorization policy results in a policy
implementation. Analogous to the implementation of microservices, various policy languages can be

used.

The remainder of this chapter is structured along the development phases required for the introduction
of the authorization policy development. The focus is the introduction of the process required for
the creation of the authorization artifacts. Figure 5.2 shows a high-level overview of the involved
steps. The first step is the derivation of authorization requirements. Using functional requirements
as input, this step is performed in the analysis phase introduced in Section 5.1. As a result, the

authorization requirements are created. The authorization requirements and the API specifications
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Figure 5.2: Process to Define Authorization Artifacts

are used in the definition of authorization policies in Section 5.2. This results in the definition of
authorization policies, which are then implemented in a policy language in the implementation and
test phase described in Section 5.3. In this chapter, we use the policy language Rego provided by
the Open Policy Agent (OPA) as an example policy language. The development of the authorization
artifacts is introduced using the CarRental App (see Section 1.4.4).

5.1 Analysis

The analysis phase elicits the functional requirements of the application. To already consider autho-
rization during the analysis phase, the authorization requirement is introduced as a dedicated artifact
[Fi03]. The authorization requirements aim at providing an initial structure for the realization of an
ABAC authorization policy. The foundation for the authorization requirements are the functional
requirements specifying how a user interacts with the system (e.g., use cases). Listing 5.1 presents
an authorization requirement for the use case List Customer Rentals, which contains the necessary
information required by ABAC such as the subject (customer), action (list), object (rentals), and

further conditions that use attributes (e.g., RentalBelongsToCustomer).

1 ———CustomerListCustomerRentals——-
2 subject customer

3 can perform action list

4 on object rentals if

5 RentalBelongsToCustomer

Listing 5.1: Exemplary Authorization Requirements for CarRental App
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An authorization requirement is the result of the process presented in Figure 5.3. To specify an
authorization requirement, the functional requirements are used as input to create authorization
requirements. Initially, the involved subject, objects, and actions must be identified. These are the
core building blocks of ABAC (see Section 2.5). Next, the conditions which must be met for a subject
to perform an action to an object are identified. Finally, with the identified building blocks of an

ABAC policy, the authorization requirement can be formulated.

——— -
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Figure 5.3: Process to Derive Authorization Requirements

As introduced in Section 4.2.1, Microservice Authorization Framework (MAF) relies on the Attribute
Based Access Control (ABAC) model introduced by Yuan and Tong [YTO05]. This implies, that
only one subject can perform one action on one object at a time. This restriction limits the ABAC
complexity in the domain of web applications. However, this also has implications on the creation
of the authorization artifacts. The foundation for the authorization requirements are the functional
requirements. Ideally, these requirements reflect the limitations introduced by the ABAC model. The
subsequent sections will describe the ideal case with use cases as functional requirements. Each use
case will describe a goal for a single actor who wants to perform an action on one object. Since
this will not always be the case, Section 5.1.4 presents ways of dealing with diverging functional

requirements.

5.1.1 Identify Subject, Object, and Action

A common analysis artifact to specify the functional requirements are use cases, which are used to
specify the functionality of CarRental App. Use cases are a description of interactions between an
actor and a system related to a particular goal [Co00] (see Section 2.1). The goal of a use case can be
defined on different levels. To derive authorization requirements, user-goal level use cases can be used.
Listing 5.2 depicts a use case description from the CarRental App. The use case is specified using a

template as suggested by Cockburn [Co00]. The content of the use case description contains a title
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1 Title: List Rentals

2 Primary Actors: Customer

3 Secondary Actors: None

4 Preconditions: Rentals belong to Customer
5 Postconditions: None
6
7
8
9

Flow:
1. Customer lists his rentals.
2. System presents the customer with all rentals...

Listing 5.2: Use Case "List Rentals"

(line 1), the primary and secondary actors (lines 2 and 3), preconditions (line 4) and postconditions
(line 5), and flows (lines 7 to 9). The use case description allows specifying the goal a user wants to
achieve, how to achieve said goal, and which conditions must be met. Use cases are therefore a good
source of information for setting up authorization requirements. However, this process aims to make it
possible to employ other types of requirements. The prerequisite for this is the presence of the subject,

the action, the object, and the conditions required for ABAC in the requirements description.

The identification of the subject, object, and action can be done by analyzing the use case description.
The title of the use case is structured as proposed by Cockburn using <verb> <direct object> [Co00].
The verb reflects the action of the use case. In the example presented in Listing 5.2, the action is List.
Hence, Rentals reflects the object. The subject can be identified based on the primary actors. In this

case, the subject is a customer.

Unfortunately, not all use case descriptions allow deriving the authorization information as simple as
in Listing 5.2. The use case description can also contain ambiguous actions or objects. For example,
the use case list car rentals depicted in Listing 5.3 allows a fleet manager to view the rentals belonging
to a car in their fleet. The subject and the action can be directly extracted from the description. The
subject is a fleet manager and the action is list. However, the object is not apparent. The title suggests
Car Rentals, while the flow in line 9 suggests that a fleet manager wants to see rentals for a specific
car. This example highlights that the knowledge towards authorization is not clear throughout the
analysis phase. Throughout the design of a microservice-based application, the ambiguities should be

resolved. For example, it should be clear whether the object is called Car Rentals or Rentals.

5.1.2 Identify Conditions

The next step is the identification of conditions. The conditions allow creating fine-grained autho-
rization decisions. If the use cases and use case descriptions are employed, the preconditions can be

utilized to identify authorization conditions. For the use case presented in Listing 5.2, line 4 presents
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1 Title: List Car Rentals
2 Primary Actors: Fleet manager
3 Secondary Actors: None
4 Preconditions:

5 — Rental exists
6 — The car exists in fleet of fleet manager

7 Postconditions: None

8 Flow:

9 1. Fleet manager selects to view all rentals of the car.
10 2. System presents all rentals

Listing 5.3: Use Case "List Car Rentals"

the condition that only the rentals that belong to a customer are presented. This condition indicates
that there is a relationship (i.e., belongs), between the object rentals and the subject customer. This
connection will be considered further in the design phase. When looking at the conditions of a use
case description, we identify two other types of conditions.

First, conditions that are part of the business logic. For instance, in Listing 5.3, the precondition
in line 5 requires that the rental exists. While this is a relevant condition for the use case, it is not
necessarily relevant for the authorization. Therefore, when creating authorization requirements, it
should be considered whether a condition is business logic or not. Conditions related to business
logic will introduce additional complexity in the authorization policies. However, missing a relevant

condition might lead to a lack of authorization granularity.

Second, it is also possible to include more complex conditions that, e.g., rely on attributes from
additional objects. For example, in line 6 of Listing 5.3, the use case describes a fleet manager who is
only allowed to see the rentals of a car, if the car is in the fleet manager’s fleet. This introduces the
object fleet and a relationship between the object car and the object fleet which must be evaluated.
This will become relevant in the design phase, where different objects can be managed by different

microservices, thus requiring an exchange of attributes between microservices.

5.1.3 Formulate Authorization Requirements

We propose a common structure for authorization requirements that should be employed among
developers. In the analysis phase, with the help of a template, the authorization requirements can
be written in natural language. Depending on the development environment, the template can be
adapted to the specific needs. In addition, there should be a clear structure to name authorization
requirements. Each authorization requirement should receive a unique name (or identifier) to be

individually addressable. This name is used for the further development of the authorization policies.
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Listing 5.4 presents an example template for authorization requirements. Each authorization require-
ment starts with an identifier (line 1) consistent of the name of the actor and the use case that belongs
to the authorization requirement. This should be unique within the microservice-based application.
Subsequently, the identified subject (line 2), action (line 3), and the object (line 4) can be entered into
the template. Finally, the conditions (lines 5 and 6) are added. In this template, each condition is

written in CamelCase.

—-——ActorUseCaseTitle——-

subject <subject> is allowed to perform
action <action> on

object <object> if

condition <ConditionlInCamelCase> and/or
condition <Condition2InCamelCase> and/or ...

[ Y N T N

Listing 5.4: Authorization Requirement Template

Finally, Listing 5.5 presents the authorization requirement for the use case List Car Rentals. The
unique title FleetManagerListCarRentals is defined in line 1. The object car rentals has been selected

(line 4). Finally, the conditions are formulated in CamelCase in line 5.

—-—-FleetManagerListCarRentals——-
subject fleet manager

action list on

object car rentals if
CarInFleetOfFleetManager

[ N

Listing 5.5: Exemplary Authorization Requirement "List Car Rentals"

5.1.4 Further Derivation Options

So far, the derivation of authorization requirements is based on use cases that reflect an ideal case. As
presented in Section 2.5.1, this thesis considers an ABAC model in which one subject can perform an
action on one object under a given set of conditions. This is not always the case when creating use
cases or other functional requirements. For instance, a use case might have multiple primary actors or
consider multiple actions or objects. We identify at least two options to address this issue. First, create
multiple authorization requirements from one use case. Second, create an authorization requirement
with multiple subjects/actions/objects and resolve the issues throughout the design phase, when the
requirement has been transferred into the software design. However, this might also be an indicator,

that the functional requirement (e.g., use case) should be refactored.
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If multiple authorization requirements are to be created from one functional requirement, we propose
the segmentation of the functional requirement into multiple authorization requirements following the
restriction introduced by the employed ABAC model of one subject, one action, and one object. In
the case of a use case with multiple subjects/actions/objects, this involves taking a closer look into
the use case flow. If multiple actors are involved in a use case, an authorization requirement can be
created for each actor. By analyzing the use case flow, it can be determined if the actors perform
the same interactions with the system or not. If they perform the same actions on an object, the
authorization requirements should only differ by the respective subject. If they perform different
actions or involve different objects, the authorization requirements should include the respective
action and object. Similarly, if the use case contains multiple actions, the flow must be analyzed
to identify the interactions between the actor and the system. For each action with the system, an
authorization requirement should be created. This provides fine-granularity due to the focus on atomic
actions performed by the actor to the system. Finally, if there are multiple objects involved in the use
case, these objects can be regarded as a set of objects that are accessed in a single atomic operation or
multiple objects that are accessed through multiple actions. This again can also be identified from the

use case flow. For each action on an object, an authorization requirement should be created.

If only one authorization requirement is created, the authorization requirement must be resolved
to multiple authorization policies in the design phase. In the microservice-based application, the
business logic is provided through an API. Therefore, the authorization requirement containing
multiple subjects/actions/objects will likely result in multiple API requests, potentially to different

API endpoints. Each API request should be authorized, thus requiring an authorization policy.

5.2 Design

In the design phase of a SDLC, the artifacts from the analysis phase are transformed into design
artifacts. In the context of microservice-based applications, the business logic defined in the analysis
phase is spread to a set of microservices. Each microservice provides its business logic through
an APIL The goal of this section is the systematic derivation of an authorization policy. For each
authorization requirement created in the analysis phase, an authorization policy is created. This
allows to maintain traceability throughout the development phases. The resulting authorization policy
is similar to an authorization requirement. However, the authorization policies are assigned to the
microservice that provides the respective business logic. In addition, the authorization policies use the
attributes available in the design phase. Since the authorization is to be performed externalized from
the microservice, the primary resource to derive these attributes is the API specification. If further
attributes are required, they can be retrieved from the respective Policy Information Point (PIP). This

is especially needed when using attributes from objects managed by other microservices.
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Figure 5.4: Process to Define Authorization Policies

Figure 5.4 presents an overview of the process to create authorization policies. The first step is the
identification of the subject attributes. To perform fine-grained authorization decisions, the information
about the subject using the microservice-based application must be available. This can be done, e.g.,
through credentials such as a JSON Web Token (JWT). An important point here is the identification
of the subject. In the next step, for each authorization requirement, the respective design artifacts are
mapped. This results in the identification and location of necessary objects and attributes. Finally, the
authorization policy is formulated.

—-—-FleetManagerListCarRentals——-

A subject can perform

action ListCarRentals on

object RentalsCollectionService if
Fleet.cars contains input.vin and
Fleet.fleetManager == subject.sub and
fleetmanager in subject.roles

D T Y N

Listing 5.6: Exemplary Authorization Policy "List Car Rentals"

An example authorization policy for the use case List Car Rentals (see Listing 5.5) is presented in
Listing 5.6. The structure is analogous to the authorization requirement. This includes the identifier
of the authorization policy (line 1). Since the use case is provided by the microservice RentalManage-
ment, the action (line 3) and the object (line 4) are derived from the gRPC API specification of the
microservice RentalManagement. In lines 5 and 6 the condition CarlnFleetOfFleetManager is evalu-
ated. This requires access to an object Fleet that is provided by the microservice FleetManagement.

Finally, line 7 evaluates if the subject is a fleet manager by evaluating the respective role.
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5.2.1 Identify Subject Attributes

The attributes of the subject are essential to understand who is performing a request. The process of
authentication verifies the identity of a user. Authentication is a necessary step before authorization
can be performed [SS94]. Typically, the identity of a subject is managed in an Identity and Access
Management (IAM) system. Popular protocols to authenticate a subject are OpenlD Connect (OIDC)
and Security Assertion Markup Language (SAML) (see Section 2.3). If a subject is successfully
authenticated, these protocols provide one or multiple objects containing attributes of a subject. In
addition, these objects are typically signed, which makes it possible to verify that the object has not

been tampered with.

Listing 5.7 provides an example access token of a customer. The access token is the result of a
successful authentication using OIDC. The token is in the JWT format and contains the claims sub
(line 2) and roles (line 4), among others. The content of the access tokens can be configured in the
IAM system issuing the access token. For the authorization policies, a unique subject identifier is
required. For example, the customerld of a rental object should be equal to the identifier of the access
token. If OIDC is used, the claim sub represents the subject identifier and is required by the OIDC
specification [SB+14]. Thus, if the design decision to use OIDC is made, the claim sub can by default
be used as a subject identifier. SAML provides a similar identifier, which is not further elaborated in

this section.

{

1
2 "sub": "alice.smith@gmail.com",
3 .

4 "roles": [

5 "customer"

6 ]

7}

Listing 5.7: Exemplary Access Token for Customer

The IAM system can contain more subject attributes. For example, the age or the address can be part
of the stored subject. Thus, if additional subject attributes from the IAM system are required, the
system must be configured to provide the attributes through the token. If the attributes are not part
of the access token but necessary for the evaluation of a condition, the attributes must be accessed
through a PIP.

For the running example CarRental App, the attribute role is used to differentiate between a customer
and a fleet manager. In the IAM system, the roles must be assigned to the respective subject. This
allows to perform coarse-grained authorization decisions in the absence of further attributes. For

instance, a subject with the role fleet manager should not be able to rent a car, while a customer should

80



5.2 Design

not be able to list fleets. Including a role as a subject attribute represents the actors defined in the
analysis phase (e.g., use case diagram) without creating an unmanageable amount of roles in the IAM

system.

5.2.2 Map Design Artifacts

After the subject attributes have been identified, the remaining attributes that are part of an authoriza-
tion requirement must be resolved. With the use of externalized authorization, the API specification
of a microservice depicts the primary source of information to identify the relevant attributes. In an
environment where multiple teams develop a microservice-based application, only the API specifica-
tions are likely to be known to the respective teams. Additional attributes that are not exposed through
the API will be unknown to other development teams. Therefore, we will focus on the attributes that

are available in the API specifications of a microservice-based application.

The goal of this process step is to find the counterpart terms from the authorization requirement in
the API specification. This involves two steps: First, identify the relevant terms in the authorization
requirement. Second, map the respective term to an API specification. Depending on the design of the
API specification, the names will be more or less similar to the authorization requirement. Since there
is a wide variety of API types, this process is demonstrated by mapping gRPC APIs and RESTful
APIs (see Chapter 2).

gRPC APl gRPC is a Remote Procedure Call (RPC) framework which can be implemented with
multiple programming languages. Protocol buffers (protobuf) is the language used to specify the API.
Listing 5.8 provides an excerpt of the gRPC specification for the microservice RentalManagement.
The RPCs are collected in a gRPC service. Each RPC requires an input and an output. In gRPC,
these are specified as messages. For example, the RPC ListCarRentals in line 3 requires a message
ListCarRentalsRequest which contains an identifier called Vehicle Identification Number (VIN). The

return message contains the requested rental object(s) as presented in line 12.

There is no general guideline towards structuring a gRPC API. In the gRPC specification presented
in Listing 5.8, the RPCs are structured around the message Rental (lines 14 to 18) in the service
RentalsCollectionService. Therefore, the object car rentals from the authorization requirement pre-
sented in Listing 5.5, can be mapped to the RentalsCollectionService. The action performed on the
object can be mapped to the respective RPC of the gRPC service RentalsCollectionService. The
response messages from the RPC contain the requested objects. The attributes can be derived from the
messages as defined in the gRPC specification. For example, the Rental message contains a customerld

(line 16) which can be used to determine if a rental object belongs to a customer. Analogous, the
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1 service RentalsCollectionService {
2 rpc ListCustomerRentals (ListCustomerRentalsRequest) returns (
ListCustomerRentalsResponse) {}
3 rpc ListCarRentals (ListCarRentalsRequest) returns (
ListCarRentalsResponse) {}
}
message ListCarRentalsRequest {
string vin = 1;
}
message ListCustomerRentalsRequest {
string customerId = 1;
10 }
11 message ListCarRentalsResponse ({
12 repeated Rental rentals = 1;
13}
14 message Rental {
15 string id = 1;
16 string customerId = 6;

Listing 5.8: Exemplary gRPC Specification for RentalManagement

attribute vin inside the request message can be used for the evaluation of the condition CarlnFleetOf-
FleetManager. However, since the API specification of the microservice RentalManagement does not
contain a message identifying the Fleet, the required information must be retrieved from another API
specification. The fleet is managed by the microservice FleetManagement, which also specifies the
required attributes inside its API specification. To check this condition, the attributes must therefore

be retrieved from the FleetManagement microservice (i.e., through an PIP).

RESTful APl RESTful APIs are a widely used API paradigm. A popular standard to formulate
API specifications is OpenAPI provided by the OpenAPI initiative [Ope-Spe]. OpenAPI uses YAML
Ain’t Markup Language (YAML) or JavaScript Object Notation (JSON) to specify RESTful API
specifications (see Section 2.2.1). Listing 5.9 presents an excerpt of the OpenAPI specification for
the microservice RentalManagement which provides rental objects for a given car identified by a
VIN. The path in line 2 defines the HTTP path to the requested object. The parameter vin required to
access the rentals is defined in lines 4 to 6. The response of the request is defined through a reusable

component called Rental (line 14) which is defined through a schema (line 17).

The object from the authorization requirement is mapped to the HTTP path of the API specification.
The action must be translated to the respective HTTP operation that is defined in the OpenAPI
specification. For example, the action [list is translated to the HTTP operation GET while the action
add is translated to the HTTP operation POST or PUT. The attributes are retrieved from the defined
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1 paths:

2 /rentals/{vin}:

3 get:

4 parameters:

5 - name: vin

6 in: path

7 ..

8 responses:

9 '200"':

10 content:

11 application/json:
12 schema:

13 items:

14 Sref: '#/components/schemas/Rental'’
15 components:

16 schemas:

17 Rental:

18 type: object

19 properties:

20 id:

21 type: string
22 vin:

23 type: string
24 customerId:

25 type: string

Listing 5.9: Exemplary OpenAPI Specification for RentalManagement

schemas. The Rental object contains the attributes id (line 20), vin (line 22), and a customerld (line
24). Similar to the previous gRPC example, the fleet defined in microservice FleetManagement is
required for the evaluation of the authorization requirements. Therefore, attributes must be retrieved

from FleetManagement.

5.2.3 Formulate Authorization Policy

The final step is the formulation of the authorization policy. Listing 5.10 presents an example
authorization policy for the use case List Car Rentals. The structure has been adapted from the
authorization requirement. The authorization policy consists of five logical statements. Each statement
must be evaluated as true in order for the authorization policy to be fulfilled. The input used in the
authorization policy depicts the request that is performed by the subject. The content of the request
(e.g., parameters, HTTP headers) is forwarded from the PEP to the PDP. Depending on the selected
API paradigm and the PDP, the structure of the input can vary. This is further elaborated in the next
section. To compare attributes and values received from the input, a consistent set of comparison

operators should be used. In the example presented in Listing 5.10, the operators in and contains
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are used to check if a key is in a set of values. The operator == is used to compare two values for
equality. All comparisons should result in true/false values. In line 2, the subject must have the role
fleetmanager. The action and the object must be ListCarRentals (line 3) and RentalsCollectionService
(line 4) respectively. To evaluate the condition CarinFleetOfFleetManager, an object Fleet must exist
that contains a car with a requested vin (line 5) and has a fleet manager with the identifier sub of the

subject (line 6).

—-—-FleetManagerListCarRentals——-
fleetmanager in input.subject.roles
"ListCarRentals" == input.action
"RentalsCollectionService" == input.object
Fleet.cars contains input.vin
Fleet.fleetManager == input.subject.sub

[< Y N U VU R SR

Listing 5.10: Exemplary Authorization Policy "List Car Rentals"

Creating the authorization policies based on the authorization requirements and the design artifacts of
the microservices, specifically the API specification, allows them to be independent of a specific policy
language (e.g., XACML or Rego). This provides two advantages to the development of authorization
policies: First, similar to the different programming languages that might be used by development
teams for a microservice, these development teams can select different policy languages. Second,
language-agnostic authorization policies allow exchanging the policy language dependent on the
use of the microservice-based application. For instance, this allows the same microservice-based
application to be used in multiple environments (e.g., two companies) requiring different policy

languages (e.g., due to corporate wide requirements).

5.3 Implementation and Test

Throughout the analysis phase and design phase, the authorization requirements and authorization
policies have been classified as natural language policy (see Figure 5.1). In the implementation phase,
the defined authorization policies are transferred into digital policies, i.e., implemented in a policy
language. In our MAF, the policy language Rego is used. Rego is the policy language provided by
OPA (see Section 2.5.4) [OP-Do]. The policy language is declarative and enables the creation of
authorization policies as code, which is more comprehensible when compared to XML (as utilized by
XACML). OPA is developed for distributed applications and is also used in related work addressing
authorization such as ThunQ introduced by Sauwens et al. [SH+21]. Since the authorization policies
can also be implemented in other policy languages, Appendix A.3 provides an example in the policy

language Casbin.
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Figure 5.5: Process to Implement Authorization Policies

Figure 5.5 depicts an overview of the process to implement authorization policies. For each autho-
rization policy created in the design phase, a Rego authorization policy is implemented. The process
applies software implementation practices to the implementation of the authorization policies (i.e., to
reduce code duplication). The first step is the creation of a policy implementation structure. For each
authorization policy, a dedicated Rego file is created. Subsequently, each rule of the authorization
policy is implemented. Finally, the logic to retrieve the attributes from the PIP is implemented. In
addition, Section 5.3.4 provides a brief example of unit tests for authorization policies created with

Rego.

1 #-——-FleetManagerListCarRentals———

2 allow {

3 "fleetmanager" in input.subject.roles

4 "ListCarRentals" == input.parsed_path[1l]

5 "rentalmanagement .RentalsCollectionService" == input.parsed_path[0]

6 true == data.car_in_fleet_of_ fleetmanager (input.parsed_body.vin, input.

subject.sub)

Listing 5.11: Example Authorization Policy Implementation in Rego

Listing 5.11 presents an exemplary Rego policy implementation for the use case List Car Rentals (see
Listing 5.2). In Rego, each authorization policy is implemented inside a so-called allow statement,
which is denoted by curly brackets (lines 2 and 7). Each allow statement contains a set of rules. A rule
1s a statement that can be evaluated to true or false. If all rules evaluate to true, the allow statement
will become true. Subsequently, if one rule evaluates to false, the allow statement will become false.
If OPA acting as PDP receives a request from a PEP, all allow statements are evaluated. If one allow

statement (i.e., policy) is evaluated as true, the request is allowed. Therefore, a default Rego policy
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is required denying every request by always evaluating as false. The rules presented in Listing 5.11
follow the structure used by the authorization policies created in the design phase. The order in which

the rules occur follows the subject, action, object, and conditions pattern known from ABAC.

The left side of the boolean expressions presented in lines 3 to 6 contains the expected values. The
right side contains the comparison values provided by the input variable. In OPA, the input variable
provides the content of the HTTP request that is forwarded by the PDP. Depending on the PDP, the
content (e.g., additional headers) and the structure of the request can vary. An example input produced
by Envoy is documented in Appendix A.2. However, the content of the API request and the subject’s
access token must be present in the input. In this chapter, Envoy as an API proxy acting as a PDP is
used as an example [EP-Doc]. In lines 4 and 5 of Listing 5.11, the path is retrieved from the request
to evaluate the action and the object. This is due to a characteristic of gRPC, which structures gRPC
services and RPCs in the HTTP path [Go-Pro]. Line 6 evaluates if the car is in the fleet manager’s
fleet by accessing the PIP using the values vin and subject.sub provided by the input.

5.3.1 Create Policy Implementation Structure

We propose an implementation structure presented in Figure 5.6 to further structure the implementation
of the authorization policies and to reduce the duplication of code. The implementation structure
consists of five main folders. The policies folder contains all policy implementations. For each
authorization policy created in the design phase, a Rego file containing an allow statement is created.
The folder rules contains all rules required by the authorization policies. The rules are further
structured into the folders subject, action, object, and condition. The data folder contains the logic
required to retrieve attributes from the PIP. Finally, the utils folder provides utility functionality, e.g.,

to access environment variables or to decode a JWT.

By utilizing the structure presented in Figure 5.6, the authorization policy presented in Listing 5.11
can be simplified. Each rule is implemented in a separate file. By using import statements, the
authorization policy can include these rules. This result is a simplified allow statement inside the
Rego file, as presented in Listing 5.12. The names of the files and the rules are written in the so-called
snake_case, following the Rego style guide [Sty24]. Compared to the Rego policy presented in
Listing 5.11, importing rules into the authorization policy provides several advantages: First, the rules
are reusable. A rule can be used by multiple Rego policies, reducing the duplicated code. Second, each
rule can be individually unit tested. An example is provided in Section 5.3.4. Finally, implementing
the rules in separate files allows for the authorization policy implementation to become independent
of the underlying technology. Two examples can be made here: First, as introduced before, if the
PDP changes, the format of the input can change. In this case, the policy implementation will remain
untouched while the rules are adapted to the new structure. Second, if the format of the access token

changes, only the Rego rules for extracting and evaluating the access token must be changed.
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authorization/rentalmanagement

| policies

default.rego

fleet_manager_list_car_rentals.rego

| rules

|  subject

LA,subject_is_fleet_manager.rego

| action
action_is_list_car_rentals.rego
action_is_rent_car.rego

| object
object_is_rentals.rego

object_is_rentals_collection_service.rego

| condition
LA,car_in_fleet_of_fleet_manager.rego
| data
Lg,fleet.rego

| utils
jwk.rego

Jjwt . rego

Figure 5.6: Policy Implementation Structure for Rego Policies

1 #-—--FleetManagerListCarRentals———

2 allow if {

3 subject_is_fleet_manager

4 action_is_list_car_rentals

5 object_is_rentals

6 car_in_fleet_of_fleet_manager

Listing 5.12: Example Authorization Policy Implementation

Therefore, for every new authorization policy to be implemented, the policy implementation structure
is created. In the policies folder, a new Rego file including the allow statement is created. For every
rule inside the authorization policy, a file with an empty rule is created in the respective folder. Each
rule is subsequently referenced in the allow statement. If a rule already exists, the existing rule is

referenced.
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5.3.2 Implement Policy Rules

The next step is the implementation of the Rego rules. Listing 5.13 presents example implementations.
As before, the name of the rules follows the snake_case, as proposed by the Rego style guide [Sty24].
In lines 1 to 4, the presence of the role fleetmanager is evaluated. To retrieve the roles from the subject,
the access token must be retrieved from the incoming request. This is described by the example
of a JWT in lines 20 to 28. JWTs consist of three parts that can be decoded using built-in Rego
functionality (line 22). The decoded payload contains the required OIDC claims, such as a role or sub.

Before the JWT can be decoded, the token must be extracted from the request (lines 24 to 28).

1 # subject_is_fleet_manager.rego

2 subject_is_fleet_manager {

3 "fleetmanager" in subject.roles
4}

5 # action_is_list_car_rentals.rego

6 action_is_list_car_rentals {

7 "ListCarRentals" == input.parsed_path[1l]

10 # object_is_rentals.rego
11 object_is_rentals if {

12 "rentalmanagement.RentalsCollectionService" == input.parsed_path[0]

15 # car_in_fleet_of_fleet_manager.rego
16 car_in_fleet_of_fleet_manager if {

17 data.car_in_fleet_of_fleetmanager (input.parsed_body.vin, subject.sub)

20 #utils jwt.rego

21 subject := payload {

22 [_, payload, _] := io.jwt.decode (bearer_token)
23}

24 bearer_token := t {

25 v := input.http_request.headers.authorization
26 startswith (v, "Bearer ")

27 t := substring(v, count ("Bearer "), -1)

28}

Listing 5.13: Implementation of Rego Rules

Lines 6 to 8§ present the evaluation of the action. Analogous, lines 10 to 13 evaluate the object. Lines
15 to 18 show the implementation of the condition which evaluates if a car is in the fleet manager’s

fleet. To evaluate this condition, the PIP of the microservice FleetManagement must be accessed. The
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connection to the PIP is documented in the next section. Inside the data folder, for each object that
requires access to a PIP, a file is created. Using functions written in Rego, the required values are
returned. For instance, the function data.car_in_fleet_of fleetmanager(vin, subjectID) takes a vin and

a subjectID as input parameters and returns a true/false result.

5.3.3 Retrieve Attributes from PIP

An essential aspect required for the evaluation of authorization policies is the retrieval of attributes. An
important aspect here is the topicality of the attributes. Otherwise, authorization decisions are based on
old and possibly invalid attributes. Therefore, the attributes must be retrieved from a PIP. By default,
OPA provides built-in functionality, that allows Rego to perform HTTP requests. If the PIP provides a
RESTful interface, the attributes can be retrieved through an HTTP request. An example is presented
in lines 2 to 5 in Listing 5.14. If the request is successful (line 6), the car is in the fleet manager’s fleet.
This functionality can be exposed through a function such as data.car_in_fleet_of fleetmanager(vin,

subjectID) which returns true or false (lines 1 and 7).

1 car_in_fleet_of_ fleetmanager (vin, subjectID) := 1if {

2 response := http.send({

3 "method": "GET",

4 "url": sprintf ("https://PIP-FleetManagement/fleetmanager/%$s/car/%s

", subjectID, vin)
5 })
6 response.status_code == 200

Listing 5.14: Rego Rule to Retrieve Attributes Via HTTP Request

The retrieval of attributes depends on the selected technology providing the PIP. In Section 7.3.1, an

extension to OPA is presented, which can directly access a relational database such as PostgreSQL.

5.3.4 Testing Authorization Policies

Similar to the business logic of the microservice, the authorization logic should be thoroughly and
systematically tested. While this is considered future work, this section provides a brief introduction
to policy testing. The procedure depends on the used policy language. OPA provides a utility to
develop and execute Rego tests [OP-Do]. Listing 5.15 presents an example test for the Rego rule
fleet_manager_assigned_to_fleet. Tests are also structured as a Rego rule, that must evaluate to true or
false depending on the expected outcome for the test to be considered successful. For OPA to execute

the tests, the test name must begin with fest_. First, the test is set up by initializing test data in lines 2
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test_fleet_manager_assigned_to_fleet if {

1

2 mock_fleetID := "1"

3 mock_token := {"sub": "9a6e63f9-belb-453c-b67e-904297580236"}

4 mock_response := {"status_code": 200, "body": "9a6e63f9-belb-453c-b67e-9

b4297580236"}

6 fleet_manager_assigned_to_fleet with input.parsed_body.fleetlId as
mock_fleetID

7 with data.authn.token as mock_token

8 with http.send as mock_response

Listing 5.15: Unit Test for Rego Rule "fleet_manager_assigned_to_fleet"

to 4. The fleetID is initialized to 1 (line 2). In line 3, the content of a JWT access token is created with
a mocked identifier of a subject. The same subject identifier is used in the mocked response of the
PIP depicted in line 4. With the initialized test data, the tested Rego rule or policy is referenced. The
existing data is overwritten using the statement with. Since the subject identifier in the access token

and the PIP response are equal, the test succeeds.

Unit tests for authorization policies and rules as presented in Listing 5.15 are only one aspect of
policy testing [HK+17]. While the testing of authorization is considered future work (see Section 9.2),
the authorization policies should be thoroughly and systematically tested to assure a high quality of
the policy implementations. This includes dedicated steps in the development process, such as the
creation of test data or a test-driven implementation of tests. Furthermore, additional test types such
as integration tests or end-to-end tests must be considered in the context of the overall integration
into a microservice-based application. In addition, the application should not be deployed if the
authorization policy tests fail (see Section 7.4.1). Otherwise, a subject might gain access to a resource

they are not authorized to.

5.4 Summary

Figure 5.7 presents a detailed overview of the process to develop authorization policies introduced
in this chapter. The process spans through the phases of analysis, design, and implementation and
test. In total, three authorization artifacts, one in each development phase, are introduced. For each
development phase, a sub-process is introduced to derive the respective authorization artifact.

The goal of the analysis phase is the derivation of authorization requirements. Authorization require-
ments specify what must be authorized. The foundation for the authorization requirements are the

functional requirements. The subject, object, action, and conditions are identified from the functional
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Figure 5.7: Detailed Overview of the Authorization Policy Development

requirements are subsequently formulated into an authorization requirement. A template is used to
structure the authorization requirements. The derivation of authorization requirements is limited by
the employed ABAC model (see Section 2.5), which only considers one subject performing an action
on an object under a given set of conditions at a given time. The authorization requirements are
transformed into authorization policies in the design phase. With the help of the API specification
of the microservices, the attributes are identified, and the authorization policy is formulated. The
authorization policy is documented using a template and is independent of a specific policy language.
The conditions are specified using boolean statements. In the implementation and test phase, the
authorization policies are implemented in a policy language. By using Rego, this thesis provides a

systematic and structured implementation.

The authorization artifacts in this chapter concentrated on the authorization of a user, i.e., subject,

interacting with the microservice-based application. This is due to the use of functional requirements
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as the foundation for the authorization policies. The next chapter investigates the authorization
between microservices that occurs as a result of the user interacting with the microservice-based
application. Therefore, artifacts from this chapter (i.e., authorization requirements) are considered to

make the Service-to-Service (S2S) authorization fine-grained.

92



6 Service-to-Service Authorization

The previous chapter introduced the development of authorization policies from the perspective of
a user interacting with a microservice-based application. Since a microservice-based application
typically consists of a set of multiple distributed microservices, there are also requests between
microservices. These Service-to-Service (S2S) requests can be necessary, e.g., to retrieve further
data to provide the business logic of a microservice. It should be noted that the interaction between
microservices leads to the coupling of microservices, which should be carefully considered when

designing a microservice-based application [Nel5].

Authorization Requirements
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Figure 6.1: Overview of Service-to-Service Development Process

The consideration of authorization for S2S interactions is the focus of this chapter. With the migration
to zero trust, the physical distance between microservices does not provide a sufficient security
mechanism [TU+21; RB+20]. For instance, if a microservice in a Kubernetes namespace is compro-
mised, the compromised microservice might be able to retrieve data from other microservices in the
same namespace. Therefore, additional security measures (e.g., identity propagation) are required to

authorize every request. Existing approaches towards S2S authorization such as Log2Policy [XZ+23]

93



6 Service-to-Service Authorization

or AutoAmor [LC+21] use logs files or source code analysis respectively to create S2S authorization
policies. However, these authorization policies can be considered coarse-grained as they limit access
to resources to a set of microservices but do not incorporate additional attributes (e.g., from the
user). In addition, these approaches take place exclusively at the implementation and deployment
level and do not include any analysis or design artifacts. In this chapter, we elaborate the systematic
implementation of S2S authorization policies, which is contribution C2 of this thesis. The goal is
to create S2S authorization policies that are fine-grained. An overview of the proposed process is
presented in Figure 6.1. The process is structured into the phases of analysis, design, implementation

and test, and deployment and operations.

In the analysis phase, the authorization requirements established in Section 5.1 define what the
subject is allowed to perform. These authorization requirements should hold for the application as a
whole. Since the interaction between microservices is a result of the design of the microservice-based
application, these authorization requirements should also apply to S2S requests. A brief overview of
the analysis phase using the authorization requirements as input for S2S authorization is introduced in
Section 6.1.

The predominant aspects of S2S authorization take place in the design phase, which is described in
Section 6.2. In the design phase, the decision to create a microservice-based application has been made.
This includes the microservice cut, i.e., the business logic that is provided by each microservice. The
first step is the identification of the S2S interaction in the microservice-based application. The basis
for this is the software architecture (e.g., UML component diagram), which depicts the interaction on
a high level. Thus, further orchestration definitions are required to understand how the microservices
interact with each other. In addition, the Application Programming Interface (API) specifications
are required to recognize the API requests performed in the S28S interaction. The result of the initial
step is a service interaction collection, which provides an overview of all S2S calls. Similar to the
authorization policies created in Chapter 5, authorization policies for the S2S interaction are created.
Again, these S2S authorization policies are independent of a policy language.

Section 6.3 presents the implementation aspects of S2S authorization. The implementation consists
of two aspects: First, the implementation of the previously created S2S authorization policies in the
Rego policy language. This is similar to the implementation of the authorization policies and allows
reusing Rego rules created previously. A special characteristic of the S2S authorization Rego policies
is the evaluation of the source microservice initiating the S2S request. Second, while requirement
RS - Externalized Authorization requires externalized authorization which implies no integration of
authorization logic inside the microservice, S2S authorization requires the microservice to support
identity propagation [YB18] (see Section 2.6.1). Identity propagation allows identifying the subject
initiating a S2S request chain by propagating the subject’s credentials through the S2S requests. To
perform fine-grained S2S authorization, understanding who, i.e., which human user, initiated the S2S

request is essential. This requires modifications to the code base of the microservice.
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Finally, Section 6.4 discusses the deployment of S2S authorization in a microservice-based application.
We introduce the TokenHider, which allows an access token to be withheld from a microservice. This
prevents a compromised microservice from misusing the access token for unauthorized access to

external services.

6.1 Analysis

As presented in Figure 6.1, the engineering of S2S authorization policies starts in the design phase.
This is because the software architecture does not exist in the analysis phase. Instead, the software
architecture is created in the design phase [Wa24]. This includes design decisions that introduce
communication between different microservices. For the S2S interaction that is the result of user
interaction with the application, the authorization requirements created in the previous chapter apply,
since the authorization requirements are created independent of the employed software architecture.

Therefore, the previously created authorization requirements should also hold for the S2S requests
and are thus used as input for the creation of S2S authorization policies. Listing 6.1 presents an
authorization requirement for the use case Remove Car from Fleet, which is used as an example in
this chapter. In this use case, the fleet manager is allowed to remove a car from an object fleet if two
conditions are fulfilled. First, the fleet manager must be assigned to the targeted Fleet. Second, the
car which should be removed must also be in the fleet of the fleet manager. Further non-functional
requirements towards the technical realization of S2S authorization are described in Section 7.1.

1 ———-FleetManagerRemoveCarFromFleet———

2 subject FleetManager is allowed to perform
3 action RemoveCar on

4 object Fleet if

5 condition FleetManagerAssignedToFleet and

6 condition CarInFleet

Listing 6.1: Authorization Requirements "Remove Car from Fleet"

6.2 Design

In the design phase, the design decision to use the microservice architecture is made. This leads to
the business logic to be realized by multiple microservices. Each microservice is self-contained and
provides an excerpt of the business logic (e.g., a set of use cases) through an API. If a microservice re-
quires additional data that is handled by another microservice, the APIs of the respective microservices

must provide the functionality. This requires an orchestration between the microservices [DG+17;
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Nel5]. In the CarRental App example, to remove a car from a fleet, the microservice FleetManagement
must first verify if the microservice RentalManagement has no more rentals for the car. Hence, an
orchestration definition is required. This allows to identify the order in which requests occur between

microservices.

In the authorization context, the order in which the S2S requests occur is relevant. Depending on
the request order, information that could be used for authorization is available or has already been
updated. For example, when deleting a car from FleetManagement before it has been deleted from
RentalManagement, the information of the related fleet is no longer available for authorization of a
delete request at RentalManagement. However, this behavior can be intentional, depending on the
design of the microservice-based application. Different transaction patterns can be considered when
designing an application. To realize S2S authorization, the transaction patterns and thus the order in

which requests occur must be analyzed.

This chapter focuses on the authorization of S2S requests that are the result of the interaction of a user
with the microservice-based application. However, the authorization of other S2S requests that are the
result of design decisions are briefly introduced in Section 6.5. Because these S2S requests do not
have a respective authorization requirement, the granularity will be limited (e.g., there is no involved

subject). Nonetheless, the approach presented can be employed with minor restrictions.

6.2.1 Identification of Service-to-Service Calls

To create fine-grained authorization policies (R3), the occurring S2S calls must be identified first.
Therefore, the software architecture can be examined. For instance, the software architecture of
CarRental App depicted in Figure 1.3 implies a connection between the microservice FleetManagement
and RentalManagement. This leads to the questions of which requests occur and in which order do
these requests occur. We propose that all identified S2S requests occurring in a microservice-based
application are collected in a table. Figure 6.2 presents an overview of the targeted table using use
cases as the underlying functional requirement. The subject is the initial actor that executes a specific
use case. As presented in Chapter 5, for each functional requirement, an authorization requirement is
created. These authorization requirements define what a user is allowed to do under a set of conditions.
This authorization requirement is independent of the microservices. Subsequently, the authorization
requirement should also be valid for S2S requests and is therefore included in the table. Next, the
involved microservices are recorded. As proposed by Li et al. [LC+21], the microservice starting
the S2S request on behalf of the subject is defined as the source microservice, and the microservice
receiving the S2S request is considered as the target microservice. Finally, the request itself is analyzed
by identifying the action (e.g., REpresentational State Transfer (REST) or Remote Procedure Call
(RPC) operation) and the object. Analogous to the authorization introduced in Chapter 5, the object is
considered to be the API endpoint.
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Figure 6.2: Identification of Service-to-Service Requests

An example of the resulting S2S interaction table is presented in Table 6.1. For the use case
Remove Car from Fleet, the related authorization requirement is depicted in Listing 6.1. The subject
FleetManager creates a request from the microservice FleetManagement (source) to the microservice
RentalManagement (target). The request is a gRPC request including the RPC RemoveRentableCar
on the RentableCarsCollectionService.

Subject Related Authoriza- | Source Target Action Object
tion Requirement
Fleet- FleetManager- Fleet- Rental- Remove- RentableCars-
Manager RemoveCar- Management | Management | RentableCar Collection-
FromFleet Service

Table 6.1: Exemplary Service Interaction Collection

To identify the orchestration in which the S2S requests occur, an orchestration diagram is used. This
has also been proposed by Schneider [Sc24]. Orchestration diagrams are inspired by the Business
Process Execution Language (BPEL) [Ju06] and Service-oriented Architecture Modeling Language
(SoaML) [EB+11]. Schneider uses an Unified Modeling Language (UML) activity diagram to model
the orchestration between microservices. However, a simple UML sequence diagram will also display

the interactions between the subject and the respective microservices.

Figure 6.3 presents the orchestration diagram for the RPC removeCarFromFleet. The start is the
execution of the RPC removeCarFromFleet with the given Vehicle Identification Number (VIN) as a
parameter by the microservice FleetManagement. The microservice performs initial checks, e.g., to
validate if the car with the VIN exists. Subsequently, the microservice FleetManagement performs

the S2S request RPC removeRentableCar with the given VIN as a parameter to the microservice
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RentalManagement. If there are still rentals for the given VIN, the microservice returns an error.
Otherwise, the car is removed from RentalManagement and a success message (e.g., HTTP code 200)
is returned to FleetManagement. Depending on the response, FleetManagement either returns an error

or removes the car from its database and returns a success message.

® ®

RPC removeCarFromFleet(vin) [Booko{elfarr:or]
FleetManagement
Ckeck if Car With VIN
is in Fleet [error] .
removal not possible
<\ no such car ( Create Error Remove Car from DB
L Message
c bleCar(vi [error] [ok]
RPC removeRentableCar(vin) no such car/ future rentals Boolean
RentalManagement
Check if Car With VIN w no (
eckirCar Wi Tentals Remove Rentable Car Entry
has Rentals J L

Figure 6.3: Orchestration Diagram for the Use Case "Remove Car From Fleet"

From the orchestration diagram, the API endpoints can be extracted. The API specification provides
the attributes that can be used for authorization. For instance, the RPC removeRentableCar uses
the VIN to identify the car that should be removed. This VIN is also used by the microservice

FleetManagement to identify the car.

6.2.2 Design of Service-to-Service Authorization Policies

After identifying the S2S requests, the S2S authorization policies are designed. Similar to the
authorization policies presented in Chapter 5, the S2S authorization policies are independent of the
policy language. The structure of the S2S authorization policies is similar to the authorization policies.
The template for S2S authorization policies is presented in Listing 6.2. The S2S authorization policies
are grouped by the target microservice. As an identifier for the authorization policy, the name of the

target microservice and the authorization requirement are used (line 1).
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The object is the API endpoint of the target microservice (line 4). The action depends on the employed
API paradigm (line 3). For a RESTful API, the action represents the HTTP operation. In comparison,
if a gRPC API is used, the action represents the respective RPC. To identify the source of the S2S
request, an additional condition is added (line 5). This is necessary to identify the source microservice
and to prevent that any compromised microservice can perform the S2S request. There are several
options to identify the source microservice, which are further elaborated in the next section. Besides
the source microservice, the subject responsible for the initiation of the S2S request is required (line
6). Finally, additional conditions from the authorization requirement are included (line 7). These

conditions are similar to the authorization policy introduced in Chapter 5.

1 ———<Target>-<RelatedAuthorizationRequirement>-—-
2 service can perform

3 action <Action> on

4 object <Object> if

5 source is <Source> and

6 <Subject> in subject.roles and

7 <Conditions>

Listing 6.2: S2S Authorization Policy Template

An example of the S2S authorization policy for the use case Remove Car From Fleet is presented
in Listing 6.3. The subject, action, object, and source can be adopted (lines 2 to 6) from the service
interaction collection. The conditions must be adopted from the authorization requirement. The
authorization requirement presented in Listing 6.1 requires that the fleet manager is assigned to
the fleet and that the car to be removed is in the fleet manager’s fleet. However, since this request
is a S2S request, the RentalManagement microservice does not know anything about Fleets. The
microservice FleetManager is responsible for the fleet entity. Since the API request contains the VIN
of the car, the Policy Information Point (PIP) of the microservice FleetManagement can be accessed
to retrieve the necessary information. Hence, the conditions verifying that the car is in the fleet of the
fleetmanager are added to the authorization policies (lines 7 and 8). Accessing the attributes through
the PIP from other microservices allows creating fine-grained S2S authorization decisions. This is
possible for longer S2S request chains as long as there are identifiers such as the VIN to retrieve the
respective attributes. However, we identify two cases in which the granularity of the S2S authorization

is limited.

First, there is a lack of attributes that can be used for authorization. This is the case if the API of the
targeted microservice does not contain an identifier that is related to the initial request. For example, if
the microservice RentalManagement creates an additional S2S request to a notification microservice

which informs about a changed collection of rentable cars, the S2S request does not contain a VIN or

99



6 Service-to-Service Authorization

———RentalManagement-FleetManagerRemoveCarFromFleet——-
service can perform

action RemoveRentableCar on

object RentableCarsCollectionService if

source 1s FleetManagement and

fleetmanager in subject.roles and

Fleet.fleetManager == subject.sub and

Fleet.cars contains input.vin

® N o U A W N =

Listing 6.3: Example S2S Authorization Policy for "Remove Car From Fleet"

a fleetID. Hence, besides the evaluation of the initiating subject, the action, the object, and the source

microservice, there are no additional conditions.

Second, the transaction pattern prevents the retrieval of attributes. Several transaction patterns can
be applied to distributed systems, such as microservice-based applications [Rul8]. For example,
the Saga pattern [GS87] specifies that attributes are modified first, before the next service is called.
If the following service call throws an error, the operations are rolled-back to the last consistent
state. Another pattern is the Two-Phase Commit (2PC) protocol [KI117]. If the 2PC protocol is
applied, the microservices perform the S2S requests in the first phase. Instead of committing the
transaction to, e.g., the database, the microservice prepares the commit. Only if all S2S requests are
performed successfully, the transaction is committed. Depending on the used transaction protocol,
the attributes relevant to authorization have already been updated or are outdated. For example, if
the Saga pattern is used, FleetManagement deletes the car from the fleet before performing the S2S
request to RentalManagement. In this case, RentalManagement cannot evaluate if the car is in the fleet
of the fleet manager. Subsequently, the S2S authorization policy would be less fine-granular. However,
a similar problem can occur with the 2PC protocol. If the fleet manager adds a new car to its fleet,
the FleetManagement microservice would first perform a S2S request to add the car to the rentable
cars of RentalManagement. Since the car has not yet been committed to the fleet manager’s fleet, the
condition to check if the car is in the fleet of the fleet manager cannot be evaluated in the S2S request.
Because this depends on design decisions, we cannot provide a general solution to this problem. If
fine-granular S2S authorization is desired, the sequence of transactions must be considered, when

designing the orchestration of a microservice-based application.

6.3 Implementation and Test

Moving from the design phase to the implementation and test phase, the S2S authorization policies
designed in the previous section must be implemented. Generally, the implementation of these S2S

authorization policies in a policy language such as Rego is similar to the authorization policies
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presented in Chapter 5. However, for the implementation of S2S authorization policies, there are
key differences that must be considered. First, the storage of the S2S authorization policies. Second,
the evaluation of the additional conditions that determine the source microservices starting the S2S
request. Third, performing requests to PIPs to retrieve attribute data. Furthermore, to realize S2S
authorization, the Policy Decision Point (PDP) of the target microservice must know the subject that
started the initial request. This requires modifications of the microservice which are introduced in
Section 6.3.2.

6.3.1 Implementation of Service-to-Service Authorization Policies

The implementation of the S2S authorization policies in Rego is similar to the concepts in Section 5.3.
Listing 6.4 presents the Rego policy for the use case Remove Car from Fleet. The S2S authorization
policy is structured inside an allow statement (lines 2 to 8) in a dedicated Rego file. In the S2S
authorization policy implementation, each rule is located in a separate Rego file, which can be

imported.

1 #fleetmanagement_remove_rentable_car.rego

2 allow if {

3 action_is_remove_rentable_car
4 object_is_rentable_cars

5 source_1is_am_fleetmanagement
6 subject_is_fleet_manager

7 car_in_fleet_of_ fleet_manager

Listing 6.4: S2S Authorization Policy Implementation for "Remove Car From Fleet"

Figure 6.4 presents the structure of the Rego authorization policies for the microservice Rental-
Management. Since the S2S authorization policies must be enforced at the target microservice, the
implemented Rego policies must be stored at the target microservice. For the S2S request RPC
removeRentableCar, the policy is stored in the policies folder next to the other authorization policies
in the the policy storage of the microservice RentalManagement. In addition, a folder called source is
added to the folder structure. This folder contains the rules that identify the source microservice of a

S2S request.

The rules inside an allow statement can be reused from other (user) authorization policies. This allows
to perform unit tests on a rule level (see Section 5.3.4). For example, the rule object_is_rentable_cars
is also required by the use case List Rentable Cars which can be performed by a fleet manager. The
evaluation of the subject initiating the request (i.e., fleet manager) is similar to the authorization
policies. An access token (e.g., JSON Web Token (JWT) format) identifying the subject must be
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/policies/rentalmanagement/
| utils

| policies

tdefault.rego
fleetmanagement_remove_rentable_car.rego
| rules
subject
L,subject_is_fleet_manager.rego
action
object
condition
source
L,source_is_fleetmanagement.rego
| data
L,fleet.rego

Figure 6.4: Structure for Authorization Policies

present. This is evaluated in the rule subject_is_fleet_manager (line 6 of Listing 6.4). However, since
the S2S request is performed by a microservice, the respective subject access token is not necessarily
available in the S2S request. Therefore, the microservice must support the propagation of the subject’s

identity [YB18]. The necessary changes are introduced in Section 6.3.2.

Compared to the implementation of authorization policies, the rule regarding identification and
evaluation of the source microservice performing the S2S request is added. In the example presented
in Listing 6.4, the rule source_is_fleetmanagement (line 5) is responsible for the evaluation of the
source microservice. The trust between microservices is a challenge when it comes to authentication
and authorization in the microservice architecture [AC22]. There are several options to establish the
trust, i.e., identifying that a microservice is who it claims to be. In this section, API keys and mutual

Transport Layer Security (mTLS) are presented as possible options solutions.

Use of APl Keys API keys are a common mechanism to allow access to an API [Del7]. The API
key is typically issued by a service provider. To access the API, the API key is sent alongside other
data, e.g., as a header, in an (encrypted) HTTP(S) request. The service provider can subsequently
evaluate if the API key is valid and allow access to the API.

The concept of API keys can also be utilized to authorize S2S requests [Del7]. In the example of
the microservices FleetManagement and RentalManagement, RentalManagement can create an API

key for FleetManagement. The microservice FleetManagement has to include the API key in the S2S
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1 #source_is_am_fleetmanagement.rego

2 source_is_am_fleetmanagement if {

3 input.http.headers["api-key"] == env ("API_KEY_ENV")
4}

Listing 6.5: Rego Rule Evaluating API Key

requests to RentalManagement. The Rego authorization policy can then evaluate the API key. An
example is presented in Listing 6.5. The rule source_is_fleetmanagement compares the content of
the HTTP header api-key from the S2S request with the environment variable API_KEY_ENV that is
available to the PDP Open Policy Agent (OPA). This requires that the API key must be known by the

microservice FleetManagement and the PDP.

While the use of API keys has a low complexity, there are security risks involved in using API keys
that should be addressed [Lul4]. First, API keys should never be stored in the code. Instead, API
keys should always be retrieved from environment variables. This prevents the leakage of API keys
that could compromise the S2S authorization. Second, it is a common practice that API keys have
a limited lifetime and are frequently rotated. This means that API keys are replaced at regular time
intervals (e.g., daily). If an API key has been leaked, the key rotation will limit the possible access to
the remaining time interval the API key is valid.

Use of Mutual TLS Another option to ensure that the traffic between microservices (i.e., a client
and a server) is authenticated is the use of mTLS. The National Institute of Standards and Technology
(NIST) proposes the use of mTLS to provide trust in a microservice network [Ch19]. mTLS is part of
the Transport Layer Security (TLS) protocol, which is the most commonly used cryptographic protocol
[KP+13]. Currently in web services, version 1.3 [Er18] is used to provide a secure connection of
HTTPS over TLS. The web server has a certificate issued by a trusted Certificate Authority (CA). The
client trusts this certificate, and TLS allows a secure connection to be established (through different
handshakes). If mTLS is used, the client also requires a certificate from a CA which is trusted by the
server. The client has to provide the certificate in the HTTPS request. The server subsequently verifies

the certificate and a secure end-to-end encrypted channel has been established.

If the architecture proposed in Chapter 7 is used, the Policy Enforcement Point (PEP) will intercept
the request from the source microservice and forward the request to the PDP. For example, if Envoy is
used as a PEP, the client certificate is forwarded to the PDP (i.e., OPA). However, Envoy can already
verify, that the request comes from a client that has a certificate from a trusted CA. Assuming that
every microservice of a microservice-based application has a respective certificate, Envoy could not

differentiate if a request stems from a microservice that is allowed to perform a request or not. Thus, if
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a microservice is compromised, it could perform requests to other microservices. However, since the
PEP forwards the request to the PDP which contains the client certificate, the content of the certificate

can be verified by the PDP to allow a fine-grained authorization.

1 #source_is_am_fleetmanagement.rego

2 source_is_am_fleetmanagement if {

3 clientCert = input.http.headers|["X-Forwarded-Client-Cert"]
4 #"By=...;Hash=...;Subject=../CN=FleetManagement;URI=..."

5 source = split (split (clientCert, ";")[0], "=")[2]

6 source == "../CN=FleetManagement"

Listing 6.6: Rego Rule for Evaluation of mTLS Certificate

In Listing 6.6, the Rego rule source_is_am_fleetmanagement is presented ins lines 2 to 7. First, the
client certificates are retrieved from the HTTP headers. The commonly used certificates follow the
X.509 format [HP+99]. For instance, Envoy forwards the subject field from the certificate to OPA.
An example of the forwarded client certificate is presented in line 4. The Rego rule subsequently
extracts the subject field (line 5) and compares the result with the expected subject (line 6). If the
comparison is successful, the source microservice has correctly been identified. This allows the S2S
authorization policy to ensure that the request stems from the correct source microservice, assuming
that the private and public keys of the client certificates have not been leaked, and the trusted CA has

not been compromised.

6.3.2 Modification of Microservice Implementations

To realize the S2S authorization policy implementation presented in Listing 6.4, the PDP of the target
microservice must be able to identify the subject that is responsible for initiating the S2S request chain
[CB+21]. This allows to access the subject attributes in the S2S authorization policies. For instance,
the car can only be deleted from the microservice RentalManagement, if the subject owns the fleet
that the car is part of. This requires that the microservice includes the information of the subject
in the S28S requests. This concept is also known as identity propagation (see Section 2.6.1) [YB18;
CB+21]. While Microservice Authorization Framework (MAF) targets externalized authorization,
modifications to the code base of a microservice are necessary to support identity propagation for

fine-grained S2S authorization.

Identity propagation can be understood as part of the more general concept of context propagation
[MF18]. In distributed systems, such as microservices, context propagation allows defining a context

that can be traced through the chain of requests inside the distributed system. A popular example is
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1 // Receives RPC from fleet manager
2 func (controller FleetController) RemoveCarFromFleet (ctx context.Context,

req xpb.RemoveCarFromFleetRequest) (*pb.RemoveCarFromFleetResponse,
error)

3

4 md, _ := metadata.FromIncomingContext (ctx)

5 header := md.Get ("authorization") [0]

6

7 ctx = context.WithValue (ctx, "authorization", header)

8

9 }

11 // Sends an RPC request to remove a rentable car
12 func (c *RentableCarsCollectionClient) RemoveRentableCar (ctx context.

Context, vin model.Vin) (bool, error) {
13 e
14 // Propagate context
15 md, _ := metadata.FromIncomingContext (ctx)
16 newContext := metadata.NewOutgoingContext (context.Background(), md)
17
18 resp, err := c.client.RemoveRentableCar (newContext, req)

Listing 6.7: API Controller Providing Identity Propagation

OpenTemetry [Ope-Doc], a tool that allows to trace the S2S requests. This is achieved through the
inclusion of an identifier. Tracing requests in a microservice-based application allows to, e.g., monitor

traffic on a fine-granular level, identify bottlenecks, or security issues.

Listing 6.7 presents an example implementation of identity propagation in the Go programming
language. Lines 1 to 9 present the function that is provided by the API controller. If the RPC
removeCarFromFleet is performed to the microservice FleetManagement, the function in line 2 is
invoked. Inside the microservice, the business logic is executed which finally leads to the microservice
FleetManagement performing the gRPC request to the microservice RentalManagement in the function
RemoveRentableCar depicted in lines 12 to 20. To support identity propagation, the context of the
gRPC request must be forwarded through the microservice’s business logic. The Go programming
language provides the context package [Go-Con] which is a key-value store that allows to transfer

data between different boundaries of the microservice’s code.

In line 4, the metadata from the gRPC request is extracted. This includes the HTTP headers of the
request. From the metadata, the authorization header is retrieved in line 5. This results in the access
token from the fleet manager, e.g., a JWT. If another header is used to provide the subject identity, the
name of the header must be chosen respectively. Finally, the access token is added to the key-value

store of the context object (line 7). The context object ctx is subsequently passed through the business
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logic. If the function RemoveRentableCar is reached (line 12), a new metadata object is created
based on the context (lines 15 and 16). The metadata object is then included in the S2S request to the
microservice RentalManagement (line 18). A similar approach is also possible in other programming

languages, such as Java and the Spring Framework.

6.4 Deployment and Operations

To enforce the S2S authorization policies in a microservice-based application, the architecture
presented in Chapter 7 can be used. Using the identity propagation, the identity of the subject is
propagated through the different microservices. If a single microservice of a microservice-based
application is compromised, the microservice has access to the access token of the subject. This allows
the microservice to misuse the access token by accessing other services in the name of the subject.
This problem is also called powerful-token problem [NJ+18] or the confused deputy problem [Ha88].
Hence, identity propagation also introduces a security risk into the microservice architecture [VK+23].
To counteract this problem, companies such as Netflix exchange the access token of a subject to an
internal access token [Net-Bui]. The internal access token limits the potential damage resulting from
a leaked access token. Exchanging the access token to an internal access token is also proposed by the
OWASP Application Security Verification Standard by the Open Web Application Security Project
(OWASP) foundation [OW21]. Unfortunately, the component responsible for exchanging the access
token to an internal token must be trusted to not misuse the access tokens. In addition, developers
must be trusted with the secure handling of access tokens and the correct implementation of identity

propagation.

To overcome the potential misuse of an access token, we propose the TokenHider component. The
TokenHider allows the microservice to provide business functionality in the absence of authorization
mechanisms or access tokens. For instance, the gRPC request removeCarFromFleet for the microser-
vice FleetManagement should also work without any authentication or authorization mechanisms.
Therefore, besides the identity propagation required for S2S authorization, the microservice does not
need to have access to the access token. The goal of the TokenHider is to remove the access token from
the microservice. If the architecture presented in Section 7.2.1 is used, the access token passes the
PEP, the PDP, and the microservice. Following the principle of separation of concerns, the TokenHider
removes the access token from the request after the PEP has enforced the authorization decision. This
ensures that the token is only available where it is needed for the execution of authorization logic (i.e.,
PEP, and PDP).

An overview of the TokenHider is presented in Figure 6.5. If the TokenHider is used, the (authorized)
incoming request is intercepted by the TokenHider. The access token is removed from the incoming

request and stored in a temporary storage of the TokenHider. Then, the access token is replaced with a

106



6.4 Deployment and Operations

intercepts intercepts
TokenHider
| ¥
Ofac... : Ofac...
results in f) . . Q results in
> |=— Microservice P —f--- - -----
T
1
Incoming Modified | Outgoing Modified
Request Incoming | Request Outgoing
Request Ingress | Egress Request
1
1
1

Figure 6.5: Overview of the TokenHider

unique identifier (e.g., UUID) that identifies the request. The request is subsequently forwarded to the
microservice. If the microservice performs a S2S request and uses identity propagation, instead of
the access token, the microservice forwards the unique identifier. However, the target microservice
receiving the identifier does not know how to handle this identifier. Therefore, the source microservice
communicates with the target microservice through an egress. The egress is provided by the API
proxy. If the API proxy receives the request, the TokenHider replaces the unique identifier with the
original access token. This allows to remove the access tokens completely from the microservice while
allowing the propagation of an access token. The applicability of this approach was also demonstrated
by Meadows et al. [MH+23] who show a similar concept which exchange an identifier when passing

a request through an outgoing egress.

A more detailed UML sequence diagram for the use case Remove Car from Fleet is presented in
Figure 6.6. The Fleet Manager performs the gRPC request removeCarFromFleet to the microservice
FleetManagement. The request is intercepted by the PEP-FleetManagement, which forwards the
request to the PDP and enforces the result. To simplify the illustration, these steps have been omitted.
Assuming the request is allowed, the request is forwarded to the TokenHider. When using Envoy
as an API proxy, the PEP and TokenHider can be implemented as Envoy filters that are applied one
after the other [EP-Doc]. In Envoy, each HTTP request has a unique contextID. The TokenHider
stores the access token in a key-value store and replaces the HTTP header containing the access token
with the contextID. The request is forwarded to the microservice which performs S2S requests, e.g.,
removeRentableCar. If the TokenHider receives the S2S request (through an egress), the contextID
is replaced with the access token and the request forwarded to the PDP-RentalManagement and
microservice RentalManagement which processes the request and returns the result to the microservice
FleetManagement. Finally, the microservice FleetManagement returns the result to the FleetManager.
This marks the closing of the initial HTTP connection. Consequently, the TokenHider removes the
access token from its internal key-value storage and the microservice never had access to the access

token.
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Figure 6.6: Sequence to Replace Authorization Tokens

6.5 Service-to-Service Requests Resulting From Designh Decisions

This chapter elaborated on the S2S requests that are the result of a subject (e.g., human user) interacting
with a microservice-based application. Of course, it is also possible that a S2S request is the result
of a microservice, i.e., without involving a human user. For example, the frequent (e.g., every 24h)
synchronization of data. These requests are the result of the design decisions made for a microservice-
based application. Therefore, there is no authorization requirement that can be derived from a
functional requirement (e.g., use case description). With the analysis of the software architecture,
these requests can be identified with the help of orchestration definitions. With the knowledge of these

S2S requests, the authorization policy can be derived and subsequently implemented.

With the lack of an authorization requirement, the granularity of these authorization policies is
limited. An example policy is presented in Listing 6.8. The policy only evaluates the action and the
object. In addition, the source microservice is evaluated. Additional conditions may be added to

the authorization policies depending on the respective design decisions. For example, if the rentable
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1 #fleetmanagement_sync_rentable_cars.rego
2 allow if {

3 action_is_sync_rentable_cars

4 object_is_rentable_cars

5 source_is_fleetmanagement

6

Listing 6.8: S2S Authorization Policy Without Authorization Requirement

cars should only be synchronized during nighttime, an additional condition evaluating the time can
be added. Due to the absence of additional attributes and conditions, the granularity of these S2S
authorization policies can be compared to the authorization policies created by Log2Policy [XZ+23]
or AutoArmor [LC+21] presented in Chapter 3.

6.6 Summary

This chapter introduces the systematic derivation of S2S authorization policies. The approach comple-
ments the development of authorization policies presented in Chapter 5 by using the authorization
requirements as a foundation. The process begins with the identification of a S2S call in the design
phase. To create fine-grained authorization policies, only the S2S requests that are the result of a
user interaction with the microservice-based application are considered. By analyzing the software
architecture and the respective orchestration definitions, the service interaction collection is created.
The collection holds an entry for every S2S request occurring in the application. For each entry, a S2S
authorization policy is created. The authorization policies are systematically implemented in the policy
language Rego. A particular feature of S2S authorization is the identification (i.e., authentication) of
the source microservice starting the S2S request. Therefore, an example using API keys or mTLS is
presented. In addition, the identity of the user initiating the S2S calls must be propagated through
the microservice-based application to provide fine-grained S2S authorization. This allows to identify
who is responsible for initiating the S2S request. To support identity propagation, the microservice
must be adapted. Therefore, an example realization requiring minimal code changes is presented on a
Golang microservice. Finally, the TokenHider is introduced as a component that allows to remove the
access token from the microservice. This reduces the overall attack surface introduced by the identity

propagation required for S2S authorization.
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The previous chapters introduced the development of authorization policies from two points of
view: First, the authorization policies that restrict users from accessing a microservice-based appli-
cation (presented in contribution C1 in Chapter 5). Second, the authorization policies that limit the
Service-to-Service (S2S) communication between the microservices of an application (introduced
by contribution C2 in Chapter 6). In this chapter, we provide a systematic approach of enforcing the
previously implemented authorization policies in a microservice-based application. The integration of
authorization into the application requires the creation of artifacts before and after the implementation
of the authorization policies. The process introduced in this chapter is the final aspect to address the

requirement R1 - Embedding Authorization Into Development.
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Figure 7.1: Systematic Authorization Integration into a Microservice-Based Application

Figure 7.1 depicts an overview of the steps required for the systematic integration of authorization
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into microservice-based applications. The process is structured in the phases of analysis, design,
implementation and test, and deployment and operations. The remainder of this chapter is structured
among the development phases and their required activities. In the analysis phase introduced in
Section 7.1, the foundations for the integration of authorization are created. This includes the
elicitation of a set of authorization integration requirements which define how authorization should
be enforced and which authorization technologies ought to be used. Moving into the design phase
introduced in Section 7.2, the authorization integration requirements are realized by adapting the
software and system architecture. The software architecture dictates the logical placement of the
authorization components required to realize the requirements R5 - Externalized Authorization and
R6 - Decentralized Authorization. By adapting the system architecture, the technology from the
authorization integration requirements is introduced to the design through the deployment diagram.

This also influences the authorization flow.

The deployment diagram constitutes the transition to the implementation and test phase, which is
introduced in Section 7.3. To enforce the Attribute Based Access Control (ABAC) authorization
policy implementations, the Policy Decision Point (PDP), Policy Enforcement Point (PEP), and Policy
Information Point (PIP) (together referenced as PXP) introduced by the eXtensible Access Control
Markup Language (XACML) reference architecture [OAS-XAC] must be implemented. Depending

on the required technologies, existing solutions can be used or must be modified.

The final step for the authorization integration into the microservice-based application is the realization
of the deployment diagram. This is introduced in the deployment and operations phase in Section 7.4.
To support the configuration and the deployment, we propose the use of templates for selected
technologies (e.g., Kubernetes). This includes a brief introduction of auditing authorization decisions,
as an important operational aspect. In addition, a mechanism to distribute authorization policies to a
PDP is provided. A summary of the authorization integration into a microservice-based application is

provided in Section 7.5.

7.1 Analysis

The authorization requirements created in Chapter 5 are independent of the employed technologies.
Additionally, the design of the (S2S) authorization policies in Chapter 5 and Chapter 6 are both
independent of a specific technology. However, in the implementation and test phase, the policies are
implemented in a policy language, which can also have an impact on the required components in the
software architecture. Therefore, in this section, the requirements for the integration of authorization
are elicited. Depending on the organizational environment which employs the MAF, the requirements

can be adapted.
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7.1.1 Elicit Authorization Integration Requirements

The authorization integration requirements are a list of non-functional requirements that influence how
the authorization is realized in a microservice-based application. Listing 7.1 shows the result of the
elicitation. The requirements (AuthZIntReq) are numbered and categorized into general, technological,

and S2S authorization integration requirements.

1 # General
2 AuthZIntReg-10 : The system shall provide fine-grained authorization using
Attribute Based Access Control.

3 AuthZIntReg-11 : The system shall separate business logic from
authorization logic by externalizing authorization.

4 AuthZIntReg-12 : The system shall perform authorization decentralized.

5 # Technological

6 AuthZIntReg-20: The system shall use Rego as a policy language to
implement authorization policies.

7 AuthZIntReg-21: The system shall use \gls{OPA} as a PDP.

8 AuthZIntReg-22: The system shall use Envoy as a PEP.

9 AuthZIntReg-23: The system shall use \gls{OPA} as a PIP.

10 # Service-to-Service

11 AuthZIntReg-30: When the system communicates internally, the system shall
authorize every request using {coarse - grained, fine - grained }
authorization policies.

12 AuthZIntReg-31: When the system communicates internally, the system shall
use { mTLS ( mutual TLS), API tokens, self - signed JWTs } to
authenticate its subsystems.

13 AuthZIntReg-32: When the system communicates internally, the system shall
support identity propagation.

Listing 7.1: Authorization Integration Requirements

General Authorization Integration Requirements The general requirements structure the
overall scope of the integration. Since the authorization policies use ABAC, which is also a premise
for this thesis (see Section 1.5), the authorization with ABAC is the first requirement (line 2). As
presented in Section 3.1, the aspect of externalized authorization (R5) and decentralized authorization
(R6) are requirements towards Microservice Authorization Framework (MAF). Therefore, these

requirements are considered in lines 3 and 4 respectively.

Technological Requirements The goal is to define the used technologies that can have an
impact on the architecture or the deployment. The first requirement is the selection of the policy

language in line 6. In this thesis, Rego is used as a policy language. This also has an impact on the
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PDP that can be used. For instance, Open Policy Agent (OPA) must be used when employing Rego as
a policy language (line 7). Next, the PEP must be selected. In this chapter, Envoy is used as an API
proxy (line 8) [EP-Doc]. However, this can be changed to another API proxy (e.g., Istio) as long as
externalized authorization with the selected PDP (i.e., OPA) is supported. Finally, the PIP must be
selected. To access attributes, this chapter uses OPA to access to the microservices backing service
(line 9). Similar to the PEP and PDP, the PIP can also be integrated using a dedicated component to
access the respective backing service.

Service-to-Service Requirements There are various sets of best practices and guidelines
regarding the security aspects of employing microservices and the microservice architecture. Based
on an analysis of these guidelines with a focus on S2S authorization, we elicit a set of requirements.
The Application Security Verification Standard (ASVS) provided by the Open Web Application
Security Project (OWASP) foundation [OW21a], the special National Institute of Standards and
Technology (NIST) publication regarding security strategies for microservice-based applications
[Ch19], and the security standards provided by the UK government [DWP23] are considered. This
results in three requirements: First, the internal system communication must be authorized using
authorization policies (line 11). In addition, the internal communication requires authentication
between the subsystems (line 12). Finally, as described in Chapter 6, the system must support identity
propagation to support fine-grained S2S authorization (line 13).

7.2 Design

The elicited integration requirements are subsequently realized in the design phase introduced in this
section. The starting point for this is the XACML reference architecture (see Section 2.5.2). This
includes the adjustment of the software architecture of the microservice-based application by including
the authorization components. In addition, the deployment of the microservice-based application
including the required authorization components is defined. To orchestrate how the authorization is

performed among the introduced components, the authorization flow is specified.

7.2.1 Adapt Software Architecture

The MAF employs ABAC to perform authorization decisions with the use of authorization policies.
The components of ABAC reference architecture are the PEP, PDP, PIP, and Policy Administration
Point (PAP). The goal of the authorization integration is to include authorization per microservice.
This removes the security smell of a centralized authorization service [PS+22]. In addition, the

authorization components should be externalized from the microservice. This allows to exchange the
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authorization logic (i.e., authorization policies) without modifying the microservice, which leads to a

higher reusability and maintainability of the microservice.

Figure 7.2 presents an excerpt from the software architecture of the CarRentalApp. The software
architecture is depicted by a UML component diagram and presents the software architecture from
a logical viewpoint. The UI-CarRental component accesses the business logic of the microservice
FleetManagement through an API request. To externalize the authorization logic, for every microser-
vice the components PEP, PDP, and PIP are added to the software architecture. As presented in
Figure 7.2, the microservice FleetManagement with its database DB-Fleets is extended with the
respective authorization components. The stereotypes presented in Section 4.2.4 are used to model

the authorization components.
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Figure 7.2: Placement of Logical Authorization Components in Software Architecture

Notably, the PEP-FleetManagement intercepts the request from the Ul and forwards the request to
the PDP-FleetManagement to perform an authorization decision. Thus, the authorization decision
is not performed in the microservice. To provide the PDP-FleetManagement with the necessary
attributes, the PIP-FleetManagement has direct access to the backing service, i.e., database. Since
microservices such as FleetManagement should be stateless [FF+18; Wil2], the state is persisted
in a backing service such as DB-Fleets. The direct access from the PIP to the respective backing
service is a design decision. This decision provides the PIP the most current attributes. Other options
include the access from the PIP to an API endpoint of the microservice to access attribute data (1)
or a mechanism to push modified attributes from a microservice to a PIP (2). These options require
modifications of the microservice, which can reduce the reusability of the microservice in other

applications. In addition, requests are added to the authorization flow, which leads to further latency
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in the later implementation. In a scalable cloud environment, option 2 also leads to complexity in the
persistence of data as multiple states must be managed, requiring additional decisions to address the
Consistency Availability Partition tolerance (CAP) theorem [GL02].

The proposed solution with direct access from the PIP to the backing service reduces complexity
while providing the most recent attributes. However, it has to be noted that it is still possible to have
inconsistent states. This is due to the distributed nature of the application. For instance, depending
on the database replication, an updated attribute might not be immediately synchronized with other
database instances, allowing unauthorized access for a brief time. In addition, it is important to
provide the PIP only with limited access to the database. For example, the PIP only requires the
attribute fleetmanager from the DB-Fleets. Thus, the access to the database must be configured
accordingly. The PDP should have read-only access to the database and not be able to modify any
attributes. The configuration depends on the used database technology. An example for PostgreSQL

is further elaborated in Section 7.2.2.

The components depicted in Figure 7.2 can be used to provide the business logic of the microservice
with authorization. However, the ABAC reference architecture also includes the PAP which supports
the creation of authorization policies and stores the created policies in a repository [HF+14]. The PDP
can then retrieve the authorization policies relevant for the microservice (e.g., FleetManagement).
This mechanism allows to frequently retrieve the newest authorization policies. Since the policies
introduced in Chapter 5 are written in Rego as simple code artifacts, the PAP can be realized by a text
editor such as Visual Studio Code. Thus, the PAP is not further elaborated on in the remaining chapter.
However, the storage and versioning of the authorization policies in a policy repository is an important
aspect. The implemented policies should be stored in a Git repository to introduce versioning. The

proposed process for the distribution of authorization policies is further elaborated in Section 7.4.1.

7.2.2 Adapt System Architecture

To realize the authorization components depicted in Section 7.2.1, the technologies must be selected
accordingly. The authorization technologies are defined in the list of non-functional authorization
requirements in Listing 7.1. This has an impact on the deployment of the microservice, including
the resource consumption and the scalability. Figure 7.3 depicts an UML deployment diagram for
FleetManagement. The deployment diagram moves from the logical view of the overall application
presented in the component diagram to a physical view. Envoy is selected to realize the PEP component.
Envoy is a lightweight open-source edge and service proxy which is hosted by the Cloud Native
Computing Foundation (CNCF) [EP-Doc]. To access the microservice FleetManagement, Envoy
provides the only entry point. Since the policies in Chapter 5 are implemented in Rego, OPA is used

as a PDP. Instead of introducing a dedicated component realizing the PIP, OPA is extended to allow a
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connection to the database DB-Fleets. Thereby, OPA is acting as a PDP and PIP. The extension of
OPA is further described in Section 7.3.1.

Envoy provides an ExtAuthZ filter which can be configured to forward the request to OPA [EP-EA].
The communication required for the forwarding mechanism between Envoy and OPA is done through
gRPC. Therefore, Envoy defines an API which specifies how the messages between Envoy and OPA
are parsed [EP-EA]. Other products such as Casbin [CO-Doc] or PlainID [He21] also implement the
interface, allowing to exchange OPA.

«execution environment»
FleetManagementEnvironment

Realizes PEP

«execution environment» [ ]

mTLS to secure Envoy
traffic L

T |HTTPS HTTPS
| Realizes PDP
«execution environment» «execution environment» -[7|” [and PIP
FleetManagement Open Policy Agent

Database Specific

Protocol - _——————— :II _______ _i

«execution environment»
DB-Fleets

Figure 7.3: Deployment Diagram with Proposed Technology Selection

The deployed execution environments Envoy, FleetManagement, and OPA are run in a dedicated
execution environment FleetManagementEnvironment. This environment is used to physically com-
bine the authorization components with the microservice as proposed by Miller et al. [MM+21]. If
the microservice is to be scaled, the other components in the FleetManagementEnvironment must
be scaled up or down respectively. The FleetManagementEnvironment must be configured to only
provide an entry point through the Envoy proxy. Otherwise, the microservice could be accessed

without providing an authorization mechanism.

To prevent attacks inside the FleetManagementEnvironment (e.g., man in the middle), the traffic
should be secured. Otherwise, an attacker gaining access to the environment could intercept the
traffic. To secure the communication between Envoy, FleetManagement, and OPA, either HTTPS
or mutual TLS (mTLS) can be used [WM17]. Both, Envoy and OPA, support the use of mTLS.
The communication between Envoy and the microservice is dictated by the implementation of the
microservice. Depending on the deployment, the configuration of the components can be automated

to reduce the complexity for a developer (see Section 7.4.2).
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7.2.3 Define Authorization Flow

The flow of authorization is displayed with an example from the CarRentalApp in Figure 7.4. A
request initiated by a subject from the UI-CarRental to the application microservice FleetManagement
is intercepted by the PEP-FleetManagement. To evaluate whether the request is authorized or not,
the PEP forwards the request to the PDP-FleetManagement. The forwarded request should contain
data necessary for authorization, such as the action or the object. Additionally, the token from a
subject should be forwarded to provide relevant attributes and check if a subject is authenticated. The
PDP-FleetManagement contains the authorization policies for FleetManagement and applies them
to the incoming request. Depending on the required attributes, the PDP-FleetManagement requests
additional attributes from a PIP, e.g., PIP-FleetManagement. The PIP-FleetManagement accesses
the backing service DB-Fleets to retrieve the most recent attributes. Depending on the authorization
policy, attributes from multiple PIPs can be requested. The PDP-FleetManagement evaluates the
policies and returns an authorization decision to the PEP-FleetManagement. If the decision is allowed,
the request is forwarded to FleetManagement which will subsequently process the request and return
a result. The result is then returned to the subject. If the decision is denied, an error (e.g., HTTP status

code 403) is returned to the subject.
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Figure 7.4: Authorization Flow for Microservice FleetManagement

When performing a request to a microservice, the microservice might modify the backing service (i.e.,
database) while processing the request. This also applies to attributes relevant for authorization which

are updated. Since the PIP-FleetManagement has direct access to the backing service, the updated
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attribute has an immediate effect on upcoming requests. This is especially important in a cloud
environment in which multiple instances of a microservice run at the same time. The responsibility of
storing and providing the most recent attributes is shifted to the employed backing service, maintaining

separation of concerns.

When realizing the logical authorization components, the authorization sequence depicted in Fig-
ure 7.4 must be maintained. However, the introduced latency should be considered when selecting
technologies (see next section). For example, every request to a PIP introduces latency. Depending on
the frequency of attribute changes, caching attributes at the PDP or PIP can be a feasible strategy to

reduce the overall latency (see future work in Section 9.2).

7.3 Implementation and Test

In the implementation and test phase, the authorization policies introduced in Chapter 5 and Chapter 6
are implemented in a policy language, e.g., Rego. Templates can be used to help a developer implement
authorization policies for a microservice-based application. This allows to enforce common guidelines

and best practices and to reduce the overall complexity for developers.

For the implementation of authorization policies in a policy language such as Rego, the template
should provide a folder structure and pre-defined policies (e.g., default policy). For instance, the
structure for Rego policies presented in Section 5.3 should be provided to developers, ensuring that
all developers operate on the same structure. Furthermore, the implementation template can contain
policy code that is used for multiple microservices. An example of this is the code required for the
verification of access tokens (e.g., JSON Web Token (JWT)). To extract attributes from an access
token, the signature must be validated first so that the origin of the access token can be verified. For
access tokens created using OpenlD Connect (OIDC), this process includes OIDC discovery [SB+23],
which is further elaborated in Appendix A.4. Since this process follows a standard, the code will not
change and can be reused among microservices. Another aspect of the template should be the tool
support required for the local development of authorization policies. This ensures that developers,

that might be responsible for different microservices, have the same tool sets.

Besides the implementation of the authorization policies in a policy language, the policy points
required for the enforcement of authorization policies must be realized. This applies in particular to
the implementation of the PDP and PIPs. An exemplary implementation is presented in the following

section.
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7.3.1 Implement PXPs

The realization of the PEP, PDP, and PIP depends on the respective authorization integration require-
ments and selected technologies. Generally, existing technologies should be employed to realize
the authorization components. However, an inherent challenge of ABAC is the distribution of the
respective attributes to the PDPs that require them [SO17; AQ+18]. This includes the topicality
of attributes, mechanisms such as attribute caching, performance impacts, and secure access to the
attributes. In the context of this thesis, the management of attributes is considered as future work. A

simple solution for the access of attributes is presented in this section using OPA.

By default, the open-source version of OPA only provides an interface to communicate with an HTTP
resource. This allows to retrieve attributes required for authorization. Thus, OPA delivers an option
to act as a PIP out of the box. Since microservices are stateless, the data is stored in a backing
service such as a relational database [VS+19]. The microservice FleetManagement uses a PostgreSQL
database, which is an open source relational SQL database [PG24]. To allow OPA to access the
database, OPA must be extended.

OPA provides a plugin support to extend the OPA runtime and Rego with custom functionality
[OP-Do]. The developed extension provides a new Rego function called pip.sql.query, which is
depicted in line 1 of Listing 7.2. The function accepts two parameters. First, the name of the database
as configured in the respective configuration file. Second, the SQL query. Both parameters must be

provided as strings.

1 result = pip.sqgl.query ("db-rentals", "SELECT x FROM rentable_car")
2

3 —— result

4 result = [

§ {

6 "brand": "test",

7 "location": "123",

8 "model": "testl",

9 "vin": "981238123"

1 ===
13 result = pip.sqgl.query (SELECT EXISTS (SELECT * FROM fleet WHERE fleet_id =
'1'" AND fleet_manager = 'fred.brown@bestrental.com'))

14 result = true/false

Listing 7.2: Database Query Provided by OPA Extension

120




7.3 Implementation and Test

Lines 4 to 10 of Listing 7.2 present the result of a SQL query. The result is returned as a JavaScript
Object Notation (JSON) object which can be accessed in Rego policies. To access the vin attribute,
the term result[0].vin has to be used. When performing SQL requests, the SQL query should be
written to limit the amount of returned results. For example, to evaluate if a user is a manager of a
fleet, a query returning all fleets would create a large overhead in data and traffic. In addition, OPA
would have to go through the results, find the correct fleet_id and compare the fleet_manager attribute
with, e.g., the mail address of a user. Instead, SQL allows creating complex queries which can be
evaluated quickly by the database and return a simple true or false result. An example can be found in
lines 13 and 14 of Listing 7.2.

To configure the OPA extension, the configuration file of OPA must be adapted. An example
configuration of the DB-Fleets of FleetManagement is depicted in Listing 7.3. Multiple databases
can be configured, to retrieve a vast amount of attributes. The configuration of a database requires
two parameters. First, a name for the database (see line 4). This name is used to reference the
database connection when using the command pip.sql.query. Second, the connection URL to access

the database. This URL varies depending on the selected database technology.

1 plugins:

2 pip_sqgl:

3 databases:

4 — name: db-fleets

5 url: "postgresqgl://postgres:password@localhost/postgres?sslmode=
disable"

Listing 7.3: OPA Extension Configuration

To limit the access of the OPA extension (e.g., read access only), the database must be configured
accordingly. An example for PostgreSQL is provided in Listing 7.4. First, the database user is
created in line 1. The user can later be used in the configuration as presented in Listing 7.3. Line 2
creates a limited view on the database fleets, which only allows accessing the column fleet_id and
fleet_manager. Line 3 grants the previously created user to only view the content of the limited view.
This ensures that OPA cannot modify the database.

1 CREATE ROLE opa_user LOGIN PASSWORD 'secretpassword';

2 CREATE VIEW fleetmanager_fleet AS SELECT fleet_id, fleet_manager FROM
fleets;

3 GRANT SELECT ON fleetmanager_fleet TO opa_user;

Listing 7.4: Configuration of the Database
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7.4 Deployment and Operations

In the deployment and operations phase, the microservice must be deployed with the respective autho-
rization components. We consider the deployment to a Kubernetes cluster, a container orchestration
system, in this section. If a PDP is deployed with a microservice to a cloud environment, the PDP
must know which policies to enforce. This is done by retrieving the policies from a policy storage
(also known as policy repository) [HF+14]. Therefore, MAF proposes a mechanism to distribute and
retrieve the authorization policies. In addition, the configuration for the deployment to a Kubernetes
is introduced. This includes a mechanism to collect decision logs for auditing purposes. Finally, the

deployment is run on a cluster.

7.4.1 Distribute Policies

Figure 7.5 introduces a process to distribute authorization policies. The process is triggered by
the development of a new microservice or by updating authorization policies from an existing
microservice. First, the authorization policies are implemented in Rego as described in Chapter 5 and
Chapter 6. Subsequently, the policies are pushed to a Git repository to provide a source of truth for
the authorization policy. For a microservice-based application consisting of multiple microservices,
the policies can all be stored in a central policy Git repository. Storing the policies in a Git repository

allows performing code reviews among developers, as well as introducing approval processes.

If policies are pushed to a Git repository, a dedicated Continuous Integration / Continuous Deployment
(CI/CD) pipeline can be used to automate the process of releasing the policies to a policy registry.
The pipeline displayed in Figure 7.5 includes four steps: First, the code style of the Rego policies is
checked. This guarantees a uniform code structure and can enforce Rego style guides (e.g., use of
snake_case) or the guidelines of a development team or organization. Second, analogous to pipelines
used to build microservices, the policies must be tested before they can be released. If a test fails, the
Rego policies likely contain an error. Hence, the pipeline execution is stopped. Third, if the tests
succeed, the Rego policies are bundled into a single file. Similar to source code which is compiled to
a (single) binary, the Rego policies are bundled into a single .far. gz archive file. The bundle can be
used by an OPA client to load the policies.

To avoid loading the policy bundles manually after each update, which might reduce the service
quality (e.g., due to restarts), OPA provides a mechanism to frequently pull from a policy storage
for a new policy bundle. Therefore, after the pipeline creates the bundle, an additional step pushes
(i.e., uploads) the bundle file to a policy storage. Depending on the organizational requirements, an
approval workflow including a policy audit as proposed by Brossard et al. [BG+17] can be integrated
into the pipeline to avoid accidentally pushing a policy bundle to a policy storage.
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There are several options for policy storages. A policy storage can either be a simple web server
providing the bundle files or as presented in Figure 7.5 an Open Container Initiative (OCI) registry.
OCl introduces a specification for container images which is used for Docker containers [TLF-OCI].
However, this specification can also be used to distribute other artifacts such as Helm charts or OPA
policy bundles. Since microservices are typically containerized into Docker images and pushed to
an OCI registry, the OPA policy bundles can be placed in the same OCI registry. Finally, the OPA
runtime can be configured to frequently pull the required policy bundle. This minimizes downtimes as

no restart of the microservice or OPA is required.

To trust the policy bundles and ensure that no malicious actor modified the authorization policies, the
policy bundles can be signed (e.g., in the CI/CD pipeline). The signature of the policy bundle can
subsequently be verified by the OPA runtime using private/public keys. If the verification of a bundle
signature failed, the old bundle will be used. This can guarantee, that only the policies that went
through an approval process and were published by the pipeline are used for the microservice-based

application.

As introduced before, we propose the use of a Git repository as a source of truth to store the
authorization policies of a microservice-based application. Figure 7.6 depicts an example structure
for the Git repository storing the authorization policies of CarRentalApp. For each microservice,

a dedicated folder is created. Since a microservice can have multiple versions, providing different
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functionality, versioning should be considered for the authorization policies. For example, for
each version, a folder with the authorization policies for that version can be created. The policy
bundle in the OCI registry can then be labeled with the version similar to Docker images (e.g.,

rentalmanagement:v1.0).

carrentalapp/
| FleetManagement/
v1.0/
vl.1/
| RentalManagement/
kvl.O/
v2.0/

| gitlab-ci.yaml

Figure 7.6: Structure for Git Repository Containing Rego Policies

7.4.2 Configure Deployment

To deploy a microservice with the proposed authorization architecture to a state-of-the art cloud
environment, Kubernetes is used. Kubernetes provides an orchestration and management system to
run Docker containers [Ku-Doc]. Today, Kubernetes is a commonly used container orchestration
platform [Pr24] and is provided by cloud providers such as Google Cloud, Microsoft Azure or Amazon
Web Services. Kubernetes deployments are configured declarative through manifest files, which are
written in YAML Ain’t Markup Language (YAML) or JSON syntax. These manifest files describe a
desired deployment state which is to be reached by Kubernetes. However, creating the Kubernetes
manifest files can be cumbersome and complex [ZO+23]. Therefore, tools such as Helm exist to

support the creation of Kubernetes manifests through so-called Helm charts [CN-AS].

Helm Chart
- \ —»Microservice
v= uses configures creates -
HELM—————>Euvoy
values.yaml Kubernetes

—>OPA Manifest Files

Figure 7.7: Configuration Template for Kubernetes Deployment

We propose a Helm chart to reduce the overall configuration complexity of the proposed architecture
(see Section 7.2.2) to support developers and to have a common deployment structure inside an
organization. Figure 7.7 depicts a high-level overview of the proposed Helm chart. The Helm chart

configures the deployment of the microservice container, as well as the Envoy container and the OPA
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opa:
policies: <oci-registry>/FleetManagement:vl1.0
databases:

1
2
3
4 e
5 decision-service: https://<URL>/..
6 env:

7 ISSUER:

8§ microservice:

9 env:

10 envoy:

11

Listing 7.5: Helm Values

container. The Envoy container is configured to be the entry point for incoming requests. In addition,
Envoy is configured to forward the requests to the respective OPA and microservice containers.
OPA is configured to enforce the implemented authorization policies (see Section 7.4.1) and to log

authorization decisions.

A Helm chart typically uses a values.yaml file, which configures specific variables for a deployment.
An example values can be found in Listing 7.5. For the Helm chart used for the proposed deployment
architecture, the location of the authorization policies must be specified (line 2). If OPA should log
authorization decisions, a log server must be provided (line 5). In addition, the connection to databases
must be defined (line 3) and environment variables required by policies, e.g., for token verification,
can be provided. Additional environment variables for the microservice and Envoy can be provided if

necessary (lines 8 to 11).

Auditing Authorization Decisions Auditing is a complementing aspect of access control [SS94].
To allow an audit of the authorization decisions performed in the proposed architecture, the architecture
must be complemented. Figure 7.8 depicts an extension of the deployment architecture presented in
Section 7.2.2. A log collector such as FluentD is added to the UML deployment diagram. FluentD
is a tool used in a cloud native environment such as Kubernetes which allows collecting logs and
forwarding them towards a data sink (e.g., S3 buckets) or a log management tool (e.g., Elasticsearch)
[FP-Wha]. The PDP-RentalManagement must be configured to forward the log decisions to a log
collector such as FluentD. Depending on the configuration, logs can be forwarded in real-time or in

timed batches.

OPA can be configured to forward the decision logs to an arbitrary log collector. The decision logs
are forwarded as JSON documents, which must be accepted by a respective log collector. Listing 7.6
depicts a decision log created by a policy evaluation of OPA. The labels in line 1 allow to uniquely

identify the PDP and its version which created the decision log. Each authorization decision has a
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Figure 7.8: Distribution of Authorization Decision Logs

unique identifier (line 2). The path of the evaluated authorization policies (line 3), the input provided
by Envoy (line 5), and the final result (line 6) are also stored in the decision. Depending on the
sensitivity of the data stored in the input, the values of the input can be individually masked. In
addition, the timestamp (line 7) is stored with the decision.

1 labels = { "id": "UniqueRuntimeID", "version": "0.65.0"}
2 decision_id = "3d9d2554-82db-49el-bff5-c2a0da6d4497"

3 path = "policies/allow"

4 type = "openpolicyagent.org/decision_logs"

5 input = {...}

6 result = true
7 timestamp = "2024-06-20T09:16:50.0234469682"

§ metrics = { OPAPerformanceMetrics}

Listing 7.6: OPA Decision Log

Another aspect of the decision log are metrics recorded by OPA (line 8). The metrics include, e.g., the
amount of time required to evaluate an authorization policy. Together with the rest of the decision
log, in-depth analysis can be performed to evaluate, e.g., the impact of different inputs on the time
required to evaluate a policy.

7.4.3 Run Deployment

The proposed architecture is deployed to a Kubernetes production environment. As described in
Section 7.4.2, the Helm chart is used to configure a Kubernetes deployment. To automate the
deployment, a CI/CD pipeline can be used [TH+21]. As depicted in Figure 7.9, the source code of a
microservice is stored in a Git repository along the configured Helm chart. The CI/CD pipeline is
used to build, test, and deploy the microservice to a Kubernetes cluster. For example, the deployment
can be performed through a central repository containing the Helm charts of a microservice-based

application also known as an umbrella chart.

If a Kubernetes cluster is used, the required authorization components are deployed to a Kubernetes

pod. The pods of a microservice-based application can be managed in a Kubernetes namespace, which
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Figure 7.9: Deployment to a Kubernetes Cluster

provides a mechanism to isolate resources in a cluster. A pod is the smallest deployable unit which
can be managed by Kubernetes [Ku-Doc]. To handle different loads to the proposed architecture,
Kubernetes can scale pods up and down using auto scalers [TD+21]. This allows to manage the
amount of used resources. As presented in Figure 7.9, Envoy, OPA, and the FleetManagement
microservice are each deployed as a Docker container inside the FleetManagement pod. This makes
use of the sidecar pattern, which allows multiple containers inside a pod [BO16]. Thus, if the pod
is scaled up or down, each container is replicated accordingly, realizing the proposed deployment
architecture. In addition, the containers are physically placed close to each other (i.e., on the same
Kubernetes node). This supports the reduction of latency generated by the additional communication

that is introduced by authorization components.

7.5 Summary

This chapter introduces the integration of authorization into a microservice-based application, comple-
menting the creation and implementation of (S2S) authorization policies. The analysis phase elicits
the requirements towards the integration, including general requirements, technological requirements,
and requirements regarding the S2S authorization. These requirements are subsequently realized in
the design phase, which specifies how the components are placed in the software architecture and
in a deployment environment and the authorization flow. The reference architecture by XACML
is considered here. The architecture externalizes the authorization enforcement. In addition, the
architecture does not contain a centralized authorization service. Instead, the PDP is deployed per
microservice, decentralizing the authorization mechanism. This also supports the overall scalability of

the microservice, demonstrated in the deployment and operations phase using a Kubernetes example.
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Finally, an approach to distribute the authorization policies to the PDPs is presented. It allows treating
policies as code artifacts and applying development concepts such as CI/CD. The management of
attributes remains an open topic and constitutes future work. This chapter proposes a first solution
using an extension to OPA. The extension allows accessing attributes by querying a microservice’s

backing service. However, the approach is currently limited to PostgreSQL databases.
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In this thesis, we propose the Microservice Authorization Framework (MAF) to support a systematic
integration of policy-driven authorization in microservice-based applications. The framework includes
three contributions: First, the systematic engineering of authorization policies (C1), which includes the
elicitation of authorization requirements and the implementation of authorization policies. Second, the
development of Service-to-Service (S2S) authorization policies (C2). Third, the systematic integration

of authorization components into a microservice-based application (C3).

To validate the proposed MAF, we follow an empirical validation approach [Sc24; Dul6], using the
CarRental App introduced in Section 1.1 as our exemplary application. The validation approach is

divided into several steps and presented in this chapter.

Section 8.1 introduces the empirical validation in the context of software engineering, which is applied
in this thesis. The considered validation includes four types of validation, of which three are applied to
the MAF. In the subsequent sections, the validation of the respective types is described. In Section 8.2,
the feasibility (Type 0) of the MAF is discussed based on the requirements catalog introduced in
Section 3.1. Section 8.3 discusses the suitability (Type 1) of the MAF. The applicability (Type 2) of

the MAF is elaborated in Section 8.4. Finally, Section 8.5 summarizes the validation.

8.1 Overview and Conducted Steps of Empirical Validation

Durdik [Dul6] and Giessler [Gi18] describe four types of empirical validation. Type O describes the
general feasibility of the contributions proposed by the MAF. Type 1 targets the suitability based on a
consistent example, which is the CarRental App. Type 2 discusses the applicability of the presented
approach. Type 3 evaluates and compares the expected costs created by the application of MAF with
the provided benefits. Figure 8.1 shows an overview of the types of empirical validation in relation to
costs and external validity. The cost (y-axis) implies the monetary or human resources which has to
be applied to perform the validation. External validity (x-axis) describes the generalizability of the

approach outside the laboratory, i.e., in an industrial context [WR+12].
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Cost
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Figure 8.1: Types of Empirical Validation in Relation to Cost and External Validity [Gil8]

Type 0 - Feasibility The Type 0 validation is the simplest form of validation. The feasibility is
evaluated by using fictive examples. Compared to other types of empirical validation, the Type O
validation can be performed effortlessly at low cost (see Figure 8.1). In this thesis, a comparison is
performed between a target state which uses the MAF and a (fictive) present state which does not
use the MAF. The present state is captured using the state of the art on policy-driven authorization in
microservice-based applications applied to a fictive microservice-based application. The target state
uses the systematic integration of authorization proposed by the MAF. The evaluation is performed

based on the requirements collected in Section 3.3.

Type 1 - Suitability Compared to the feasibility, the suitability of the proposed MAF is evaluated
based on a continuous example. The example can still be fictive, as the validation is performed in
a lab context [Dul6]. However, an example with a strong practical (or industrial) context increases
the external validity [Dul6]. In the context of this thesis, the CarRental App presented in Section 1.1
is used as an example application. The contributions provided by the MAF are applied to the
CarRental App by the author and are individually evaluated. The evaluation of the proposed MAF
is performed based on the observation of the results of the application on the example. Compared
to Type 0 validation, the cost of the Type 1 validation is higher, among others, due to the amount of
implementation work performed by the author. However, the application on an example implies a

higher external validity.

Type 2 - Applicability The Type 2 validation is typically implemented in the form of a case
study or an experiment. In this thesis, we focus on a case study. The goal of this case study is the

evaluation of the applicability of a method, when used by the target users [Dul6]. In the case of MAF,
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the targeted users are software engineers, software architects, or developers. Ideally, the case studies
performed in the Type 2 validation are performed in a field environment using a real-world application
scenario, if present. This increases the overall external validity. However, this requires access to a
project in an industrial context, which is difficult to obtain. Additionally, this introduces high costs
(e.g., working time). An alternative solution, in the absence of real-world applications, is the use of
student participants. The use of student participants has been discussed by Tichy [TiO0] and used in
case studies performed by Schneider [Sc24] and Durdik [Dul6]. In this thesis, we follow the work
from Schneider and Durdik, and evaluate MAF with students in the field of computer science. Having
a background and expertise in software engineering, this student sample reflects future target users of

our framework. The overall effort and thus cost increases due to the case study.

Type 3 - Cost-Benefit The Type 3 validation is a cost-benefit analysis introduced by Koziolek
[KoO08]. The cost-benefit analysis requires the development of a microservice-based application in a
field context (e.g., industrial) using the MAF. To evaluate if the proposed MAF provides a benefit,
the Type 3 study must be conducted at least twice. The first case study develops the application
without the proposed MAF. The second case study uses the MAF, accepting the potential costs.
Comparing the costs for both implementations including the (long term) operational costs enables the
assessment of a benefit in cost for the respective business. In addition, the Type 3 study provides a
high external validity based on the real-world scenario. Due to the high costs and time required by a
Type 3 validation and the lack of an industry scenario, the Type 3 validation is not performed in this

thesis.

8.1.1 Threats to Validity

Each type of validation comes with limitations and subsequent threats to the trustworthiness and
validity of the results. Wohlin et al. [WR+12] list four threats to the validity of the experimentation in
software engineering. They differentiate between the validity of the construct, the internal validity,
the external validity, and the reliability validity.

Construct Validity The construct validity targets the construction of the case study. It represents
the extent to which the studied (operational) measures reflect the intentions of the researcher designing

the case study.

Internal Validity The internal validity targets the quality of the results of the experiments. If the
impact of one factor on an investigated factor is researched, there is a risk of a third factor also having
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an impact on the investigated factor. The extent to which one or multiple factors have an impact on

the investigated factor is a threat to internal validity.

External Validity The external validity is concerned with the generalizability of the results of
the case study. This targets the extent to which the scenario of the case study can be applied to an

industrial scenario.

Reliability Validity The reliability validity considers to what extent the results of an case study
are dependent on the specific researcher. Ideally, if another researcher performs the experiments, the

results should be identical.

8.1.2 Goal Question Metric Approach

The Goal Question Metric (GQM) approach has been introduced by Basili et al. [BC+94] and aims at

improving the measurement of results in software engineering.

The GQM approach introduces three levels, which are presented in Figure 8.2. First, the conceptual
level defines a goal, which is an object of measurement such as products (e.g., artifacts, deliverables),
processes (e.g., software related activities), and resources (e.g., items used by processes, hardware).
Second, the operational level describes a set of questions used to characterize the assessment of a
specified goal. Third, the quantitative level creates a metric which is associated with a question. The
data provided by the metric can be objective or subjective. The data is objective if it does not depend
on the viewpoint it is taken from. The data is subjective if it depends on the viewpoint from which it

is taken (e.g., user satisfaction).

Goal 1 Goal 2

Question ] [ Question ] [ Question ] [ Question ] [ Question

[ Metric ] [ Metric ] [ Metric ] [ Metric ] [ Metric ] [ Metric ]

Figure 8.2: Hierarchical Structure of the Goal Question Metric Approach According to Basili et al.
[BC+94]

Table 8.1 provides an example of the application of the GQM approach. The table is structured using

the goal in the first row. The questions and metrics are alternated, located below the goal. The goal

is defined by specifying a purpose, an issue, a process, and a viewpoint. Subsequently, the goal is
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Goal Purpose Improve
Issue the timeliness of
Object (Process) change request processing
Viewpoint from the project manager’s viewpoint
Question What is the current change request processing
speed?
Metrics Average cycle time

Standard deviation
% cases outside of the upper limit

Question Is the performance of the process improving?
Currentaveragecycletime 100
Baselineaveragecycletime

Subjective rating of managers’ satisfaction

Metrics

Table 8.1: Example Application of Goal Quest Metric [BC+94]

refined into a set of questions. Each of the questions can be measured using one or multiple metrics.

The same metric can be used for multiple questions.

8.2 Type 0 - Feasibility

This section describes the first step of the validation approach, the Type 0 validation. The validation
of the feasibility compares the results of the developed MAF with the state of the art presented in
Section 3.2. To structure this, we rely on the requirements presented in Section 3.1. In the following,
the fulfillment of each requirement is discussed separately. In addition, Table 8.2 visualizes an
overview of the assessment. A completely fulfilled requirement is marked by @. If a requirement is
only partly fulfilled, the symbol Qs used. A requirement that is not fulfilled by the related work is
presented with the symbol O.Ifa requirement is not applicable to a publication, the character / is

used.

R1 - Embedding Authorization Into Development The embedding of authorization into the
development of a microservice-based application ensures that the aspect of authorization is considered
throughout all phases of the Software Development Life Cycle (SDLC). Authorization should not
be considered as an afterthought, e.g., in the implementation and test phase. The contributions of
MAF span through the phases of analysis, design, implementation and test, and deployment and
operations. Authorization is considered to be an essential aspect of each development phase. The
development of authorization policies (C1 and C2) contains new authorization-related artifacts for
the analysis, design, and implementation and test phase. The introduced authorization artifacts are
systematically created and rely on previously created development or authorization artifacts. The

overall integration of authorization into the microservice-based application (C3) is also considered
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R1 - Embedding Authorization Into

Development
R2 - Definition of Authorization

Requirements
R3 - Fine-Grained Authorization

R4 - Service-to-Service
RS - Externalized Authorization
R6 - Decentralized Authorization

Authorization

[NJ+18] Fine-Grained Access Control for
Microservices

O
[
[
®
O

[SH+21] ThunQ: A Distributed and Deep Au-
thorization Middleware for Early and Lazy O
Policy Enforcement in Microservice
Applications

[BG+17] A Systematic Approach to
Implementing ABAC O O o / L D) O

[XP+12] Automated Extraction of Security
Policies from Natural-language Software [ ) [ ) O / / /
Documents

[XZ+23] Log2Policy: An Approach to Gen-
erate Fine-Grained Access Control Rules for | © / O [ O [
Microservices from Scratch

[LC+21] Automatic Policy Generation for C) / C) ® C) ®
Inter-Service Access Control of Microservices

Microservice Authorization Framework o o o o o o

Table 8.2: Results of the Type 0 Validation

as a task which is performed throughout all development phases. Therefore, the MAF considers
authorization holistically throughout the development of a microservice-based application, fulfilling

requirement R1.
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R2 - Definition of Authorization Requirements The creation of authorization requirements
forms the foundation for the integration of authorization into an application. An authorization
requirement should define who is allowed to perform an operation on a given target and under
which circumstances the operation can be performed [Fi03]. MAF introduces the authorization
requirement as the central authorization artifact in the analysis phase. The goal of the artifact is
the extraction of authorization knowledge, which is contained in the functional requirements. Thus,
functional requirements, such as use cases, which define what a user should be able to do with an
application are analyzed and the authorization related aspects extracted. This includes the aspects
relevant to ABAC, such as the subject, the action, the object, and the conditions. The authorization
requirements are formatted into a template, which can be adapted depending on the requirements of the
employed development approach. Authorization requirements are the crucial input for the subsequent
development of fine-grained authorization policies. Therefore, requirement R2 is considered to be
fulfilled by the MAF.

R3 - Fine-Grained Authorization Fine-grained authorization allows performing authorization
decisions on a granular level. This is required to realize principles such as the principle of least
privilege. Access should only be allowed when necessary to perform business logic. Attribute Based
Access Control (ABAC), which is employed by MAF, is generally considered to allow fine-grained
authorization. To achieve this, ABAC utilizes attributes that stem from the subject, the object, or
the environment and allows comparing attributes to create a higher degree of granularity [AQ+18].
However, for the MAF to provide fine-granularity, authorization policies are created. The authorization
policies are introduced as an authorization artifact in the design phase. Developers are supported
with a systematic approach to create authorization policies. The foundation of the authorization
policies are the authorization requirements created during the analysis phase. In addition, Application
Programming Interface (API) specifications are used as input for authorization policies, since they
define how an object is structured and how it can be accessed. Based on the authorization policies
created in the design phase, the policies can be implemented in an policy language. This thesis
proposes the use of the Rego policy language, which allows treating a policy as regular code artifacts.
By creating fine-grained authorization policies, the requirement R3 is considered to be satisfied by
MAF.

R4 - Service-to-Service Authorization Moving from a monolithic architecture towards a
distributed architecture, such as the microservice architecture, creates communication between the
components of the architecture [Ne15]. This is inherently the case in microservice-based applications
consisting of multiple microservice. While the single responsibility principle should generally be
applied to a microservice, in some cases, communication to other microservices is necessary to

provide business logic. With the additional move towards zero trust, these requests should never be
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trusted, e.g., due to apparent proximity of the microservices. Instead, S2S requests should always be
authorized. Therefore, S2S authorization is an integral part of the MAF (see Chapter 6). For every
S2S request occurring after a user interaction, a fine-grained S2S authorization policy is created. To
achieve the granularity, the authorization requirements are used. S2S requests that do not depend upon
user interaction are briefly addressed, as they heavily depend on the design of the microservice-based
application. With the development of S2S authorization policies as part of MAF, requirement R4 is
considered to be fulfilled.

R5 - Externalized Authorization Externalized authorization allows separating the logic required
for authorization from the business logic [HF+14]. This improves the overall flexibility and maintain-
ability of the microservice-based application. If an aspect of authorization changes, the authorization
policy can be adapted without having to build, test, and deploy the microservice again. In addition, the
logic of a microservice can be re-used in different scenarios using different authorization policies. To
provide the externalized authorization, MAF applies the eXtensible Access Control Markup Language
(XACML) reference architecture to every microservice of a microservice-based application. This
requires an extension of the microservice architecture, which is performed in the design phase and
subsequently realized in the implementation and test phase. Every microservice has a Policy Enforce-
ment Point (PEP) (e.g., Envoy), Policy Decision Point (PDP) (e.g., Open Policy Agent), and access to
several Policy Information Points (PIPs). This allows to remove the authorization logic completely
from a microservice. In addition, the components required for authorization can be quickly scaled
up and down when deployed as sidecars to the microservice. With the complete externalization of

authorization logic from microservices, the requirement R5 is fulfilled by MAF.

R6 - Decentralized Authorization The final requirement is the decentralization of the autho-
rization. Having a centralized authorization service creates a single point of failure in the overall
architecture [PS+21]. If the authorization service is unavailable or compromised, the business logic of
the application cannot be provided to a user or sensitive data might be leaked. To remove a single point
of failure from a (distributed) microservice-based application, MAF decentralizes the authorization
mechanism by providing a PDP for every microservice. Since the PDP can be run as a small and
lightweight sidecar, the authorization decisions are performed distributed in the microservice-based
application. However, the location of the authorization policy storage should be considered. If a single
location is used for storing authorization policies that can be retrieved by the PDP, a single point of
failure can be created. This must be considered when deploying the authorization extension provided
by MAF. Overall, the authorization decisions are performed decentralized, fulfilling requirement
R6.
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Summary

As presented in Table 8.2, MAF fulfills all requirements created in Chapter 3. This is done by
employing a holistic view of authorization across the development phases of a microservice-based
application. However, the Type 0 validation is a theoretical evaluation of the requirements and relies on
the evaluation by the author. This does inherently include a subjective assessment of the requirements.

Hence, in the following, a Type 1 validation is performed to demonstrate the suitability.

8.3 Type 1 - Suitability

To perform the Type 1 validation, the MAF is applied to two applications. First, the microservice-based
application CarRental App that has been used as an example throughout this thesis. The CarRental App
has been developed following the development process proposed by Schneider [Sc24]. Second, an
excerpt of the TrainTicket application [ZP+18]. TrainTicket is a microservice-based application that

has been developed for benchmarking purposes by Zhou et al. [ZP+18].

The Type 1 validation is structured into six parts. First, Sections 8.3.1 to 8.3.3 apply the MAF
contributions to the CarRental App. Section 8.3.4 demonstrates a comparison between externalized
authorization and internalized authorization in the context of the CarRental App. A brief overview of
the application MAF to the TrainTicket application is introduced in Section 8.3.5. Finally, the threats
to validity following Wohlin et al. [WR+12] are addressed in Section 8.3.6.

8.3.1 C1 - Authorization Policy Development

Overall, the CarRental App consists of nine use cases which are performed by two actors, a fleet
manager and a customer. The use cases are further specified into use cases descriptions following
a uniform template [Co00]. These use cases and the respective use case descriptions serve as an
input for the derivation of nine authorization requirements. As presented in Section 5.1, this is the
optimal case due to the structure of the use cases of CarRental App. However, two difficulties occurred
during the derivation. First, an ambiguous identification of an object name, e.g., "Customer Rentals".
Second, the identification of the relevant conditions. Both of these issues could be addressed in the
design phase by analyzing the realization of the respective use cases in the design artifacts (i.e., API
specification). The CarRental App is developed with a systematic development approach. Therefore,
for every authorization requirement, a single API endpoint is created. In the case of CarRental App,
two microservices FleetManagement and RentalManagement are created. Each microservice has a
gRPC API. With the help of the API specifications, the authorization requirements are transformed
into authorization policies. To identify the actors fleet manager and customer, Keycloak is introduced
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as an open-source Identity and Access Management (IAM) system [KA-Doc]. Customers and fleet
managers are registered inside Keycloak and each have a role called customer and fleetManager
respectively. Finally, the authorization policies are implemented in the policy language Rego. To
retrieve the required attributes, the PostgreSQL databases of FleetManagement and RentalManagement
are accessed by Open Policy Agent (OPA). In total, this results in nine Rego policy implementations,

consisting of 20 rules.

8.3.2 C2 - Service-to-Service Authorization Policy Development

As presented in Figure 8.3 the application CarRental App consists of three microservices. Next to
the known microservices FleetManagement and RentalManagement, the microservice Car is part
of the CarRentalApp. The microservice Car provides information about cars for a given Vehicle
Identification Number (VIN). To provide this information, the microservice Car relies on an external
system ES-ConnectedCars. The external system is provided by a third-party service provider (e.g., Car
manufacturer). By applying the MAF to the design artifacts of the CarRental App, the S2S requests
between the microservices are identified. Therefore, all orchestration diagrams are analyzed. In
total, there are four S2S requests. The microservice FleetManagement performs two S2S requests
to the microservice RentalManagement. These requests occur, if a car is added or removed from a
fleet. In addition, the microservices FleetManagement and RentalManagement communicate with the
microservice Car if car information is retrieved. However, as mentioned in Section 4.2.2, the S2S
requests that are covered by the MAF are limited to the requests that occur between microservices of
the microservice-based application. Therefore, the requests between the microservice Car and the
external system ConnectedCars are not considered. The microservice Car must therefore follow the

authorization specifications of the external service ConnectedCars.

Analogous to the implementation of the authorization policies presented in the previous section,
the S2S authorization policies are implemented in the policy language Rego. The implementation
of the S2S Rego policies allows reusing existing Rego rules, e.g., subject_is_fleet_manager. All
microservices of CarRentalApp are implemented in Golang. To support S2S authorization, MAF
requires the microservices to support identity propagation. Overall, five lines of code had to be
added to the code base of the microservices FleetManagement and RentalManagement to support
identity propagation. In addition, API keys are used by the CarRental App to authenticate S2S requests.
The logic required to handle API keys added three additional lines of code to the microservices
FleetManagement and RentalManagement. Although lines of code are not the most significant metric,

it indicates that the changes to a microservice required to support S2S authorization are minimal.
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8.3.3 C3 - Authorization Application Integration

Following the integration of authorization into a microservice-based application results in the soft-
ware architecture of CarRental App as depicted in Figure 8.3. Each microservice has its dedicated
authorization components. The microservice Car does not require a PIP because it does not store
any data. Instead, the PDP-Car accesses the PIP-FleetManagement to evaluate if a car is part of
the fleet of the fleet manager. CarRental App uses OpenID Connect (OIDC) provided by the IAM
system Keycloak [KA-Doc]. After the subject is authenticated, it receives an access token. The access
token is included in all requests performed by the subject. To validate the received access tokens,
the PDP-FleetManagement, PDP-RentalManagement, and PDP-Car will perform OIDC discovery
[SB+14] and retrieve the required keys (see Appendix A.4). As presented in the previous section,
the external system ES-ConnectedCars is outside the control of the CarRental App and defines its

authorization mechanism. Thus, no authorization components are added to the ES-ConnectedCars.

The CarRental App completely externalizes the authorization. Besides the support of identity propaga-
tion, the microservices do not contain any logic required for authorization. Instead, the microservices
only provide their business logic through an API. The CarRentalApp is deployed inside Docker
containers. OPA is used as a PDP. The PEPs are realized through the Envoy API proxy, which are
configured to forward requests to the respective OPA instance. The microservices are either deployed
using Docker compose [Do-Do] or Kubernetes [Ku-Doc]. In both cases, each microservice is de-
ployed with an instance of the Envoy proxy and OPA. This allows individual scaling and decentralizes
the authorization decision in the application. The authorization policies implemented in Rego are
managed in a Git repository and directly mounted into the respective OPA Docker containers.

Impact on Performance By integrating the authorization components into the CarRental App,
additional communication is introduced (see Section 7.2.3). This communication is inherent when
aiming for externalized and decentralized authorization. To determine the impact of the additional
communication on the performance of the microservice-based application, various metrics can be
collected [GL+18]. In this section, the response time introduced by the additional communication is
examined. Response time has an impact on how the user experiences the interactions with the system

[DB13]. A common practice to determine response time is so-called load testing [Me02].

To perform the load tests, the load testing tool k6 by Grafana labs is used [GL-k6]. k6 allows
specifying load tests using JavaScript. To evaluate the additional response time, the load tests are
applied to four configurations of CarRental App. First, as a baseline, the requests are performed to
the CarRentalApp without any authorization mechanism. Second, the authorization components
are added without S2S authorization. Third, S2S authorization is added to the second environment.
Finally, the authorization components are added, including S2S authorization and the TokenHider

introduced in Section 6.4. For each configuration, 1000 requests are performed to the microservice
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Figure 8.3: Software Architecture of CarRental App with Authorization Components

FleetManagement. The requests reflect the use cases List Cars in Fleet and Remove Car From Fleet,
which are performed by a fleet manager and are implemented by the RPCs ListCarsInFleet and
RemoveCarFromFleet respectively. The RPC RemoveCarFromFleet is a S2S request between the
microservice FleetManagement and the microservice RentalManagement.

For the execution of the load tests, the CarRental App is deployed using a Docker environment on a
desktop machine with an AMD Ryzen 5 3600XT (6 core @ 3.80 GHz) processor with 32 GB RAM.
The requests are performed sequentially. Every microservice, including the authorization components,
is deployed in a separate Docker container. During the execution of the load tests, the authorization
components do not exceed their assigned resources. The results of the load tests are presented in a bar

chart including an error bar (standard deviation) in Figure 8.4.

For the RPC ListCarsinFleet, the median response time without authorization is 1.5 ms. When
including the authorization components, the median response time increases to 3.8 ms. This means an
increase of 2.3 ms introduced by the authorization components. The increase in response time can
be explained by the additional requests. Compared to the baseline (i.e., direct access), four requests
are required in total by the proposed architecture. However, this is inherent when externalizing and
decentralizing the authorization mechanism. Since the RPC ListCarsinFleet does not include a S2S

request, the introduction of S2S and the TokenHider has no effect on the median response time.

Considering the RPC RemoveCarFromFleet, the baseline without authorization has a median response
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Figure 8.4: Median Response Times for 1000 Requests

time of 8 ms. Introducing authorization components without S2S authorization increases the median
response time to 11 ms. This increase of 3 ms is consistent to the increase that can be observed for
the RPC ListCarsinFleet. When introducing S2S authorization, the response time increases to 15
ms. Overall, externalized authorization including S2S authorization introduces 7 ms compared to the
baseline. The TokenHider, has a negligible effect on the median response time, with an increase in the

median response time to 15.13 ms.

In addition to the response time, the resource consumption of the additional components should be
analyzed. This allows to determine the overall cost introduced by the proposed architecture. However,

this is considered to be future work (see Section 9.2).

8.3.4 Comparison of Externalized Authorization with Internalized Authorization

To compare the externalized authorization introduced by MAF, a version of the CarRental App with
internalized authorization has been implemented. Therefore, instead of implementing the authorization
policies created throughout the design phase in the policy language Rego, the authorization policies
are realized inside the code of the respective microservice. Figure 8.5 depicts the implementation

architecture of the CarRental App’s microservices. The implementation architecture is proposed by
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Schneider [Sc24] and influenced by the hexagonal architecture [Co05] and clean architecture [Mal2].
The primary structure of the business logic provided by the microservice is presented on the left
side. It consists of three parts: First, the API contains the API controller, responsible for managing
incoming requests. Second, the logic part implements the business logic (i.e., operations) and contains
the model of the microservice. Third, the infrastructure part provides access to backing services (e.g.,
relation databases such as PostgreSQL). To provide internalized authorization, the implementation
targets a loose coupling. Therefore, for each part of the implementation architecture presented
on the left side of Figure 8.5, a corresponding part is provided in the internalized authorization
extension on the right side. The API part provides the functionality to extract and validate incoming
tokens. Furthermore, the extraction of the subject from the access token is provided through the
SubjectExtractor. The i-authz_logic part contains a function deciding the access for every operation in
the logic part. In addition, a model defining the subjects (e.g., fleet manager) is introduced. Finally, the

i-authz_infrastructure part provides the required attribute data to evaluate authorization decisions.
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Figure 8.5: Implementation Architecture Used for Internalized Authorization

Effectively, each authorization policy results in a so-called decider function in the i-auth_logic.
Listing 8.1 presents an example of a decider function for the use case List Cars in Fleet. The function
is called by the i-authz_api part, if a request arrives at the API controller. The function receives
a fleetManager and a fleetID as parameters. First, the fleet object is retrieved from the repository
(lines 2 to 6). If an error occurs, the request is denied by returning false (line 5). To evaluate if the
requesting subject is the fleet manager of the requested fleet, a comparison is performed (line 8) and
subsequently returned (line 9). Depending on the outcome of the comparison, the request is either

allowed or denied.
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1 func (auth IAuthZDecider) DecideFleetManagerListCarsInFleet (fleetManager
subjects.FleetManager, fleetID string) bool {
fleet, err := auth.fetcher.GetFleet (fleetId)
if err != nil {
log.Print (err)
return false
}
// FleetManagerAssignedToFleet
fleetManagerAssignedToFleet := fleet.FleetManager == fleetManager.Email
return fleetManagerAssignedToFleet

© ® N9 O L» B W N

Listing 8.1: Function to Decide Use Case "List Cars in Fleet"

By employing the proposed implementation architecture, the authorization policies created by using
contributions C1 and C2 can be realized inside the microservices. However, two limitations of
implementing the authorization internally are introduced in the following. First, for the microservice
to perform fine-grained authorization using the authorization policies created during the design phase,
attributes are required. If attributes required for authorization are not managed by the respective
microservice, the microservice must retrieve the attributes from another microservice. In addition, the
microservice must have an understanding of how the required attributes and entities are structured.
This introduces information not necessarily required by the microservice. The attributes managed by
another microservice must be retrieved. If an API providing the required information exists, an API
request can be performed. This creates additional S28S requests. Otherwise, a new API endpoints must
be created or the backing service maintaining the database must be accessed to retrieve the attributes.
All options create a coupling between different microservices, which contradicts the overall idea of a

loosely coupled microservice architecture.

Second, by implementing the authorization inside the microservice’s source code, the maintainability,
and reusability of the microservice is reduced. Whenever an aspect of the authorization logic changes,
the code of the microservice must be adapted, tested, compiled, and deployed again. In addition, if a
microservice were to be used in different applications or settings, the source code must be adapted.
This also requires an understanding of the programming language and the implementation structure of

the microservice.

Overall, internalizing the authorization allows realizing the authorization policies created during
the design phase inside the microservice’s source code. While the internalization contains major
drawbacks, for smaller applications and development teams, it might be a viable option as it limits
the complexity introduced by the deployment (e.g., configuration of components). In addition, if
the internalized authorization is introduced loosely coupled into the microservice as presented in

Figure 8.5, the effort required to migrate to externalized authorization is limited.
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8.3.5 Applying MAF to TrainTicket Application

To further examine the suitability of the solutions provided by MAF in an application that is not
developed by the author, the microservice-based application TrainTicket [ZP+18] is used as a fully
functional, second example application. Therefore, the contributions of MAF are applied to a selected
use case of the TrainTicket application and, since the TrainTicket application is a fully working

application, the possibility of a retrospective application of MAF is presented.

TrainTicket is a fictional application that provides the functionality to buy train tickets as well as other
amenities (e.g., seat reservations, snacks) [ZP+18]. The microservice-based application consists of
41 microservices. The documentation and code are provided through a GitHub repository [FS-Tra].
Most of the microservices are developed using Java. TrainTicket utilizes an internalized authorization
mechanism based on Spring Security [Sp-Aut]. In addition, authorization is performed using Role
Based Access Control (RBAC) based on roles contained inside a JSON Web Token (JWT).

Unfortunately, the TrainTicket application does not provide any analysis artifacts, describing the
functional requirements of the TrainTicket application. The design artifacts are also limited to an
abstract overview of the software architecture of the application. Therefore, based on the interaction
with the TrainTicket application, a use case has been extracted that includes several S2S requests. The
respective analysis and design artifacts have been created for this use case to allow the derivation of
the authorization artifacts introduced by MAF. The use case is called Pay a Reservation Using an
External Payment Provider. It allows a customer of TrainTicket to search for an existing reservation
and pay for it by clicking on a button. If the customer has not enough money in the account, the
customer is forwarded to a third-party payment provider. The respective use case description can be

found in the Appendix in Listing A.6.

Three microservices are involved in performing the respective use case. The microservice ts-inside-
payment-service receives the request to pay an order from a customer. The microservice will then
perform a S2S request to retrieve the order from the microservice ts-order-service. If the customer does
not have enough money in their account, an additional S2S request is performed to the microservice ts-
payment-service. After a successful payment, the order is updated, performing an addition S2S request
to the ts-order-service. An overview of the orchestration definition is presented in the Appendix in
Figure A.2. By applying the MAF to create authorization policies, one authorization policy and three

S2S authorization policies are created. The authorization artifacts are presented in Appendix A.5.1.

The authorization policies are implemented in the Rego policy language. To apply the architecture
proposed in Chapter 7, the selected microservices of TrainTicket do not require code modifications.
The internalized authorization mechanism can be left in place. By default, the microservices support

identity propagation, which is also used by the internalized authorization mechanism.
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To measure the impact on response time of the TrainTicket application, load tests are performed
using the load testing tool k6 as presented in Section 8.3.3. Overall, 1000 requests to pay an order
are sent to the microservice ts-inside-payment-service. Each of these request will result in three
S2S requests. Similar to before, five deployment configurations are compared with each other: As
a baseline, TrainTicket is used with the included internalized authorization. Second, the baseline is
extended by API proxies. Third, the architecture proposed in Chapter 7 is used without a PIP. Fourth,
the PIPs are added to the architecture. Fifth, the TokenHider is used. Analogous to the load tests
for CarRental App, for the execution of the load tests, the TrainTicket is deployed using a Docker
environment on a desktop machine with an AMD Ryzen 5 3600XT (6 core @ 3.80 GHz) processor
with 32 GB RAM. During the execution of the load tests, the Docker containers did not exceed their
allocated resources.
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Figure 8.6: Median Response Time Impact of Applying MAF to TrainTicket

Figure 8.6 depicts the results of the load tests including an error bar (standard deviation). The baseline
has an median response time of about 17 ms. Adding Envoy API proxies to the microservices has
a negligible impact on the median response time. When introducing the externalized authorization
using OPA without a PIP, the median response time is increased to 22 ms. Introducing a PIP to the
deployment leads to an increase of 7 ms to a median of 31 ms. Finally, introducing the TokenHider
adds an addition of 3 ms to the median response time. Introducing the PIP to the deployment has the
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most significant impact on the response time. For this setup, the microservices act as PIPs themselves
and OPA will request the data from the respective microservice (e.g.,ts-order-service). This solution
is likely to introduce more response time than others, as the TrainTicket microservices using Java are

rather slow, as can be seen in the baseline response time when compared to CarRental App.

By applying MAF to an existing application, the suitability for the use in existing applications can be
shown. However, as can be seen in the example of TrainTicket, the respective analysis and design

artifacts must be created to derive the knowledge required to specify authorization policies.

8.3.6 Threats to Validity

To put the demonstrated suitability of MAF on the developed CarRentalApp and the external
TrainTicket App into perspective, the threats to validity of the suitability are discussed in this section.
To structure this, the threats to validity introduced in Section 8.1.1 by Wohlin et al. [WR+12] are

used.

Construct Validity A first threat to construct validity is introduced by the definition of suitabil-
ity. While this section showed that the contributions of MAF can be applied to two applications
successfully, further metrics beyond measuring success of implementation and response time could
be investigated. Another threat is the application of MAF by the author. This includes, for instance,
implicit assumptions and additional knowledge by the author.

Internal Validity The internal validity can be limited by unaccounted third factors that increase
success of the implementation of the contributions to the selected applications. For instance, the

design and structure of the use cases can favor the derivation of authorization requirements.

External Validity The extent of the external validity is limited by the premises of a structure-
preserving engineering approach for the development of a microservice-based application and the
definition of structured functional requirements (e.g., use cases). For instance, if there is no docu-
mentation in the analysis and design phase such as in the TrainTicket application, developing the
authorization artifacts required to implement authorization policies is impossible. In addition, if a
transfer between artifacts, e.g., a functional requirement and an authorization requirement, cannot be
performed using a one-to-one mapping, the artifacts must be further investigated to extract the required
ABAC information (see Section 5.1). However, the internalized implementation of the authorization
presented in Section 8.3.4 shows the generalizability of aspects of the contributions C1 and C2 in a

microservice-based application using internalized authorization.
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Reliability Validity The reliability validity can be influenced by the differences in results between
developers. An important aspect of the development is the derivation of authorization requirements
throughout the analysis phase. Identifying what is relevant for authorization and what is not can be
challenging at this early development stage. In addition, there are several degrees of freedom when it
comes to the derivation of authorization artifacts (e.g., naming, identification). We aim to limit these

degrees of freedom by providing guidelines (e.g., style guide).

8.3.7 Summary of Type 1 Validation

The Type 1 validation regards the suitability of the proposed solution. In the case of MAF, the
suitability has been shown in Section 8.3 by applying MAF to CarRental App and TrainTicket. The
primary limitation is the development approach and the respective development artifacts used for
the microservice-based application development. When deploying an application using MAF in an
production environment, metrics besides the response time should be considered. The greatest threat
to validity is posed by the use of the MAF by the author. To address this, the applicability of the MAF
is explored subsequently by performing a case study in which developers have to apply MAF to an
excerpt of the CarRental App.

8.4 Type 2 - Applicability

The Type 2 validation aims at evaluating the applicability of the MAF. Therefore, a case study with
15 participants is performed in the context of the development of the microservice-based application
CarRental App. The case study investigates if the MAF supports developers with the implementation
of authorization policies. The definition for a case study by Runeson et al. [PM+12] described in the
following is employed for Type 2 validation.

Case study in software engineering is an empirical inquiry that draws on multiple sources
of evidence to investigate one instance (or a small number of instances) of a contempo-
rary software engineering phenomenon within its real-life context, especially when the
boundary between phenomenon and context cannot be clearly specified. (Runeson et al.
[PM+12, p.12])

For the case study, the GQM approach is used as a vehicle to measure and interpret the results. The
goals are introduced in Table 8.3 and follow the structure proposed by Basili et al. [BC+94]. The first
goal aims at evaluating the applicability of the systematic development of user authorization policies
from the viewpoint of a software engineer. This goal targets the contribution C1, which proposes

an approach to the development of authorization policies. In contrast, the second goal evaluates

147



8 Validation of the Contributions

the applicability of the systematic development of S2S authorization policies from the viewpoint of
a software engineer. The goal G2 targets the contribution C2, which provides an approach to the

systematic development of S2S authorization policies.

The applicability of the contribution C3 regarding the integration of authorization into the microser-
vice architecture is not evaluated because the integration of the authorization components into the
microservice-based application can be performed by introducing templates. In an organization using
MAF, these templates can be created once and reused for multiple applications, removing repetitive
work (see Chapter 7). In the case study, the participants receive a working application which only

requires the implementation of the authorization policies.

Goal G1

Purpose Evaluate

Issue the applicability

Object of the systematic development of authorization policies

Viewpoint from the software engineer’s point of view

Goal G2

Purpose Evaluate

Issue the applicability

Object of the systematic development of service-to-service authorization poli-
cies

Viewpoint from the software engineer’s point of view

Table 8.3: Goals for the Case Study

8.4.1 Goal Question Metric Plan

A plan for the GQM (see Section 8.1.2) is created to measure the results of the case study. For each
goal, a set of questions is created to achieve the goal. As described by Koziolek, for each question
the metrics used to answer the question are formulated [KoO8a]. Depending on the question type,
either objective collected data (e.g., performance metrics) or subjective data (e.g., user satisfaction on

a Likert scale) in the form of questionnaires can be used as metrics.

The subsequent paragraph presents the GQM plan for the goals presented in Table 8.3. For Goal G1,
four questions (Q1.1 - Q1.4) are asked. Each question has at least one metric (M). For Goal G2, three
questions (Q2.1 - Q2.3) are asked. As with goal G1, each question has at least one corresponding
metric. An overview of the GQM plan is depicted in Appendix A.5.2.
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G1 Evaluate the applicability of the systematic development of authorization policies from the

software engineer’s point of view.

Q1.1 Can the authorization requirements correctly be derived from analysis artifacts and formu-
lated using the guidelines of the MAF?

M1.1 % of correctly created authorization requirements.

Q1.2 Can the authorization policy correctly be created using the guidelines of the MAF?
M1.2 % of correctly derived authorization policies per authorization requirement.

Q1.3 Can the authorization policy correctly be implemented using the guidelines of the MAF?
M1.3 % of correctly implemented authorization policies.

Q1.4 Does the MAF support the software engineer to create authorization policies?

M1.4 Perceived ease to create authorization artifacts (for each authorization artifact, Likert
scale 1 to 5).

M1.5 Perceived support provided by the guidelines to create authorization artifacts (for

each authorization artifact, Likert scale 1 to 5).

G2 Evaluate the applicability of the systematic development of S2S authorization policies from the

software engineer’s point of view.

Q2.1 Can the S2S requests be correctly identified and subsequently be transferred into autho-

rization policies?
M2.1 % of correctly detected S2S interactions.
M2.2 % of correctly created S2S authorization policies.

Q2.2 Can the S2S authorization policies correctly be implemented using the guidelines of the
MAF?

M2.3 % of correctly implemented S2S policies.
Q2.3 Does the MAF support the software engineer to create S2S authorization policies?
M2.4 Perceived ease to create S2S authorization artifacts (Likert scale 1 to 5).

M2.5 Perceived support provided by the guidelines (Likert scale 1 to 5).
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To determine the correctness of the created artifacts, the solution of applying MAF to the CarRental App
created in the Type 1 validation is selected as reference. If the content of the participants’ solution
aligns with the sample solution, the solution is considered as correct. This includes minor syntactical
errors (e.g., upper or lower case errors). However, if there are differences on a semantic level, such as

the identification of the wrong object, the artifacts are considered as false.

8.4.2 Case Study

The case study aims at answering the questions introduced by the GQM plan in the previous section.
The case study is performed with students attending the courses "Praxis der Softwareentwicklung"
(PSE), "Teamprojekt Softwareentwicklung" (TES), "Web-Anwendungen und Serviceorientierte Ar-
chitekturen (I)", and "Web-Anwendungen und Serviceorientierte Architekturen (II)". In the case
study, the participants have to develop an excerpt of the authorization artifacts of CarRental App. The
excerpt is limited to the use cases Add Car to Fleet, Rent a Car, List Customer Rentals, and List Car

Rentals.
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Figure 8.7: Setup of the Case Study

Figure 8.7 presents an overview of the case study’s setup. First, the participants are asked to
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attend a lecture, which provides an overview on authorization and introduces the concepts of MAF.
Subsequently, each participant receives a case study sheet (see Appendix A.5.2) and a case study
repository and is asked to perform the case study individually at home in a personal environment.
The case study sheet structures the case study for the participants into four phases, indicates the
task descriptions, and informs the participants about the expected duration and compensation of
the case study. In the first phase, the Preparation phase, the participants are asked to complete a
general questionnaire about their academic background and their overall knowledge of authorization
and microservices. In addition, the participants are instructed to prepare their local development
environment required for the subsequent phases. Therefore, the participants must download and set up
the case study repository, which is described further in the next paragraph. Following the preparation,
the participants are prompted to develop the authorization artifacts for the selected use cases in
the Development of Authorization Policies phase. This includes the authorization requirements,
the authorization policies, and the Rego policy implementations. Following the creation of the
authorization artifacts, the participants have to fill out a questionnaire related to the artifacts. In the
subsequent Development of S2S Authorization Policies phase, the participants are required to create
the S2S authorization artifacts. Similarly, a questionnaire related to the S2S artifacts is provided
to the participants. Finally, in the Feedback phase, participants are required to answer a feedback
questionnaire to evaluate the overall approach provided by MAF. After the participants finished
the case study, the participants are asked to upload the case study sheet containing the answered
questionnaire and the case study repository to an online file storage. This upload happens anonymously

so that no information can be obtained about the participants and ensure privacy.

Next to the case study sheet, participants are equipped with a complementary case study repository
through the GitLab platform at Karlsruher Institut fiir Technologie (KIT). By this, participants should
be supported in the creation of the respective authorization artifacts. The repository is structured
into sections along the development phases of analysis, design, and implementation and test. The
development artifacts required for the creation of the final authorization artifacts are provided to the
participants in the respective sections of the repository. For instance, the analysis section contains
the required use cases for the derivation. In addition, examples are provided. For the implementation
and test phase, the implementation structure for the Rego policies has already been applied. The

participants must only focus on the derivation and implementation of the Rego policies.

The MAF guidelines provided to the participants complement the case study sheet and case study
repository. For each authorization artifact, a detailed guideline describing the derivation of the
respective artifact is provided. The content of the guidelines is aligned with the content presented
in Chapters 5 to 7. In addition, the guidelines entail an example from the CarRentalApp. Thereby,
the phases of the case study are linked to the outlined contributions. After finalizing, the results are

evaluated by the author.

The participants are compensated with 10 hours that can be credited to the attended lecture. These
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10 hours are divided into 5 hours of active participation (i.e., performing the tasks) and 5 hours of
retrospect and discussion in their respective thesis. This information is stated in the case study sheet

distributed to the participants.

8.4.3 Results

This section provides the result of the case study. The case study was performed with 15 participants.
The results are structured along the case study sheet. First, an overview of the participants is provided.
Subsequently, the results of Goal 1 and Goal 2 are presented. Finally, the general feedback of the
participants towards MAF is presented. Unfortunately, due to data collection issues, the questionnaire
answers by one participant have been fully lost. One participant only answered the first questionnaire
but failed to answer the remaining questionnaires. Therefore, the first questionnaire has n = 14
answers while the remaining questionnaire have n = 13 answers. However, all authorization artifacts

are available (n = 15).

Overview of Participant Sample

The participants are mostly enrolled as students at KIT. 50 % of the students are currently in their
Bachelor’s studies in computer science or information science. 35,71 % are Master’s students studying
computer science. 14.29 % of participants selected the option other. Their indicated experience with
relevant concepts of the case study is presented in Figure 8.8. The experience is measured on a 5-point
Likert scale, ranging from "Very Unfamiliar" (value 1) to "Very Familiar" (value 5). When asked
about their familiarity with the development of microservice-based applications, one participant is
very familiar and three participants are familiar with microservice-based applications. The majority is

somewhat familiar or unfamiliar with microservice-based applications (mean Likert value of 2.79).

A similar picture is drawn when it comes to the familiarity with ABAC and the policy language Rego.
The majority of participants are unfamiliar or very unfamiliar with ABAC, while two participants
are familiar with ABAC (mean Likert value of 2.43). This can also be seen in the familiarity with
the Rego policy language used in the case study. Most participants are unfamiliar with the policy
language, with two participants being very familiar with the policy language (mean Likert value of
2.29).

In addition, the participants stated if they have implemented authorization in an application, and if so,
how they implemented the authorization. 50 % of participants have never implemented authorization
in an application. The remaining 50 % implemented authorization, e.g., with an earlier version of

contribution C1 during a previous semester or inside the application logic.
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Figure 8.8: Overview on Participant Experiences

Goal 1: Development of Authorization Policies

The first part of the case study is the development of authorization policies based on the selected four
use cases. Thus, each participant had to create four authorization requirements, four authorization
policies, and implement four Rego policies. The results of Goal 1 are summarized in Figure 8.9
and Figure 8.10. Figure 8.9 presents the correctness of the created authorization artifacts in percent.
Figure 8.10 depicts the answers of the subsequent survey on a five-point Likert scale. The results will
be discussed by answering the questions Q1.1 to Q1.4.

In total, the 15 participants created 60 authorization requirements. Out of the 60 authorization
requirements, a total of 71.67 % percent of authorization requirements were coded as correct. 28.33
% of the authorization requirements contained an error, rendering the authorization requirement
incorrect. When investigating the incorrect authorization requirements, the majority of them contains
an error regarding the detection of the conditions, i.e., there were too many or not enough conditions.
In 56.25 % of these cases, participants included conditions that are not relevant for authorization
in an authorization requirement. For instance, the condition CarlsAvailable is not relevant for the
authorization logic. In another 37.5 % of the incorrect cases, the participants had the opposite error
by missing a condition. For example, missing the condition that a fleet manager should only be able
to list the rentals in their fleet. In 6.25 % of the incorrect cases, the participants detected the wrong

object.

The majority of the incorrect authorization requirements can likely be linked to the fuzziness in the
use case description. This in turn makes the identification of the correct subject, action, object, and

conditions inherently complex for an inexperienced developer. While additional conditions might
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Figure 8.9: Correctness of Created Authorization Artifacts

lead to an authorization overhead, missing conditions might result in a lack of authorization, which
should be avoided.

Next, for every authorization requirement, an authorization policy must be created by the participants.
Compared to the authorization requirements, the number of authorization policies coded as correct
increases to 93.33 %. Only 6.67 % of authorization policies are coded as incorrect. Since the
authorization artifacts built upon another, authorization requirements that have been specified as
incorrect (i.e., due to missing/additional conditions) can still be transformed into correct authorization
policies. The authorization policies coded as incorrect contain a false object (i.e., Car instead of
CustomerService) or an additional condition not present in the respective authorization requirement
(i.e., evaluation of rental time). Since the majority of authorization policies are created correctly,
the incorrect authorization policies likely occur due to the participant not closely following the

guidelines.

The results of the implementation of the Rego policies are similar to the authorization policies. 86.67
% of the Rego policies have been marked implemented correctly by the author. This includes the
Rego policy and the required Rego rules following the structure proposed in Section 5.3. 8.33 %
of the policy implementations are incorrect and the result of implementing the wrong object or a
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missing implementation of a required condition. The remaining 5.0 % of the policies have not been

implemented by the participants.
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Figure 8.10: Survey on Artifact Creation and Guideline Support

Finally, the participants evaluated the support of MAF towards the development of authorization
policies. Therefore, the participants had to assess the overall perceived ease of the artifact creation and
the perceived support of the respective guidelines. The answer options range from "Strongly Disagree"
(value 1) to "Strongly Agree" (value 5). The results are presented in Figure 8.10. The participants
assessed the perceived ease of the creation of authorization requirements, authorization policies, and
policy implementation with a mean Likert value of 4.08, 3.85, and 3.77 respectively. This indicates
an overall high ease of creation of the artifacts by the participants. One participant disagreed with
the perceived ease of the creation of authorization requirements. One participant strongly disagreed
with the perceived ease of the creation of authorization policies, and two participants disagreed
with the perceived ease of the creation of the implementation of Rego policies. The creation of the
authorization artifacts is supported by the respective guidelines. Overall, the participants assessed
the support provided by guidelines for authorization requirements, authorization policies, and Rego
implementations with a mean Likert value of 4.38, 4.08, and 4.08 respectively. This indicates that

MAF supports the software engineers with the creation of authorization artifacts.

Summary Goal 1

The goal G1 targets the applicability of the approach presented in Chapter 5 when provided to software
engineers. As the results presented in the previous section suggest, overall, most software engineers
(i.e., students) were able to create the authorization artifacts. However, there are challenges when it

comes to the creation of the authorization artifacts. The primary challenge is the extraction of the
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authorization knowledge from the functional requirements. In this case study, the participants had to
extract the knowledge from use cases. This is inherently complex, as the identification if something
is relevant for authorization can be subjective and thus dependent on the experience of a developer.
To address this uncertainty, the guideline should be revised to focus more on the identification of

authorization elements, including more detailed examples.

Goal 2: Development of S2S Authorization Policies

The second part of the case study focuses on the development of the S2S authorization policies. The
participants have to create the authorization artifacts based on the use case Add Car to Fleet. This
includes the entries in the service interaction collection, the creation of S2S authorization policies,
and the S2S policy implementation in Rego. The results of Goal 2 are summarized in Figure 8.11
and Figure 8.12. Figure 8.11 presents the correctness of the created artifacts. Figure 8.12 details the
answers of the subsequent survey on a 5-point Likert scale.
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Figure 8.11: Correctness of the Created S2S Authorization Artifacts

Figure 8.11 depicts an overview of the correctness of the development of the S2S authorization
artifacts. Of the 15 participants, 53.33 % completed the service interaction collection correctly. 33.33
% did not create an entry in the table. This might be due to an ambiguous task description, as the
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service interaction collection was only mentioned in the respective guideline but not explicitly stated in
the task description. Two participants detected the wrong interactions, added unnecessary interactions,
or referenced the wrong authorization requirement. However, 93.33 % of participants performed the
derivation of the S2S authorization policy. 80 % derived the correct policy. Two participants (13.33
%) created incorrect S2S authorization policies. Both of them selected the wrong action and one
participant (6.67 %) selected the wrong object. In both cases, the action/object from the initial API
request was copied. One participant did not create the S2S authorization policy.

1 Strongly Disagree (1)
Disagree (2)

The derivation of service-to- Undecided (3)
service authorization policies | | 1 2 6 4 Agree (4)
is easy. Strongly Agree (5)

The provided guidelines
support the erivation of | 1 1 7 4
service-to-service
authorization policies.

1
]
2 1 0 1 2 3 4 5 6 7 8 9 10 11
Number of Responses (n = 13)

Figure 8.12: Survey on S2S Authorization Artifact Creation and Guideline Support

To answer Q2.1, in 53.33 % of cases, the S2S requests have been correctly identified, and the
authorization policies have been correctly derived. However, the amount of nonexistent entries in the
service interaction collection and obvious mistakes in the derived authorization policies indicate a
problem with the provided guideline. The majority of the S2S authorization policies (80.00 %) have
been implemented correctly by the participants. One participant (i.e., 6.67 %) implemented the policy
correctly, but stored it in the policies’ folder of FleetManagement instead of RentalManagement.
Finally, two participants did not implement the Rego policy. Using MAF, the S2S authorization
policies can largely be implemented correctly, answering Q2.2.

The results for Q2.3 are depicted in Figure 8.12. Again, the answer options range from "Strongly
Agree" (value 1) to "Strongly Disagree" (value 5). Overall, the participants evaluated the perceived
ease of the derivation of the S2S authorization policies, with a mean Likert value of 3.92. This is
worse than the creation of the authorization artifacts described in Goal 1. A similar result is presented
by the perceived support provided by the guideline, with a mean Likert value of 4.00. In both cases,
one participant strongly disagreed with the respective questions. The other participants assessed the
statements largely by (strongly) agreeing or being undecided. Nonetheless, the guideline should be
improved, e.g., to clearly state the final location of the implemented policy.
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Summary Goal 2

Goal 2 evaluates the applicability of the derivation and implementation of S2S authorization presented
in Chapter 6. The identification in the service interaction collection has not been performed by all
participants. This indicates a problem with the guideline or an unclear task description. The artifacts
created were predominantly marked as correct. The errors that led to incorrect artifacts could have
been caused by a lack of experience or carelessness by the participants. Overall, the goal is considered

to be fulfilled but suggests improvements that are required to be performed to the guidelines.

Feedback Questionnaire

Finally, the participants received a feedback questionnaire in which they had to assess features and
characteristics of the overall approach. The results are depicted in Figure 8.13. The questionnaire
used a 7-point Likert scale, in which 1 refers to the negative answer and 7 to the positive answer. The
questionnaire considers understandability, complexity, clarity, simplicity, completeness, support, and

traceability of artifacts.

Not Understandable - 1 2 7 3 - Understandable
i
Complex 3 2 4 3 1 - Not Complex
l
Confusing 1 1 3 2 4 2 - Clear 1
i 2
I
Complicated 3 1 6 3 - Easy 3
| 4
: 5
Incomplete - 2 2 3 3 3 - Complete 6
| 7
Not Supportive A 1 1 3 S 3 - Supportive
?
No Traceability 1 1 2 2 6 2 - High Traceability
1
4 3 2 1 0 1 2 3 4 5 6 7 8 9 10 11 12

Number of Responses (n = 13)

Figure 8.13: Overall Feedback on MAF

The participants determined the concepts of MAF as understandable, with a mean score of 5.92.
With a mean value of 4.77, the complexity tends to be described as not complex. However, three
participants find MAF rather complex, two rather confusing, and three rather complicated. Contrary,
most participants determine MAF as rather clear (mean 5.0) and easy (mean 4.69). Overall, the

participants find MAF as rather complete (mean 5.23) and supportive (mean 5.38). Again, two
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participants determined MAF as not supportive. Finally, the participants observed the traceability of

the authorization artifacts, with a mean value of 5.38.

8.4.4 Threats to Validity

We discuss the threats to the validity of the applicability of MAF in this section. Again, to structure
the threats to validity, we use the threats which can be applied to case studies as proposed by Wohlin
et al. [WR+12].

Construct Validity We assessed the metrics in the form of both, objective and subjective metrics.
Therefore, we focused on correctness as a necessary condition to ensure that the presented processes
lead to the anticipated authorization. However, other metrics such as the time span required to create
an artifact might be of interest. A second threat to the construct validity could stem from the evaluation
apprehension and social desirability bias. For instance, participants might have been (unconsciously)
biased towards providing a more favorable assessment of the overall approach due to the attendance of
the respective lecture. To mitigate this bias, the participants had to submit their results anonymously.

Internal Validity The primary threat to internal validity is that of uncontrolled factors influencing
the outcomes when using MAF. This is for example the case as the (limited) previous knowledge
of students could be an important factor influencing the evaluation of MAF. In the case study, the
knowledge about microservice-based applications and ABAC was limited. Whether and how the level
of experience affects the correctness and the perceived ease cannot be determined with the current
design of the case study. For instance, only two participants were familiar with ABAC. Another threat
to validity is the duration of the case study, which was estimated to 5 hours. This can have effects
on the overall results, e.g., if the participants lose focus, split up tasks, or carry out the case study
at several points of time. In addition, it is unclear if learning effects between the application of the
guidelines for different use cases exist. To mitigate this risk, we did not explicitly specify the order
in which the authorization artifacts for the use cases had to be solved by the participants. A last
threat is the design of the instrumentation. Specifically, the perceived clarity of the presentation of the

guidelines, including the examples, might affect the outcome.

External Validity The external validity is threatened by the selection of participants. The par-
ticipants are composed of students without well-founded experiences in software development or
security. While Tichy argues that (computer science) students should be considered as participants
due to their training, there might be differences to professionals [Ti0O0]. For instance, a developer

with a extensive security knowledge may detect the required authorization conditions and be able to
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differentiate conditions considered as business logic. Besides, the use cases of the CarRental App
might not fully represent the characteristics of an application in the industrial context. In an external
(i.e., industrial) context, the application may be more complex, which can result in incompatibilities re-
garding the introduced guidelines (e.g., use of different API paradigms). However, the CarRental App

uses state-of-the-art technologies, which are also employed in industry.

Reliability Validity The use of a single author to code the results poses a threat to reliability
validity. Specifically, the metric of correctness, i.e., the percentage of artifacts that have been created
correctly by a participant, is assessed in the case study. Despite a pre-defined set of criteria to code
the correctness, as introduced above, other researchers might evaluate the correctness differently. This
can lead to a different outcome. For example, a typo in the name of an object was coded as correct
since it does not influence the semantic understanding of the participant. Other researchers might

code this as incorrect.

8.4.5 Summary of Type 2 Validation

The goal of the Type 2 validation is the evaluation of the applicability of the MAF. Therefore, a
case study has been performed with 15 participants in which the participants had to implement
authorization artifacts for selected use cases of CarRentalApp. The results of the case study are
interpreted using the GQM approach. To evaluate if an artifact has been created correctly by a
participant, the implementation of CarRentalApp created during the Type 1 validation is used as
a reference implementation. Overall, the participants have mostly created authorization artifacts
correctly by using the guidelines of MAF. This indicates the applicability of MAF. By addressing
goal G1, the systematic development of authorization policies is demonstrated. The second goal G2,
demonstrates the systematic development of S2S authorization policies by participants. However,
there are limitations in the creation of authorization requirements or the identification of S2S requests.
The guidelines should be revised accordingly (e.g., by introducing additional examples) in future

work.

8.5 Summary

In this chapter, the contributions of MAF have been validated. Three forms of validation have
been applied to MAF. First, the Type O validation compares the overall feasibility of MAF to a
requirements catalog based on related work created in Section 3.1. Second, the Type 1 validation

verifies the suitability of MAF, by applying MAF to two case studies, CarRental App and an excerpt
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of TrainTicket. Finally, Type 2 assesses the applicability of MAF by performing a case study with 15

participants.

Despite a rigorous application of the methods and chosen sample of computer science students, the
validation is subject to limitations. Specifically, the external validity and generalizability of the findings
are limited due to the lack of implementation in a field environment. Future work should perform a field
study in an industrial context with experienced developers. The systematic integration of authorization
provided by MAF should be compared to an existing approach implementing authorization in a
microservice-based application. This will provide more detailed insights into the versatility of MAF

in environments that differ from the one presented in this thesis.
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Authentication and authorization are essential to secure an application [SS94]. With protocols such
as OpenlID Connect (OIDC) or Security Assertion Markup Language (SAML), well-established
solutions for authentication exist. On the authorization side, OAuth2.0 is commonly used to perform
coarse-grained authorization, e.g., to authorize whether a service can be accessed or not. However,
the aspect of authorization on a fine-granular level is still an active research area in microservices
[AC22]. This thesis contributes to the area by providing the Microservice Authorization Framework
(MAF), which supports developers with the systematic integration of fine-grained authorization using
authorization policies. This chapter provides a conclusion to the development of MAF in Section 9.1.

Section 9.2 introduces future work in this field.

9.1 Conclusion

The core contribution of this thesis is the MAF. The goal of creating MAF is to support developers with
the integration of fine-grained authorization using policies into their microservice-based applications.
This requires a holistic consideration of authorization throughout all development phases of a Software
Development Life Cycle (SDLC). Related work presented in Chapter 3 primarily focused on certain
aspects of the development, such as the generation of informal policies based on natural language
processing or the implementation of authorization in a microservice-based application. With the
help of Attribute Based Access Control (ABAC), this thesis provides authorization for microservices
at a fine-granular level. This depends on the availability of the required attributes. Additionally,
ABAC allows externalizing authorization logic fully from a microservice. Thereby, a microservice
only has to provide its core business logic through an Application Programming Interface (API).
This adheres to the principles of low coupling and high cohesion, which allow the microservices to
be reused in different scenarios, independent of authorization aspects. Furthermore, the respective
technologies used for authorization can be exchanged without having to modify the microservice

implementation.

The holistic consideration allows understanding what must be authorized in a microservice-based
application and how the authorization can be systematically realized. The following sections address

the research questions established in Section 1.3.
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RQ1 - How to systematically integrate authorization into the development of
microservice-based applications?

The first research question demonstrates the overarching question of this thesis. By introducing
the MAF in Chapter 5 we address RQ1. The MAF provides two viewpoints on authorization in
microservice-based applications: First, the derivation and implementation of authorization policies,
which is introduced in contributions C1 and C2. Second, the integration of the components required to
perform policy-driven authorization into a microservice-based application, presented in contribution
C3. The integration is considered throughout all phases of the SDLC. To support the systematic
integration, the introduced artifacts build upon another and are integrated into an existing development
approach for microservice-based applications. The case study performed with students indicates that
MAF provides supportive and understandable guidelines for developers. Further work is required to

improve the guidelines and demonstrate the applicability in field contexts.

RQ2 - How to derive authorization requirements from existing analysis artifacts?

The derivation of authorization requirements shown in contribution C1 introduces an approach
to answer RQ2. The contribution includes a process to identify relevant terms and conditions
for ABAC and to transfer these terms and conditions into a structured authorization requirement.
Templates are used to structure these authorization requirements. According to Hu et al. [HF+14],
the authorization requirements can be defined as natural language policies. We propose the use of
functional requirements to derive authorization requirements. The functional requirements should
define what a user is allowed to do with the system. In this thesis, use cases describe the functional
requirements because they allow to include conditions which provide further granularity. In the ideal
case, for every functional requirement, an authorization requirement is created. This creates a close
relation between the artifacts which are used as the foundation for the subsequent development phases.
The derivation of authorization requirements performed with students demonstrated that the derivation
from use cases is suitable. However, there are inherent challenges when it comes to the identification
of authorization terms in natural language. For instance, the experience of the developer. Future
work should investigate the use of a Large Language Model (LLM) to support developers with the
identification (see Section 9.2).

RQ3 - How to implement fine-grained authorization policies?

To address the implementation of fine-grained authorization policies, a systematic process is presented
in Chapter 5. The process uses the previously created authorization requirements and transforms them

into authorization policies. In the design phase, for every authorization requirement, an authorization
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policy is created. In the context of MAF, an authorization policy created in the design phase is
independent of a specific policy language. This allows the realization of an authorization policy in
different policy languages in the implementation and test phase. The derivation of an authorization
policy requires an authorization requirement and the API specification of the respective microservice
that is responsible for realizing the functional requirement. By using existing development artifacts
such as the API specification, the authorization policies can be created on a fine-granular level. The
authorization policies are subsequently implemented in the implementation and test phase. In this
thesis, the Rego policy language has been used to implement policies as code. In addition, the policies
can be structured into different folders, which reduces code duplications. The applicability of the
proposed concepts has been presented in a case study on the CarRental App. Employing the structures
introduced by the authorization policies in the design as well as the implementation and test phase
allows developers to implement the policies without requiring extensive previous knowledge, e.g., of

the Rego policy language.

RQ4 - How to implement service-to-service authorization in a microservice-based
application?

The implementation of Service-to-Service (S2S) authorization in a microservice-based application
is addressed by contributions C2 and C3. C2 complements C1 by developing S2S authorization
policies. Since the decision to use the microservice architecture is made throughout the design
phase, the process of developing S2S authorization policies begins in the design phase. The approach
considers S28S requests that are the result of the interaction of a user with the microservice-based
application. For these S2S requests, the authorization requirements defined in contribution C1 should
also hold. This assumption allows the creation of fine-grained S2S authorization policies. In the
development of S2S authorization policies, the S2S requests must first be identified. This can be
done by analyzing the software architecture and the orchestration definition of the microservice-
based application. The S2S requests are documented in a service interaction collection and are
associated with an authorization requirement. For every entry in the service interaction collection, a
S2S authorization policy is created. A S2S authorization policy is similar to an authorization policy
created in C1 but contains rules to identify the involved source microservice. The S2S authorization
policies are implemented in the implementation and test phase. Similar to contribution C1, the Rego
policy language is used to systematically implement the S2S policy. To support S2S authorization,
the microservices of a microservice-based application must propagate the identity of the subject
initiating the S2S requests. This allows to forward the user’s identity through the S2S requests,
allowing fine-grained authorization. However, to support identity propagation, the microservice must
be adapted to support identity propagation. In the context of CarRentalApp these changes were
minimal. Since the TrainTicket application already supported identity propagation, no additional

changes were required. The use of the contributions C2 in the CarRental App and TrainTicketApp
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demonstrated the applicability of the S2S concepts. However, there are still options for improvements

to the respective guidelines to improve the developer experience.

RQ5 - How to externalize authorization in a microservice-based application?

The externalization of authorization in a microservice-based application is addressed in the integration
of authorization in the microservice-based application introduced in C3 in Chapter 7. The authorization
integration also follows the phases of SDLC. In the analysis phase, the requirements for the integration
of authorization components are elicited. This includes the externalization and the technology
selections. In the design phase, the architecture of the microservice-based application is adapted.
The concepts of the eXtensible Access Control Markup Language (XACML) reference architecture
are applied to the microservice-based application. This includes the placement of the components
Policy Enforcement Point (PEP), Policy Decision Point (PDP), and Policy Information Point (PIP),
which allows externalizing the authorization fully in a microservice-based application. Furthermore,
the load tests conducted in Chapter 8, indicate that the latency introduced by the externalization in
the examples of the CarRentalApp and TrainTicket application has increased. However, since the
response latency is lower than 100 ms, the application will likely feel fluid for users as outlined by
Dean and Barroso [DB13].

RQ6 - How to decentralize authorization in a microservice-based application?

Similar to the externalization of authorization, the decentralization is addressed in contribution C3
in Chapter 7. In the analysis phase, an integration requirement for the decentralization is created.
The design phase considers this requirement by introducing a PEP and PDP per microservice. This
enables the deployment of the components together with a microservice in a Kubernetes-based
deployment environment as a single, scalable unit. To support the decentralization of authorization,
a mechanism to distribute the authorization policies is presented using a Continuous Integration /
Continuous Deployment (CI/CD) pipeline. With this mechanism, the authorization policies can be
automatically updated at the PDP. Furthermore, a mechanism to collect authorization decisions for
auditing purposes is demonstrated. Again, the latency of the decentralized PDPs is presented in load
tests for a S2S request in Chapter 8. In this scenario, every microservice has its dedicated PDP. The
latency introduced by the authorization components will add up depending on the length of the S2S
request chain. While this is inherent to a long S2S request chain (and a reason why this should be
avoided [Nel5]), the introduced latency must be considered when developing applications that are

time-critical (e.g., due to user interaction).
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9.2 Future Work

Authorization is an inherently complex subject. MAF primarily considers the development of
authorization policies and the integration into a microservice-based application. To further tackle
the complexity of authorization, the following paragraphs introduce future research directions for all

aspects of this thesis.

Attribute Management

The foundation for fine-grained authorization using ABAC is the availability of attributes. Without
attributes, the conditions of an authorization policy cannot be evaluated. ABAC accesses the attributes
through a logical component introduced as PIP. In this thesis, the PIP accesses the backing services of
a microservice directly. This can be a feasible solution in a (relatively) small environment. However,
in a bigger environment, managing and accessing the attributes becomes more complex. This also
includes the topicality of attributes and privacy concerns. For instance, if an attribute is changed by an
European employee, how long will it take for the attribute change to have an effect on employees in
Australia (e.g., replication time)? What can happen in the meantime? Future work should investigate
the management and distribution of attributes. In some cases, caching attributes might also be a viable
option to improve overall performance by removing communication. Initial technical approaches
in this direction are already being made by the Open Policy Agent Administration Layer (OPAL)
[Pe-OP].

Alternative ABAC Models

Unfortunately, ABAC does not have a standardized model (see Section 2.5). The MAF presented in
the thesis relies on the ABAC model for web services Yuan and Tong [YTOS5]. As highlighted by
Servos and Osborn, various other (domain-specific) ABAC models exist [SO17]. Future research
should investigate how different ABAC models can be used in the context of web applications. In
addition, research should explore how these ABAC models impact the concepts introduced by MAF.

Furthermore, the aspect of delegation in the context of ABAC should be researched.

Formalization of Artifacts

The artifacts created by MAF do not have a formal specification. Instead, the artifacts such as
authorization requirements or authorization policies are pragmatically specified following a template.
While this provides flexibility when creating the artifacts, determining if an artifact is correct or

false becomes difficult. To support the uniform development of authorization artifacts in a larger
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organization, the artifacts should be formalized in future work. A simple example for the formalization

using an Augmented Backus Naur Form (ABNF) is presented in Appendix A.1.

Automated Creation of Authorization Artifacts

The related work presented in Chapter 3 focuses on the automated creation of authorization artifacts.
The authors argue that the creation of authorization policies is a labor-intensive task [LC+21]. These
approaches include natural language processing of analysis artifacts or the derivation of authorization
policies based on source code. However, as elaborated in Chapter 3, the approaches are limited by the
granularity they provide.

With the introduction of LLMs such as GPT or LLAMA [ZZ+24], the possibilities in the processing
of natural language in a software engineering context have dramatically increased. LLMs are already
used to support developers with the generation of source code (e.g., using GitHub Copilot [YO+23])
or the extraction of knowledge from user stories (e.g., class diagrams [LK+24]). Future work should
investigate how these models can be used to derive authorization artifacts. This concept has also been
proposed by Martinelli et al. [MM-+24].

Testing of Authorization Policies

Chapter 5 introduces the systematic structure for the implementation of authorization policies using
the Rego policy language. Section 5.3.4 demonstrates a simple unit test for a Rego policy. Future
work should further investigate the development of a test concept, which allows to systematically
create tests for authorization policies. This includes the derivation of test data, systematic creation
of unit tests, and creation of integration tests including the authorization components. The testing
of authorization policies should also be an essential part in the release process for authorization

policies.

Performance Impact and Resource Consumption

As presented in Section 8.3, introducing the authorization components into a microservice-based
application has an impact on latency. Future work should investigate the impact on performance,
not just regarding latency. This includes a monitoring of the resources required by the additional
authorization components. The resources assigned to the authorization components must be coordi-
nated with the load a microservice can handle to reduce the overall amount of required resources.

In this context, a cost-benefit analysis should be performed, comparing the benefit created by the
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policy-driven authorization introduced by MAF with the additional costs created in an industrial

context.
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A.1 Formalization of Authorization Artifacts

Authorization Requirements

The ABNF allows defining a language using a set of rules and elements [CO08] and has been used
to structure requirements in other contexts [GZ+21; MC+22]. Listing A.1 presents an exemplary
ABNEF of a possible definition for authorization requirements. The presented ABNF defines five rules
which are non-terminal symbols depicted in bold formatting. The primary rule called Authorization-
Requirement depicted in line 1 is the start symbol of the ABNF. This rule defines the structure of the
authorization requirement. The rule concatenates strings (i.e., terminal symbols such as Subject, can
perform action) with the rules subject, action, and object. If there are any conditions, the notation

O0*1("If" condition) in line 2 allows defining conditions using the respective rule.

1 AuthorizationRequirement = "Subject" subject "can perform action" action
2 "on object" object 0x1("IF" condition)

3 subject = 1xVCHAR

4 action = 1+xVCHAR

5 object = 1+xVCHAR

6 condition = 1xVCHAR

7 condition =/ condition "AND" condition

Listing A.1: Augmented Backus Naur Form for Authorization Requirements

The rules subject, action, object, and conditions (lines 3 to 6) each use the rule VCHAR, which allows
defining an arbitrary long set of characters. The rule VCHAR is a core rule specified by the ABNF
and allows writing all visible printing characters [CO08]. By using the notation / *VCHAR, each rule
must result in at least one character. Thus, the rules are not allowed to create empty strings (i.e., string
with length of 0). The use of VCHAR allows, for example, to define actions such as view, delete, or
modify or arbitrary objects (e.g., document, project). In addition, a condition arbitrary complex (e.g.,
object is blue). Furthermore, the ABNF allows defining alternative rules, which are depicted by =/.
The rules in line 7 allow writing more complex condition statements by introducing a logical AND

statement. An AuthorizationRequirement can have none, one, or multiple condition statements.
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Authorization Policies

Listing A.2 presents an exemplary ABNF for an authorization policy. The result of the ABNF is a
sentence containing detailed information from design artifacts (e.g., class diagram, API specification).
Compared to the authorization requirement presented in Listing A.1, the ABNF for an authorization
policy contains additional rules (i.e., non-terminal symbols) which are highlighted in bold formatting.
The rule AuthorizationPolicy (lines 1 and 2) is the start symbol and requires the rules action, object,

and condition.

1 AuthorizationPolicy = "subject can perform action" action
2 "on" object "IF" condition
3 action = "GET" / "POST" / "PUT" / "PATCH" / "DELETE"

4 object =0x1("every object in") 1xVCHAR

6 condition = ("subject" / "object" / "environment")"." attribute operator
7 ((("subject" / "object" / "environment")"." attribute) / value)
8 condition =/ condition "AND" condition

9 attribute = 1+VCHAR

10 operator = "<" / "<=" / "==" / ">n / Ws=w / Wwig" / "npnot" / "contains" /
11 value = 1xVCHAR

Listing A.2: Augmented Backus Naur Form for Authorization Policies

Compared to the authorization requirement, the rule action (line 3) is no longer a *VCHAR. Instead,
the rule action contains the HTTP operations as the terminal symbols. The rule object (line 4) is
consistent with the authorization requirement and allows a definition of an object based on a arbitrary
amount of characters of a length larger than 1 (i.e., / *VCHAR). Similar to the action, the object must
be accessed through a HTTP path which is defined in the respective API specification. The definition
of the object further depends on whether a single object or a set of objects is accessed. This is denoted
in the rule object presented in line 4. RESTful APIs allow to either access a set of objects or a single
object. A set of objects is denoted through the plural of the object name (e.g., /rentals) and a single
object is accessed through an identifier (e.g., /rentals/{id}). If a request is performed on a set of

objects, every object in object is used.

The rule for a condition is presented in line 6. A condition is structured to compare and attribute
belonging to a subject, an object, or the environment, to either another attribute or a certain value.
Attributes and values (lines 9 and 11) are again characters with a length larger than 1. To perform
a comparison, the rule operator is introduced in line 10 which contains a set of logical operators.
Similar to the authorization requirements, multiple conditions can be concatenated using a logical
AND (line 8).
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A.2 Envoy Input

3 bo

4 "parsed_body": {

5 "location": "Karlsruhe",

6 "vin": { "vin": "JH4DB1561NS000565" 1},

7 "fleetId": "id-a"

8 by

9 "parsed_path": ["fleetmanagement.FleetService", "AddCarToFleet"],
10 "parsed_query": {1},

11 "truncated_body": false,

12 "version": { "encoding": "protojson", "ext_authz": "v3" }

Listing A.3: Example Envoy Input for Use Case "Add Car to Fleet"
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A.3 Implementation in Further Policy Language

Casbin

This section provides a brief overview of the implementation of authorization policies in Casbin [CO-
Doc]. Casbin is an open-source authorization framework, which can also be employed to implement
authorization policies created during the design phase in Chapter 5. Listing A.4 shows the Casbin
policy model for the micorservice FleetManagement. The model defines the structure and behavior of
a policy. The request definition (lines 1 and 2) defines how the incoming request is structured. The
structure of the policy is specified in the policy definition (lines 3 and 4). In this case, the policy is
structured into role, object, action, and condition. The policy effect (lines 5 and 6) specify how many
policies must be evaluated to true to allow the request. Finally, the matchers (lines 7 and 8) define
the policy template. In this case, the matcher is a boolean operation comparing the request with the

policy.

1 [request_definition]

2 r = sub, input

3 [policy_definition]

4 p = role, obj, act, cond

5 [policy_effect]

6 e = some (where (p.eft == allow))

7 [matchers]

8 m = r.input.parsed_path == (p.obj, p.act) && p.role in r.sub.roles && eval
(p.cond)

Listing A.4: Casbin Policy Model for FleetManagement

Table A.1 depicts the Casbin policies which follow the structure defined in line 4 in Listing A.4.
The content of these Casbin policies can be adopted from the authorization policies created in the
design phase. However, Casbin does not provide the flexibility to retrieve attributes similar to Rego.
Therefore, Casbin must be extended to provide functions that can be accessed by the Casbin policy.
For example, Listing A.5 shows an excerpt for the condition fleetManagerAssignedToFleet used in
Table A.1. The conditions can be implemented in a Golang function (lines 1 to 6) and registered to

the Casbin engine (lines 8 to 11).
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Policy Defini- | Subject Action Object Condition
tion
p fleet- fleetmanagement.- AddCarToFleet fleetManager-
manager FleetService Assigned-
ToFleet(r.input.-
parsed_body.fleetld,
r.sub.sub)
p fleet- fleetmanagement.- ListCarsInFleet fleetManagerAssigned-
manager FleetService ToFleet(r.input.-
parsed_body.fleetld,
r.sub.sub)
p fleet- fleetmanagement.- ViewCarInformation | carlnFleetOf-
manager CarService FleetManager(r.input.-
parsed_body.vin.vin,
r.sub.sub)
p fleet- fleetmanagement.- RemoveCar- carInFleetOf-
manager FleetService FromFleet FleetManager(r.input.-
parsed_body.vin.vin,
r.sub.sub)

Table A.1: Casbin Policy Definition for FleetManagement

1

FleetManagerAssignedToFleetFuncWithDB (db xdbfleets.DatabaseConnection)

func(args ...interface{}) (interface{}, error) {
return func(args ...interface{}) (interface{}, error) {
fleetID := args[0]. (string)
sub := args[l]. (string)
return fleetManagerAssignedToFleet (db, fleetID, sub), nil
}
}
func (a *AuthorizationServer) registerDataFunctions (e xcasbin.Enforcer) {

e.AddFunction ("fleetManagerAssignedToFleet", data.
FleetManagerAssignedToFleetFuncWithDB (&a.fleetdb))

e.AddFunction ("carInFleetOfFleetManager", data.
CarInFleetOfFleetManagerFuncWithDB (&a.fleetdb))

Listing A.5: Condition Implementation for Casbin Policy
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A.4 Verification of Tokens

As introduced in Section 7.3, the template contains the pre-defined mechanism to validate and decode
access tokens. Access tokens are used to encode the subject attributes. Tokens can be structured in
various formats, such as a JSON Web Token (JWT) which is the result of the use of an authentication
using OIDC [SB+14] or a SAML assertion which results from an authentication using SAML [HMO05].
The implementation template includes the mechanism to decode and verify a JWT.

«package» «package» «package» «iam system»
rules util util.jwks Identity Provider

] ] ] ]
| |
™ subject.roles . |
decode_verify_token( !
input.headers.authorization |
) |
jwks .

1 metadata_discovery()
[, getEnv("OPENID_ISSUER")

IDP
GET IDP/.well-known/openid-configuration j

OPENID_CONFIGURATION

<t
7; OIDC Discovery
4 extract JWK Set URI
*’% JWK Set URI

]
|
|
|
|
|
|
|
|
:
|
GET URL from JWK Set URI ]
]
|
|
|
|
|
|
|
|
|
|
|
|
|
|
|
|
|

4 JWK Set

4 JWK Set & Issuer

L T
[:lio.jwt.decode_verify(JWK Set}& Issuer)
|
; [valid, header, payload]

|

|

1

|

j’ payload !

< subject.roles i
|

|

I
I = ["fleetmanager"] }
|
1 |

Figure A.1: Sequence for Token Verification

JWTs are structured into a header, a payload, and a signature. The token is base64 encoded. The
header describes how the JWT is encoded. The payload includes the content of the token, i.e., the
subject attributes. The signature is encoded using a private key using the algorithm described in the
header. Figure A.1 depicts the process to verify and decode the access token using JWT format. The
util package provides the variable subject, which can be used by the Rego rules located in the package
rules. The process is initiated if the subject variable is accessed, e.g., by accessing the roles through

subject.roles.

To verify the access token, the public keys from the issuer must be retrieved by OPA. Using the keys,
the signature of the token can be cryptographically verified. To access the public keys, the metadata
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from the OIDC provider must be retrieved. The metadata document describes the configuration
of an OpenlD provider. Among others, the metadata document contains a JSON Web Key (JWK)
which contains the required keys. This process is performed by the function metadata_discovery()
in the util.jwks package. From the discovery document, the URL to the JWK set is extracted and
subsequently retrieved. The JWK set is then used by the built-in Rego function decode_verify to verify
if the signature is valid and to decode the payload of the token. The content of the access token is
then available in the variable subject. When accessing the variable subject, this process is conducted

once.

Since the metadata document of the OpenlD provider and the JWK set will not change frequently,
the results can be cached. This reduces the amount of requests which must be performed for every
request, reducing the latency of the policy evaluation.
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A.5 Validation

A.5.1 TrainTicket

1 Title: Pay a Reservation Using an External Payment Provider

3 Primary Actors: User

4 Secondary Actors: None

6 Preconditions:

7 — User is logged-in
8 — User booked the reseveration to be payed
9 — User has not enough money deposited

10 Postconditions:
11 — The reservation is booked, allowing the user to collect the ticket

13 Flow:

14 1. Actor searches for their reservation and pays it.
2. System prompts a confirmation dialog.

16 3. Actor confirms.
4

System shows success pop-up.

19 Alternative flows:

20 la. Reservation already payed.

21 1. Actor cannot find any reserverations to pay.

22 3a. Actor denies.

23 1. System closes confirmation dialog and cancels payment.
24

25 Information Requirements: None

Listing A.6: Selected TranTicket Use Case "Pay a Reservation Using an External Payment Provider"

1 ——-UserPayAReservationUsinganExternalPaymentProvider——-
2 subject user is allowed to perform

3 action pay on

4 object reservation if

5 condition UserHasBookedReservation

Listing A.7: Authorization Requirement "Pay a Reservation Using an External Payment Provider"
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POST /inside_payment
Body: orderld

«microservice» «microservice» «microservice»
ts-inside-payment-service ts-order-service ts-payment-service

T T

| |

| |

—— |

l

|

T

I

I

I

|

I

GET /order/{orderld} :
|

User order !
K |

I

1

|
POST /paymient
] Body: order.id, order.price
|

alt

[not enough balance

1
<[ success
|
1
T

GET /order/status
[{orderId}/1

<[ success

<[ success

Figure A.2: Orchestration Definition "Pay a Reservation Using an External Payment Provider"

= S I - N T N P R N}

——-OrderService-UserPayAReservationUsinganExternalPaymentProvider———
service can perform

action GET on

object /api/vl/orderservice/order/{orderId} if

source is ts-inside-payment-service and

ROLE_USER in subject.roles and

order (input.orderId) .accountId == subject.id
———-OrderSerivce-UserPayAReservationUsinganExternalPaymentProvider———
service can perform

action GET on

object /api/vl/orderservice/order/status/{orderId}/{status} if
source 1is ts—-inside-payment-service and

ROLE_USER in subject.roles and

order (input.orderId) .accountId == subject.id
—-——PaymentService-UserPayAReservationUsinganExternalPaymentProvider——-
service can perform

action POST on

object /api/vl/paymentservice/payment if

source is ts-inside-payment-service and

ROLE_USER in subject.roles and

input.userId == subject.id and

order (input.orderId) .accountId == subject.id and

Listing A.8: TranTicket Service-to-Service Authorization Policies
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A.5.2 Goal Quest Metric Plan
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A.5.3 Case Study Sheet

SKIT

Karlsruhe Institute of Technology

Case Study on Policy-Driven Authorization
in Microservice-Based Applications

Niklas Sanger

Foreword

Dear participant,

in the context of my research towards a PhD at Karlsruhe Institute of Technology (Faculty for
Informatics, Research Group Cooperation & Management, Prof. Abeck) | work on the systematic
development of authorization for microservice-based applications. The core contribution of this
work is the development of authorization policies, which is evaluated in this experiment.

The data will be collected and evaluated anonymously. The case study consists of three stages.
First, the case study is setup by answering a general questionnaire and by preparing a local
development environment. Subsequently, the authorization policies are developed. An excerpt
of the BestRentalAppV2.0 has been selected to provide use cases. Finally, the case study
artifacts are collected and the individual parts of the approach evaluated in a final questionnaire.

Overall, the case study should take no more than 5 hours. After the experiment, the participation
of the case study should be described in your practical thesis. Therefore, a section "Project
Contribution CaseStudyParticipation" should be created. The participation in the case study can
be recorded as 10 hours (5 hours case study participation, 5 hours follow-up in thesis) in the
time sheet.

The participation in the case study will have no effect on the final grade of the practical course.
The data will be evaluated anonymously. The description of the case study in the practical thesis
will be graded like any other project work.

Thank you for taking part in the case study and for completing the evaluation form conscientiously!

Niklas Séanger
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1 Preparation

1. General Questions

Fill out the survey "Survey Part 1: General Questions" in Section 4.1. Save your answers
in this PDF file.

. Prepare Local Environment

To prepare the local environment for the experiment, clone the case study documentation
repository which contains all necessary artifacts. For the development, Open Policy Agent
is required. Therefore, install OPA to your local machine. Additionally, install the OPA
plugin for VS Code.

2 Development of Authorization Policies

The case study is performed on an excerpt of the BestRentalAppV2.0. The use cases "Add Car
to Fleet", "Rent a Car", "List Customer Rentals", and "List Car Rentals" are used to create the
required authorization artifacts.

To create the artifacts, guidelines and best practices for the E-AuthZ approach are provided in
the GitLab repository Guidelines and Best Practices for E-AuthZ.

4. Authorization Requirements

Create the authorization requirements for the aforementioned use cases. In the
documentation repository, for each use case, a dedicated markdown page containing the
template for the authorization requirement has been created. Use the respective guideline
"Derivation of an Authorization Requirement from a Use Case" to create the authorization
requirements.

. Authorization Policies

Create the authorization policies for the previously created authorization requirements.
Use the API specifications of the application microservices which are linked in the
README.md file. In addition, example access tokens for a customer and a fleet manager
are provided. Use the respective guideline "Derivation of Authorization Policies from
Authorization Requirements" to create the authorization policies. The authorization
requirements of the other use cases are linked in the file README.md file.

. Authorization Policy Implementation in Rego

Implement the authorization policies in Rego. An example input from Envoy can be found
in the file "example_envoy_input.json". The policies should be implemented next to the
existing authorization policies in the folder policies located in the documentation repository.
Use the respective guideline "Implement Rego Policies" for the implementation. The data
folder already contains functions to access the attributes from a Policy Information Point
(PIP).
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The use case "Add Car to Fleet" creates an interaction between the application microservices
of BestRentalAppV2.0. These use case requires the development of a service-to-service
authorization policy. If an API token is required, use the name of the microservice (e.g. "AM-
FleetManagementV1.0").

7. ldentify Service-to-Service Calls
Identify the service-to-service calls for the use case and note them in the related markdown
page. The guideline "Derivation of Service-to-Service Authorization Policies" is provided to
identify the calls.

8. Derive Service-to-Service Authorization Policies
Derive the authorization policies for the service-to-service calls. Document the authoriza-
tion policies in the related markdown page. The guideline "Derivation of Service-to-Service
Authorization Policies" is provided to derive the authorization policies.

9. Implement Service-to-Service Authorization Policies
Implement the service-to-service authorization policies using the provided guideline "Imple-
mentation of Service-to-Service Authorization". The implementation should be performed
next to the previously implemented Rego policies.

3 Conclusion

10. Concluding Evaluation
Fill out the survey "Survey Part 2: Evaluation of the Approach" in Section 4.2. Save your
answers in this PDF file.

11. Send Case Study Artifacts
Create a ZIP archive of the local case study documentation folder, including this PDF.
Upload the ZIP archive anonymously to bwSync&Share.
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4 Survey

4.1 Part 1: General Questions

What are you studying?

Computer Science, B.Sc. Computer Science, M.Sc.
Information Science, B.Sc. Information Science, M. Sc.
Other

Which semester are you in?
1-2 3-4 5-6 7-8 9-10
Other

How familiar are you with the development of microservice-based applications?

Very unfamiliar Unfamiliar Soomewhat familiar Familiar Very familiar

How familiar are you with Attribute Based Access Control (ABAC)

Very unfamiliar Unfamiliar Soomewhat familiar Familiar Very familiar

Have you implemented authorization in an application?
Yes No

If yes, describe the application and how authorization has been implemented:

How familiar are you with the Rego policy language?

Very unfamiliar Unfamiliar Soomewhat familiar Familiar Very familiar

184




A.5 Validation

4.2 Part 2: Evaluation of the Approach
Authorization Requirements

The creation of authorization requirements is easy.
Strongly agree Agree Undecided Disagree Strongly disagree

The provided guidelines support the creation of authorization requirements.
Strongly agree Agree Undecided Disagree Strongly disagree

Do you have suggestions for improvements with regards to authorization requirements?

Authorization Policies

The creation of authorization policies is easy.
Strongly agree Agree Undecided Disagree Strongly disagree

The provided guidelines support the creation of authorization policies.
Strongly agree Agree Undecided Disagree Strongly disagree

Do you have suggestions for improvements with regards to authorization policies?
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Rego Policies

The implementation of Rego policies is easy.
Strongly agree Agree Undecided Disagree Strongly disagree

The provided guidelines support the implementation of Rego policies.
Strongly agree Agree Undecided Disagree Strongly disagree

Do you have suggestions for improvements with regards to the implementation of Rego
policies?

Service-to-Service Authorization

The derivation of service-to-service authorization policies is easy.
Strongly agree Agree Undecided Disagree Strongly disagree

The provided guidelines support the derivation of service-to-service authorization poli-
cies.
Strongly agree Agree Undecided Disagree Strongly disagree

Do you have suggestions for improvements with regards to the creation of service-to-
service authorization policies?
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General Approach

How do you evaluate the systematic development of authorization using the E-AuthZ
approach?

not understandable understandable
not complex complex
clear confusing
complicated easy
incomplete complete
supportive not supportive
high traceability' no traceability!

Do you have suggestions to improve the approach?

ITraceability between authorization artifacts
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A.5.4 Additional Case Study Results

188

Question Mean Median SD
The creation of authorization require-  4.08 4.0 0.86
ments is easy.
The provided guidelines support the cre-  4.38 4.0 0.51
ation of authorization requirements.
The creation of authorization policies is 3.85 4.0 1.07
easy.
The provided guidelines support the cre-  4.08 40 1.12
ation of authorization policies.
The implementation of Rego policies is 3.77 4.0 1.01
easy.
The provided guidelines support the im-  4.08 4.0 0.76
plementation of Rego policies.
Table A.2: Results for Goal 1
Question Mean Median SD
The derivation of service-to-service au-  3.92 4.0 1.12
thorization policies is easy.
The provided guidelines support the 4.00 4.0 1.08
derivation of service-to-service autho-
rization policies.
Table A.3: Results for Goal 2
Question (1/7) Mean Median SD
Not Understandable / Understandable 5.92 6.0 0.86
Complex / Not Complex 4.77 50 1.30
Confusing / Clear 5.00 50 1.53
Complicated / Easy 4.69 5.0 1.11
Incomplete / Complete 5.23 50 142
Not Supportive / Supportive 5.38 6.0 1.71
No Traceability / High Traceability 5.38 6.0 1.39

Table A.4: Results for Overall Feedback
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ABAC
ABNF
ACL
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API

BPEL

BPMN

CA
CAP
CI/CD
CNCF

CRUD

DDD

DP

GQM
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IAM

JSON

Attribute Based Access Control.
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Access Control List.
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Application Programming Interface.

Business Process Execution Language.

Business Process Model and Notation.

Certificate Authority.

Consistency Availability Partition tolerance.

Continuous Integration / Continuous Deployment.

Cloud Native Computing Foundation.

Create Read Update Delete.

Domain-Driven Design.

Digital Policy.

Goal Question Metric.

gRPC Remote Procedure Calls.

Identity and Access Management.

JavaScript Object Notation.
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PIP

RBAC
REST

RPC

S28
SaaS
SAML

SDLC

190

JSON Web Key.

JSON Web Token.

Large Language Model.

Microservice Authorization Framework.

Mutual Transport Layer Security.

National Institute of Standards and Technology.

Natural Language Policy.

Organization for the Advancement of Structured Information Standards.
Open Container Initiative.

OpenlID Connect.

Open Policy Agent.

Open Web Application Security Project.

Policy Administration Point.
Policy Decision Point.
Policy Enforcement Point.

Policy Information Point.

Role Based Access Control.
REpresentational State Transfer.

Remote Procedure Call.

Service-to-Service.
Software as a Service.
Security Assertion Markup Language.

Software Development Life Cycle.
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SOA Service-oriented Architecture.

SoaML Service-oriented Architecture Modeling Language.
SSO Single Sign-On.

TLS Transport Layer Security.

Ul User Interface.

UML Unified Modeling Language.

URL Uniform Resource Locator.

VIN Vehicle Identification Number.

XACML eXtensible Access Control Markup Language.

YAML YAML Ain’t Markup Language.
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