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A major challenge to deploying cyber-physical systems with learning-enabled controllers is to ensure their
safety, especially in the face of changing environments that necessitate runtime knowledge acquisition.
Model-checking and automated reasoning have been successfully used for shielding, i.e., to monitor un-
trusted controllers and override potentially unsafe decisions, but only at the cost of hard tradeoffs in terms
of expressivity, safety, adaptivity, precision and runtime efficiency. We propose a programming-language
framework that allows experts to statically specify adaptive shields for learning-enabled agents, which enforce
a safe control envelope that gets more permissive as knowledge is gathered at runtime. A shield specification
provides a safety model that is parametric in the current agent’s knowledge. In addition, a nondeterministic
inference strategy can be specified using a dedicated domain-specific language, enforcing that such knowledge
parameters are inferred at runtime in a statistically-sound way. By leveraging language design and theorem
proving, our proposed framework empowers experts to design adaptive shields with an unprecedented level
of modeling flexibility, while providing rigorous, end-to-end probabilistic safety guarantees.
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1 Introduction

Learning-based methods such as reinforcement learning have shown great promise in the fields
of autonomous driving [28, 38] and robot control [19, 37, 39]. However, their deployment in the
real-world has been held back by reliability and safety concerns. The use of formal methods
has been suggested to guarantee the safety of learning-enabled systems, both after and during
training [10, 15, 16, 20]. Many different approaches have been proposed to do so, which share as a
foundation the idea of sandboxing or shielding [2, 15, 29, 43]. In this framework, the intended actions
of a learning-enabled agent are monitored at runtime and overridden by appropriate fallbacks
whenever they cannot be proved safe with respect to a model of the environment.
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Most existing approaches leverage automated techniques for proving safety such as reachability
analysis [26, 43], LTL model-checking [2, 27] or Hamilton-Jacobi solving [13]. Such techniques
can be applied offline to precompute numerical, table-based control envelopes that indicate what
actions are safe in every possible state of the system. Alternatively, they can be used at runtime
to analyze the safety of different actions with respect to the current state. Such online methods
mostly offer only bounded-horizon guarantees and must typically make aggressive tradeoffs to
regain efficiency at the cost of precision or generality. However, an advantage of online methods
is that they allow the model to be updated at runtime as the agent gathers information about its
environment. Indeed, in many situations, a fully-specified model of the environment is not known at
design-time and using a necessarily conservative static model may lead to overly cautious behavior.
In principle, adaptivity can also be offered by offline methods, by precomputing control envelopes
for every possible model that may be considered at runtime. However, doing so further compounds
the scalability challenges of model-checking. Finally, existing approaches to adaptive shielding,
whether online or offline, are either offering limited expressivity to encode model uncertainty (e.g.
bounded disturbance terms [3] or finite model families [16]) or failing to provide rigorous end-to-end
guarantees under assumptions that can be easily validated (e.g. methods based on learning Gaussian
processes [4, 5, 9, 13]).

This work introduces a programming-language framework for designing adaptive safety shields,
leveraging a minimal yet crucial amount of human insight to target a very general class of model
families, while shifting the full burden of safety analysis offline. In this framework, control envelopes
are described by nondeterministic controllers, whose safety is established using differential dynamic
logic [31, 32]. Environment models can be parametrized by unknown function symbols. Those
function symbols are subject to parametric bounds, whose parameters are accessible to the controller
and can be instantiated and refined at runtime. Updating these parameters in a way that is sound and
efficient is a great challenge in itself. We address this challenge by offering experts a domain-specific
language to express nondeterministic inference strategies that are sound by construction, and whose
nondeterminism is resolved by an inference policy that can be programmed or learned in the same
way that the control policy is.

We illustrate our framework on four case studies, demonstrating its safety and its ability to handle
advanced uncertainty models that are beyond the reach of existing methods. We also showcase the
possibility of having agents learn how to manage their own safety budget by learning inference
policies, which - to the best of our knowledge — has no equivalent in the literature.

2 Overview

In this section, we motivate and illustrate our framework on a series of closely-related examples.

2.1 Extracting Shields from Verified Nondeterministic Controllers

Our framework builds on the idea of extracting runtime controller monitors from provably safe,
nondeterministic controllers [15, 29]. The safety of such nondeterministic controllers is established
using differential dynamic logic (dL) [31, 32], which is designed specifically to verify hybrid systems
with both discrete and continuous dynamics. In dL, we use hybrid programs (HPs) to model
both controllers and the differential equations of the physical environments they interact with. A
summary of the syntax and semantics of hybrid programs can be found in Table 1. Proving the
safety of a cyber-physical system using dL typically comes down to proving a modal formula of the
form Init — [(Ctrl; Plant)*]Safe, where Init and Safe are logical formulas while Ctrl and Plant are
hybrid programs. This means that under a certain initial condition (Init), no matter how often we
execute the discrete-time controller (Ctrl) and let the continuous-time system evolve to the next
control cycle (Plant), the safety condition (Safe) is satisfied.
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Table 1. Semantics of Hybrid Programs in dL

Syntax Semantics
x:=e Assign the value of e to variable x, leaving all other variables unchanged.
X = Assign variable x nondeterministically to some real value.
?0 If Q is true, continue running; else abort.
x'=f(x)&Q Follow the system of differential equations x” = f(x) for a certain (nonde-
terministic) amount of time while Q holds true.
aup Nondeterministically run either HP « or f.
a;p Sequentially run f after a.
a* Run « repeatedly for any > 0 amount of iterations.
Model = Init — [(Ctrl;Plant)*] Safe (1)
Init = (A>0AB>0AT >0) A (x+0?/2B<e)
Ctrl = (a:==B) U (2(x +oT + AT?/2+ (v + AT)?/2B < e) ; a:=A) (2)
Plant = t:=0 ; {x' =0, v ' =a, ' =1 &t <T Av > 0}
Safe = x <e

Fig. 1. A Simple dL Model of a Train Braking-Control System [33]

For example, the dL. model described in Figure 1 designates a nondeterministic train controller
that must stop by the end of movement authority e located somewhere ahead of the train, as assigned
by the train network scheduler [33]. Variable x models the position of the train on its tracks. At
every control cycle, the driver can choose between braking with acceleration —B < 0 or accelerating
with acceleration A > 0. It then gives control to the environment until the next control cycle,
which happens in at most T seconds. However, the option to accelerate is only acceptable when a
sufficient distance remains to accelerate and then brake safely. The safety of this nondeterministic
train controller can be established by proving the validity of Formula 1, using the rules and axioms
of dL. This can be done interactively in a proof assistant such as KeYmaera X [14]. In particular,
doing so requires finding a loop invariant Inv that holds initially, implies the safety property and is
preserved by any run of hybrid program Ctrl; Plant. Here, one can take Inv = Init.

Crucially, one can extract a runtime monitor from the nondeterministic controller shown in
Equation 2 and use it as a shield for a learning-enabled agent [15]. For example, one could use
reinforcement learning to learn a deterministic train controller that optimizes for speed, energy
efficiency and passenger comfort, while guaranteeing safety by overriding acceleration whenever
the distance to the end-of-movement authority is insufficient (i.e. the guard in Equation 2 is violated).

2.2 Adding Adaptivity via Parametric Bounds

As illustrated in the previous section, previous work [15, 29] has shown how to extract shields from
nondeterministic controllers whose safety is established using differential dynamic logic. However,
doing so requires an accurate model of every safety-relevant aspect of the system. In cases where
only a conservative model is available, the shield may force the system into an overly cautious
behavior. One contribution of this work is to allow the design of adaptive shields, whose behavior
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is refined at runtime as the agent gathers more information about its environment. To do so, we
allow environment models to be parameterized by unknown quantities and control envelopes to be
parameterized by bounds on these same quantities.

An example of such an adaptive shield is described in Figure 2. It is specified using our proposed
shield specification language, which we define rigorously in Sections 4 and 5. This example is a
variation of the train control system from Figure 1 with a continuous action space: instead of
making a binary choice between accelerating and braking, the agent must select a commanded
acceleration u € [-B, A], which is expressed in dL using a nondeterministic assignment u :=x
followed by a test ?(—B<u <A). In addition, the relationship between the commanded acceleration
u and the actual acceleration a of the train is governed by an unknown linear function: a = fu + ¢
where 6 > 0 and ¢ are unknown real parameters. At runtime, the actual acceleration of the train is
measured repeatedly, allowing the agent to compute increasingly precise estimates of the systematic
disturbance 0 and ¢ and thus allowing the shield to be increasingly permissive.

The shield specification in Figure 2 consists of eleven sections, each of them introduced by a
distinct keyword. cONSTANT introduces real quantities that are known by the agent at runtime
such as the maximum commanded acceleration A. UNKNOWN introduces quantities that are not
known and must be estimated at runtime, namely 0 and ¢. AssuME gathers global assumptions
about constant and unknown symbols such as A > 0 and 6 > 0. Such assumptions could be encoded
as system invariants instead (see INVARIANT) but separating them from state-dependent invariants
leads to greater conceptual clarity and more concise proof obligations (global assumptions are
preserved by definition). The CONTROLLER, PLANT, SAFE and INVARIANT sections define a dL model
similar in shape to the one already studied in Figure 1. However, the plant model can feature
unknown symbols, which it does here via the v’ = 6u + ¢ differential equation. Also the controller
can depend on bound parameters that constrain these unknowns and that are introduced in the
BOUND section. Here, we introduce a lower bound 6 on 6, an upper bound 0 on 6, and an upper
bound ¢ on ¢. These parameters are instantiated and refined at runtime as the agent is gathering
knowledge, using statistical inference. The controller is similar to Equation 2, except that it offers a
continuous action space and conservatively assumes a maximum achievable braking rate of B — .
Thus, the control envelope defined by the nondeterministic controller gets increasingly permissive
as tighter bounds are obtained on 0 and ¢.

The invariant can depend on bound parameters but only monotonically, in the sense that it can
only be made more permissive by a tightening of the bounds. This is an intuitive requirement: ac-
quiring knowledge must never transition an agent from a state considered safe to a state considered
unsafe. Here, this requirement clearly holds since the maximum guaranteed braking rate of B — ¢
can only get larger as § and ¢ tighten. Finally, NoISE and oBSERVE specify the kind of information
that may become available at runtime to compute and refine such bounds. Here, we are assuming
that at every control cycle, an estimate of the actual acceleration of the system may be measured,
with some Gaussian noise of standard deviation o. No guarantee is offered on when and under
what conditions such an observation becomes available. INFER defines a family of provably-sound
strategies for updating 6, § and ¢ based on such observations, as we discuss shortly in Section 2.4.
Before we do so though, we introduce a last variant of our train control shield that illustrates how
functional unknowns can be handled, using the concept of a local bound.

2.3 Handling Functional Unknowns with Local Bounds

In our previous example from Figure 2, two real-valued unknowns are estimated at runtime.
However, our framework can handle a more powerful and flexible form of model-uncertainty in the
form of functional unknowns. Figure 3 provides an example, considering a train that evolves on tracks
of unknown, varying slope. Variable x denotes the train position on an arc-length parametrization
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CONSTANT A,B, T, o
UNKNOWN 0, ¢
ASSUME A>0,B>0,T>0,0>0, 0>0
BOUND 0:0<0,0:020,p:02¢
CONTROLLER
u=x; 2 (-B<u<A); ?(x+0T + (Qu+@)T?/2+ (v + (Qu+ @) T)*/2(6B — p) < e)
PLANT t:=0;{x’' = 0,0 =0u+¢,t' =1 &t <TAv >0}
SAFE x < e
INVARIANT (0B — @ > 0) A (x +02/2(0B— ) < e)
NOISE 7 ~ N (0, 0?)
OBSERVE w =0u+¢ — 1
INFER
0,0 = AGGREGATE i, j : (wj = wi)[(uj = u;) AND (n; — 1;)/(uj — u;) WHEN u; > u; ;
7

‘= AGGREGATE i : w; — Bu; AND 1; WHEN u; < 0

Fig. 2. An adaptive shield for a train control system, where the relationship between the commanded and
actual train acceleration is governed by an unknown linear function.

of the tracks. A train at position x is subject to an additional acceleration term of —g - sin(6y)
where g ~ 9.81 ms™? is Earth’s gravitational acceleration and 0, the track angle at coordinate x.
We model this influence by defining the train’s kinematics as v’ = a + f(x), with a the acceleration
commanded by the controller and f an unknown function of x. In addition, f is assumed to be
k-Lipschitz, globally lower-bounded by —A (ensuring that the train will always move forward when
instructed to accelerate at rate A) and upper-bounded by a known constant F. One could simply use
this global bound to implement a conservative shield. Our challenge is to do better by estimating
superior, local estimates of f based on runtime observations.

We do so by introducing the concept of a local bound. Figure 3 defines such a bound, namely
f = f(x). As opposed to the global bounds used in the previous section, this bound involves
quantity f(x) that is state-dependent. The guarantee that comes with such a definition is that
before every control cycle, the inference module must provide a value f that is an upper bound on
the value of f(x), as evaluated in the current state. The value of f can be used in the controller.
However, f cannot be mentioned in the invariant since f > f(x) may not hold anymore as the plant
executes and the train moves further on the tracks. A local bound is only guaranteed to be valid
at discrete points in time, after each run of the inference module and right before the controller
executes. Thus, we also maintain an upper bound y on f(x) that holds throughout the plant and
can therefore be used in the invariant. Variable y is updated before the controller executes with
the value of f whenever the latter provides a tighter bound. Then, it is evolved via the differential
equation y’ = kv, degrading the precision of our bound at a rate proportional to the Lipschitz
constant of f to ensure its preservation by the plant (df/dt < df/dx - dx/dt < k - 0).

We can now derive our invariant, from which the controller’s acceleration guard follows. Given
a particular state and provided a bound y > f(x), we wonder whether the train can be kept safe
indefinitely from the current state by fully engaging the brakes. Given a constant, effective braking
rate of b and starting with speed v, it can be shown that the distance needed for the train to brake
to a full stop is Bdist,(b) = v?/2b. Thus, a sufficient condition for the train to be safe indefinitely is
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CONSTANT A,B,F, k, o
UNKNOWN f ()
ASSUME
A>0,B>0,T>0,k>0,06>0 F<B, A+F >0,
(Vx =A< f(x) < F), (YxVy |f(x) = f(y)| < klx — y])
BOUND [ : f(x) < f

CONTROLLER

y:=min(y, f) ;

((a:=-B) U

(?(x + 0T + 3 (A + F)T? + Bdisty.(arp)7 (B — min(F, y + k(oT + 3(A+ F)T?) +
k- Bdistys(a+r)7(B—F))) <€) ; a:=A)

PLANT t:=0;{x' =0,0' =a+ f(x),y =ko,t' =1 &t < T Av >0}
SAFE x < e
INVARIANT (v > 0) A (y = f(x)) A (x + Bdist,(B — min(F, y + k-Bdist,(B — F))) < e)
NOISE 7 ~ N (0, 0?)
OBSERVE 0 = f(x) — 7

INFER f := F; f := BEST i : f; + k|x — x;| ; f '= AGGREGATE i : w; + k|x — x;| AND 7;

Fig. 3. An adaptive shield for a train control system where the railway tracks are assumed to follow an
unkown, space-varying slope function. We write Bdist,(b) = v%/2b. For simplicity, the train faces a binary
choice between acceleration and braking (as in Figure 1 and unlike in Figure 2).

x + Bdist,(B — F) < e, since we can guarantee an effective braking rate of at least B — F using the
global bound F on f. However, a stronger guarantee may result from combining the local bound
y > f(x) and the fact that f is k-Lipschitz. Indeed, since we already know from our naive estimate
that the train can stop within distance Bdist,(B — F), we also know that the value of f along this
trajectory must be upper-bounded by y + k - Bdist,(B — F). This gives us an effective braking
rate along the stopping trajectory of B — (y + k - Bdist,(B — F)). In turn, a new stopping distance
can be computed from this estimate, yielding the invariant shown in Figure 3. The controller’s
acceleration guard follows from the invariant, as it simply ensures that the invariant will still hold
after executing the plant for time T.

So far, we have seen how adaptive shields can be extracted from nondeterministic, parametric
controllers. Our next step is to show how inference modules can also be synthesized that are
guaranteed to instantiate such parameters from runtime observations in a statistically sound way.

2.4 Inferring Statistically-Sound Bound Parameters

In this section, we delve into our proposed inference strategy language, which is used to specify
nondeterministic inference strategies for instantiating bound parameters at runtime. Inference
strategies are introduced by the INFER keyword. We consider the strategy from Figure 3 as an exam-
ple (the strategy from Figure 2 is analyzed in the extended version of this paper [11, Appendix E.1]).
An inference strategy consists of a sequence of inference assignments, where each assignment
computes a value for a particular bound parameter and updates this parameter whenever the new
value is tighter than the old one. Our language supports three forms of assignments, which are all
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represented in the strategy from Figure 3. Each assignment yields a proof obligation that establishes
its soundness.

The first assignment f := F indicates that the global bound F can always be used as a local
bound on f(x). Its soundness is justified by the validity of the following proof obligation, which is
automatically generated by our framework and to be proved by the user:

o A(Vx (A< f(x) <F) A+ — f(x) <F.

Here, the right-hand-side of the implication is simply the definition of f, where f has been substi-
tuted into the assignment’s right-hand-side. The left-hand-side consists of the global assumptions,
from which only the relevant ones are shown here. The second assignment f := BEST i : f;+k|x—x;]
indicates that any previously established local bound f; induces a new bound f; + k|x — x;| for the
current state. The associated proof obligation is:

(VxVylf () = fWI < klx =y A (f(xi) < f) = f(x) < fi+klx —xil,

where all irrelevant assumptions have been removed for clarity. To a first approximation, the
semantics of this assignment is to compute one such bound for every element in the agent’s history
and assign the tightest one to f if it beats its current value. The third assignment f := AGGREGATE i :
w; + k|x — x;| AND n; is most interesting and the one that performs statistical inference from
observations. To understand it better, let us start from the associated proof obligation:

(VxVy|f(x) = fW)] < klx —yD) A (wi = f(x:) —mi) = (f(x) S wi+klx—xi[+m).  (3)

The validity of this obligation establishes the inequality f(x) < w; + k|x — x;| + n; for every triple
(xi, wi, m;) in the agent’s history. This does not directly give us a usable bound since w; and n; are
random variables, only the first one of which is observed. However, given a tolerance-level of ¢, we
can use the standard tail bound on Gaussians to establish a concrete upper-bound on f(x) that
holds with probability at least 1 — ¢. Here, we get the upper-bound b; = w; + k|x — x;| + 0 - z,, where
ze = V2 -erf (1 — 2¢) and erf™ is the inverse of the error function [6]. Indeed:

P{f(x) > b;} < Plwi+k|lx—xi|+n >b;} =P{gi>0-z} = e

The first inequality above is a consequence of Equation 3, the middle equality holds by substituting
the definition of b;, and the last equality holds by definition of the error function.

Such a probabilistic bound may be acceptable in cases where measurement noise is small.
However, when o is large, it may be unacceptably conservative. Fortunately, we can get tighter
bounds by aggregating multiple independent observations together. More precisely, consider some
nonnegative coefficients A; that sum up to one. Then, one can show that the following is a bound
on f(x) with probability at least 1 — ¢:

bie = Y A (i tklx—xl) + |> Aoz, (4)
i i

The proof is similar to the one for Equation 3. We have f(x) > b — w; + k|x — x;| + n; > b for all i
and b. Thus, taking a convex combination, we have f(x) > b — X; Aj(w; + k|x — x;| + n;) > b for
all b. As a consequence:

P{f(x) > by} < P{Z/li(wi+k|x_xi| +1:) > bl,s; = P{Z/Iiﬂi > U'Ze} =& (5)

where ¢’ =0,/Y; A? is the standard deviation of }; A;7;, which is a zero-mean Gaussian provided

that the choice of A is uninformed by - and thus independent from — the values of 1; and w;.
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Fig. 4. Adaptive Shielding Overview Diagram

The bound obtained in Equation 4 is the sum of two terms. Minimizing the first term requires
putting all the weight on the closest measurement, where k|x — x;| is smallest. On the other hand,
minimizing the second term requires spreading the weights uniformly between measurements,
resulting in a value of (o - z.)/v/n, where n is the number of considered measurements. Finding
the right tradeoff can be subtle and situation-dependent. Similarly, the value chosen for ¢ at every
control cycle must be substracted from a global safety budget, whose proper management constitutes
an important challenge. Fortunately, our framework does not force such choices on the shield
designers. Rather, it enables the specification of nondeterministic inference strategies, where the
choice of € and A is determined at each control cycle by a non-soundness-critical inference policy
that can be learned similarly to the control policy.

The AGGREGATE construct from our inference strategy language allows generalizing the reasoning
above to a large class of bounds and distributions. Provided a symbolic bound that can be expressed
as the sum of an observable component and of a noise component (syntactically separated using the
AND keyword), AGGREGATE computes a weighted average of multiples instances of such bounds,
using probabilistic tail inequalities to handle the aggregated noise term. More generally, a strategy
written in our proposed inference languages can be compiled into one proof obligation per inference
assignment, along with an inference module that integrates with an inference policy at runtime.

2.5 System Overview

Figure 4 provides a diagrammatic summary of our proposed framework for designing adaptive
shields. In this framework, human experts are offered a domain-specific language for specifying
shields in the form of parametric dL. models coupled with nondeterministic inference strategies.
A specification written in this language can be automatically compiled into a shield and into a
series of proof obligations that are sufficient in establishing its soundness. All obligations are dL
formulas, which can be discharged automatically in many cases but also proved interactively in a
proof assistant such as KeYmaera X [14]. Obligations include the following:

e The proposed invariant must be preserved when running the controller and the plant in
sequence, assuming that all assumptions and bounds hold initially.
e The proposed invariant and the global bounds must imply the postcondition.
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Hybrid Program: «,f = x:=e | x:=x |?P | x' = f(x) & Q | aUB | a;5 | &
Formula: P,Q == 01 ~0, | VxP | 3xP | [@]P |{(a)P |=-P| PVQ | PAQ | P> Q
Term: 0 ==r|x| f(0,...,6,) ]10] | 6,006,

Number literal: r € R Variable: x € Var Function symbol: f € Symb

Term comparison: ~ € {=,<,<,>,>} Arithmetic operator: © € {+, X, min, max}

Fun = Up,ew R® > R) Interp = Symb — Fun VState = Var -» R
[a] : Interp — P(VState x VState) [P] : P(Interp X VState) [0] : Interp X VState —» R

Fig. 5. Syntax and semantics of dL. P (-) denotes the powerset operator.

e The nondeterministic controller must be total, in the sense that at least one action should be
available in any state where the invariant and bounds are true.
o All inference assignments must be sound.

In the particular case where no functional unknowns are used and all differential equations admit
an analytical solution expressible as a multivariate polynomial, all generated proof obligations are
decidable. In general, manual proof assistance may be required for certain obligations. Notably, dL
has proved effective at reasoning about unsolvable differential equations [23, 35].

The generated shield consists of three components. The first one is an inference module that
is extracted from the expert-defined, nondeterministic inference strategy. The other two are a
controller monitor and a fallback policy, both of which are extracted from the nondeterministic dL
controller. At runtime, an untrusted agent interacts with the physical world under the protection of
the shield, which overrides any proposed action that is not validated by the controller monitor using
its fallback policy. The inference module is tasked to instantiate the model’s bound parameters,
which the controller monitor and the fallback policy depend on. The inference module is guided by
the agent’s inference policy, which provides hints on how the safety budget should be spent and
how observations should be weighted when building aggregates. The safety budget is initialized
with the system’s tolerated probability of failure, which is typically a small value such as 107,
In cases where not enough budget remains to honor the inference policy’s recommendation, the
inference module skips the associated inference assignment.

Importantly, the inference policy must not depend on the value of the observations processed by
the inference module and must only base its decisions on the availability of these observations and
on features of their associated states. Intuitively, this restriction prevents the agent from p-hacking
its way to unsafety [30]. Indeed, it would be unsound for the agent to make several measurements
of the same quantity and then discard all measurements but the most favorable one. Another
requirement enforced by the inference module is that the same observation cannot be reused
across control cycles. Indeed, allowing the reuse of observations across control cycles enables an
indirect form of cherry-picking since the next state after each control cycle may be influenced by
the observations made during this cycle and thus carry some amount of information about it.

3 Background
3.1 Differential Dynamic Logic

Differential dynamic logic (dL) [31, 32] is designed specifically to verify hybrid systems with both
discrete and continuous dynamics. The syntax and semantics of dL is summarized in Figure 5. A
state is defined as a mapping from variable names to real values. An interpretation is defined as a
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mapping from function symbols to real functions of proper arity (possibly zero). The semantics of a
hybrid program a can be defined by induction on a. For I an interpretation, [«] (I) denotes the set
of all pairs of states (s1, sz) such that s, is reachable from s; by executing a. We provide an intuitive
summary of such semantics in Table 1 but formal definitions can be found in the literature [32].
The semantics [P] of a formula P is defined as the set of all (I, s) pairs such that P is true in state
s and under interpretation I. It follows naturally from first-order logic. In addition, [«]P is true
if and only if P is true after all runs of the hybrid program « and ()P is true if and only if there
exists a run of the hybrid program « after which P is true. Atomic formulas consist in comparisons
of terms. The semantics [0] of a term 6 maps a pair of an interpretation and a state to a real value.
A formula P is said to be valid (written E P) if it is true in all states and interpretations.

3.2 Notations for Valuations

Given a set of variables V, a valuation of V is defined as a function p : V — R that maps each
variable in V to a value. Moreover, a partial valuation of V is defined as a partial function p’ : V.— R
that attributes values to a subset dom p’ of variables from V (note the special arrow symbol for
partial functions). We denote {} an empty valuation. Moreover, if v and v” are valuations of two
disjoint subsets of variables V and V', we write v U v’ the valuation of V U V' induced by v and v’.

3.3 Reinforcement Learning

Reinforcement learning (RL) is about learning to make decisions in an environment in such a way
to maximize rewards. Environments are typically represented using Markov Decision Processes
(MDPs) [41]. An MDP is defined by a tuple (S, A, P, R, y) where S is the state space, A is the action
space, and P : S X A — D(S) is the transition function, which maps any state-action pair to a
probability distribution over new states. R : S X A X S — R is the reward function, which describes
the reward associated with a specific state-action pair and a specific next state. Finally, y € (0,1) is
the factor by which future rewards are discounted at each time step. The goal of RL is to find an
optimal policy 7 : § — D(A) for the agent to maximize the expected discounted sum of future
rewards: B, [Z;’io Y'R(si, al-)]. In the most common model-free RL setting, P and R are unknown
and the agent accesses samples of these by directly interacting with the environment.

3.4 Safe Reinforcement Learning via Shielding

This work builds on the Justified Speculative Control framework (JSC) [15], which leverages models
written in dL to shield reinforcement learning agents by only allowing provably-safe control actions.
JSC crucially relies on the ability to extract monitors [29] from nondeterministic dL controllers. To
define those monitors [29], we need to bridge dL models with reinforcement learning environments.
Thus, consider a dL model of the kind defined in Equation 1. Such a model induces a state space
State = FV(Model) — R, where a state maps each free variable occuring in the model to a real
value. In addition, the controller Ctrl induces an action space that can be defined inductively:

Ala v pl=Ala] W AlLl, Ale;pl=Alal x A[p], Alx:==]=R, Alx:=e]l=A[?Q]=1.

In this definition, X WY = {(left,x) : x € X} U {(right,y) : y € Y} denotes the disjoint union of
sets X and Y and 1 = {«} denotes a set with a single element. Intuitively, an action records a
sequence of choices that uniquely characterizes a run of the controller. For example, the discrete
controller defined in Equation 2 has an action space A[Ctrl] = 1 W (1 X 1), which is isomorphic to
a 2-element set containing a braking and an accelerating action. The continuous controller used in
Figure 2 has an action space A[Ctrl] = R X 1. For any state s € State and action a € A[Ctrl], we
write E[Ctrl] (s, a) for the state that results from executing Ctrl while performing the sequence
of choices encoded in a. A formal definition is provided in the extended version of this paper [11,
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Appendix D.1]. From the structure of a nondeterministic controller, one can extract a controller
monitor that takes as an input a state and an action and returns a Boolean value indicating whether
or not the action is permissible.

LEMMA 3.1 (EXISTENCE OF A CONTROLLER MONITOR AND FALLBACK POLICY). Let Ctrl be a nonde-
terministic controller in the form of a dL hybrid program that is free of loops, modalities, differential
equations, quantifiers and function symbols of nonzero arity. Then, there exists a computable function
M[Ctrl] : (FV(Ctrl) > R) x A[Ctrl] — {true,false} that we call controller monitor and such
that for all state s and action a, M[Ctrl] (s, a) = true if and only if (s, E[Ctrl](s,a)) € [CtrI]({}).
In addition, given any formula Inv such that £ Inv — (Ctrl) true (i.e. there exists an outgoing con-
troller transition for all states in Inv), there exists a computable function F[Ctrl] : (FV(Ctrl) —
R) — A[Ctrl] that we call fallback policy and such that for all state s such that ({},s) € [Inv],
(s, E[Ctrl] (s, FICtrll(s)) € [Ctrll({}).

In our train example from Figure 2 (with a continuous control input), the action space A[Ctrl] is
isomorphic to R. An action is a commanded acceleration u and the runtime monitor M[Ctrl] simply
evaluates the two tests featured in the controller definition for the selected value of u: it checks that
both formula (-B <u < A) and formula (x + 0T + (Qu + §)T?/2 + (v + (Qu + ¢)T)*/2(9B — §) < e)
evaluate to true in the current state and for the current values of bound parameters 6,  and ¢. In
our train example from Figure 3 (with a binary control input), the action space is isomorphic to
{brake, accelerate}. The braking action is always allowed. To determine whether or not to allow
acceleration, the monitor evaluates the test from the associated branch of the nondeterministic
controller from Figure 3. In general, controller monitors can be derived from shield specifications
via a simple syntactic transformation. We formalize this transformation and provide a proof of
Lemma 3.1 in the extended version of this paper [11, Appendix D]. The KeYmaera X toolchain
features a tool called ModelPlex [29] for extracting executable controller monitors from dL models.

The existence of a fallback policy is guaranteed by the assumption £ Inv— (Ctrl) true, which
indicates that there exists at least one way to resolve the nondeterministic choices in Ctrl in such a
way to pass all tests (i.e. not trigger any monitor alert). The corresponding action can be computed
systematically by solving a decidable SMT problem, hence the existence of a decidable fallback
policy (see the extended version of this paper for details [11, Appendix D.3]). However, for the sake
of monitoring efficiency, tools like ModelPlex require the user to specify an explicit fallback policy
on a case-by-case basis. Doing so is never a problem in practice since proving k Inv— (Ctrl) true
requires characterizing such a policy anyway. In particular, an explicit fallback policy can be
automatically extracted from a constructive proof of this formula [7]. In our train examples, a
possible fallback policy is to brake with maximal force, which corresponds to action —B in the
continuous case and action “brake” in the discrete case.

4 Adaptive Shielding
4.1 Shield Specifications

We define a language to specify adaptive shields via parametric safety models. Models can assume
a set of parametric bounds on a number of unknown quantities. The derived runtime controller
is parametric in these same bounds, which are maintained and improved at runtime by a derived
inference module. Examples of shield specifications are available in Figures 2 and 3. Formally, a
shield specification is defined by a tuple of the following elements:

Const: a set of constants, which are dL symbols of arity zero whose value is known at runtime.
Unknown: a set of unknowns, which are dL symbols of fixed arity, whose value is not known at
runtime and can be estimated by the inference module using observations.
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Assum: a set of assumptions, which are dL formulas representing global assumptions about the
constants and unknowns. Assumptions can feature symbols but no free variables. When clear
from the context, we also write Assum for the conjunction of all assumptions.

StateVar: a set of state variables, which are dL variables used to represent model state. In our
concrete syntax, the set of state variables is inferred as the set of all mentioned free variables
that are not parameters, observation variables or noise variables (see below).

Param, Dir, Bound: a set of parametric bounds. Param is a set of dL variables called bound pa-
rameters (or parameters for short). Each parameter p is mapped to a dL formula Bound,,
that is either monotone or anti-monotone with respect to p, depending on bound direction
Dir, € {up, lo}. In our concrete syntax, the bound direction can be omitted whenever easily
inferrable. For 6 a dL term, we write Bound,, 0] for the result of substituting 6 for p in Bound,,.
If Dirj, = up, we call Bound, an upper-bound and we mandate that it is monotone, meaning
that F Vxy (x < y — Bound,[x] — Bound,[y]). If Dir, = lo, we call Bound,, a lower-bound
and we mandate that it is anti-monotone: k¥ Vxy (x < y — Bound,[y] — Bound,[x]).
Bound,, can feature constants, unknowns and state variables. It cannot feature any parameter
other than p. It is said to be local if it contains a free occurence of a state variable. Otherwise,
it is said to be global. The associated parameter p is also called local or global accordingly. We
write LParam the set of local parameters and GParam the set of global parameters. We write
GBound = A ,cgparam Bound,, for the conjunction of all global bounds. Finally, when clear
from the context, we use the notational shortcut Bound = A ,cpsram Bound,, for the conjunc-
tion of all bounds. For b € Param — R, we also write Bound[b] = A ,ed4oms Bound, [b(p)].

Ctrl: a controller, in the form of a (nondeterministic) dL hybrid program that is free of loops,
modalities, differential equations and quantifiers. The controller can involve constants, pa-
rameters and state variables but no unknowns. Only state variables can be modified. For
¢ € Const » R and b € Param — R, we write Ctrl[c, b] for the result of substituting all
constants and parameters in Ctrl by their value according to ¢ and b. Thus, Ctrl[c, b] has no
symbols and its free variables are all in StateVar. For any (c, b) pair, Lemma 3.1 guarantees
that a controller monitor and a fallback policy can be extracted from Ctrl[c, b].

Plant: a dL hybrid program that represents the physical environment. As opposed to the controller,
it can feature unknowns but no parameters. Only state variables can be modified.

Safe: a dL formula that represents the safety constraint under which the system must operate. It
can involve constants, unknowns and state variables but no parameters, since the safety
condition cannot change over time as knowledge is gathered.

Inv: an invariant, in the form of a dL formula. The invariant can feature constants, state variables
and unknowns but only global parameters. Local parameters are not allowed in the invariant.
The following proof obligations are generated that involve the invariant:

(1) The invariant must imply the postcondition: £ Assum A GBound A Inv — Safe.

(2) The invariant must be preserved: £ Assum A Bound A Inv — [Ctrl; Plant] Inv.

(3) There always exists a safe controller action: £ Assum A Bound A Inv — (Ctrl) true.

(4) The invariant must be monotone with respect to upper-bound parameters and anti-monotone
with respect to lower-bound parameters.

NoiseVar, Noise: a set of noise variable declarations. NoiseVar is a set of dL variables that can be
used in the definition of observations and that model samples from mutually independent
random variables. Each noise variable 1 € NoiseVar is mapped to an expression Noise,, that
denotes a probability distribution. NoiseVar, can be either N'(61, 6) for a normal distribution,
U (01, 0,) for a uniform distribution or B(6;) for a Bernouilli distribution. In all cases, 6; and
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0, are dL terms that can feature constants and state variables. We write [Noise] : (Const —
R) — NoiseVar — Distr(R) for the semantic denotation of Noise.

ObsVar, Obs: a set of observations. ObsVar is a set of dL variables called observation variables. Each
observation variable w is mapped to a defining dL term Obs,, that may feature constants,
unknowns, state variables and noise variables (but no bound parameter).

Infer: an inference strategy, which defines an inference module that issues concrete values for
bound parameters at runtime, using an external inference policy for guidance.

The inference strategy can be defined in a custom, domain-specific language that is explained
in details in Section 5. Before we dive into this language though, we characterize the abstract
requirements that an inference module must fulfill in Section 4.2. The soundness of our proposed
inference strategy language can then be established against these requirements.

4.2 Symbolic Bound Instantiations

An inference strategy Infer induces an action space A[Infer] for the agent’s inference policy,
which is defined rigorously in Section 5. In particular, inference actions associated with a single
AGGREGATE assignment are (¢, ) pairs, as seen in Section 2.4. An inference strategy denotes a
function [Infer] : A[lInfer] — List(Param X SBlInst X [0, 1]) that maps an inference action to a
list of symbolic inference assignments. A symbolic inference assignment consists of a triple (p, e, )
of a bound parameter p, a symbolic bound instantiation e and a failure probability e.

To illustrate the concept of a symbolic bound instantiation, consider the following example
statement from Section 2.4: “f := AGGREGATE i : w; + k|x — x;| AND 7;”. Provided a (¢, 1) pair and
a history of states and observations, the right-hand-side of this statement can be evaluated into a
concrete, numerical value proposal for f. This is done in two stages, the first one of which being the
computation of a symbolic bound instantiation e for f. For example, if ¢ = 1078, 1, = 0.3, A5 = 0.7
and A; = 0 for all i ¢ {2, 4}, we obtain the following symbolic bound instantiation:

e = 0.3X (ws+k|x—2x0) +0.7 X (ws + k|x — x5]|) + CDF,;;USNN(O, o?) (0.37, +0.775,107%).  (6)

In the expression above, the CDF ! construct provides a symbolic representation of the inverse tail
function of a probability distribution, also called its inverse complementary cumulative distribution
function — hence the notation. Given a random expression and a tolerance &, CDF ! returns the best
upper-bound obtainable on this expression that is true with probability 1 — ¢ at least. For example,
we have ﬁ;~¢1(o,1) (X+1,6) =2—¢forall e € [0,1] since Px.q/01){X +1 > 2 — ¢} = ¢. Details
on how to compute or approximate the CDF ! operator numerically are available in the extended
version of this paper [11, Appendix E.2].

Provided some values for the constant symbols, for the current state and for past states and
observations from the agent’s history, the symbolic bound instantiation from Equation 6 can be
in turn evaluated into a real number. There are two reasons for performing such staging. First, it
makes it very clear that [Infer] has no access to the actual observation values when building e,
which is critical for soundness (as previously discussed in Section 2.4). Second, this pushes the
orthogonal challenge of evaluating CDF ! outside of the core inference machinery.

4.2.1 Formal Syntax and Semantics. A sketch of a formal syntax and semantics for symbolic bound
instantiations is provided in Figure 6. A symbolic bound instantiation e can be a dL term 0, the
sum of two other symbolic bound instantiations, an application of the CDF ! operator or a guarded
expression (e when P), where P is a quantifier-free, modality-free dL formula. Importantly, the
evaluation of a symbolic bound instantiation can fail and return a special value L. It does so when
attempting to access the value of an undefined variable or symbol, or when evaluating (e when P)
while P evaluates to false. Support for L is important since our framework does not mandate
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8 u= N(01.02) | UBLO:) | B(O) e = 0] e+er | e when P | CDF, 5., s (01,02
[el : (Symb — Fun) x (Var = R) - RU {L}

[CDF, 5,5, (01, 01 (L) € {5 B, sy (10 (LoU(Um)) > b) < [6:1(L0) } U {1}

Fig. 6. Syntax and semantics of symbolic bound instantiations. We only show the contract that CDF "' must
fulfill for soundness. Concrete implementations must optimize for small, real return values.

observations to be available at each cycle, making some observation variables possibly unassigned.
In addition, “when” is necessary for our inference strategy language to support conditionally
sound bounds, which we use in the example from Figure 2 and discuss further in Section 5.

4.2.2 Indexed Variables. Finally, symbolic bound instantiations can contain special dL variables,
whose name contains an integer index (i.e. w;). Semantically, there is nothing special about such
variables and we can just regard them as normal variables following a naming convention. The
only thing that matters is that for any x € Vand i € N, x; ¢ V where V = StateVar U Param U
ObsVar U NoiseVar. We also introduce some notations to ease the manipulation of indexed variables.
For v a partial valuation over V and i € N, we write 0 = {x; — r : o(x) = r} the same
valuation in which all domain variables are tagged with index i. For example, if x,y € V and
v={x+ 0,y — 1}, then 0@ = {x2 + 0,y, > 1}. In addition, for P a formula with variables in V,
we write P(!) the formula that results from P after tagging every free variable with index i. Finally,
we also allow the use of symbolic names as indices. For example, in the inference assignment
“AGGREGATE i : w; + k|x — x;| AND 1,;”, w; is a normal dL variable whose name follows a particular
convention. We introduce a special syntactic transformation for “instantiating” symbolic indices in
formulas. For example, if P = x; + x; > 0, we write P[i, j\2,3] = x3 + x3 > 0.

4.3 Soundness of Symbolic Inference Assignments

As mentioned in the previous section, an inference strategy denotes a function [ Infer] : A[Infer] —
List(ParamxSBInstx [0, 1]) that maps an inference action to a list of symbolic inference assignments.
Our proposed inference strategy language is sound in the sense that any strategy expressed with it
produces sound assignments by construction. In turn, a symbolic inference assignment (p, e, ¢) is
sound if e evaluates to a “correct” instantiation of p with probability at least 1 — ¢. To make this
definition more precise, we need a couple of preliminary definitions:

o A state is defined as a valuation of the state variables: State = StateVar — R.

e A bound instantiation is a partial valuation of the parameters: Inst = Param — R.

e An observation availability set is a subset of observation variables indicating what observation
were made at one point in time: ObsAvail = £ (ObsVar).

We can now define the notion of soundness for symbolic inference assignments. Intuitively, (p, e, €)
is sound if and only if for any possible history of states, observations and bound instantiations
and for any intepretation of the model unknowns, updating an instantiation b by assigning the
value of e to p preserves the truth of Bound[b] with probability at least 1 — ¢. The challenge in
formalizing this intuition is to precisely characterize what counts as a possible history. We do so in
Definition 4.1, building a valuation v that stands for an arbitrary, consistent history.

Definition 4.1 (Sound inference assignment). A symbolic inference assignment (p, e, ¢) is said to
be sound if and only if for any ¢ € Const =R, u € Unknown — Fun,n € N, (sy...s,) € State”,
(z1...z,) € ObsAvail™ and (b; ...b,) € Inst” such that (¢ Uu,s;) € [Assum A Inv A Bound[b;]]
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for all i < n, we have:
P{(cUu,s,) ¢ [Bound[b,[p < r]]l} < ¢

where r = [e]l(¢,0),0 = (sp Ubp) U (Uj<icn 5P U b, U 0i"), 0; = {w > [Obs, I (c Uu,s; Un;) :
w € ParamNz;}foralll <i<n,andn;-- -5, ~ [Noise] (c) i.i.d.

4.4 Compatible Environments

A shield acts as a buffer between an untrusted agent and a compatible environment. By compatible,
we mean that the environment must conform to the assumptions made by the shield specification,
without which no safety guarantee can be provided. The following definition formalizes this notion.

Definition 4.2 (Compatible environments). Consider a shield specification (Const, ..., Infer). A
compatible environment is a tuple ((S, AP,Ry), ¢s, @ (pa_l, C, U, a, /1) where:

e (S,A,P,R,y) is a Markov Decision Process.

e @5 : S — State is a state mapping function that maps environment states to shield states.
e ¢, : A — A[Ctrl] is a surjective action mapping.

@;! : A[Ctrl] — A s a reverse action mapping such that ¢, o ;! = id.

¢ : Const — R is an interpretation of the shield’s constant symbols.

u : Unknown — Fun is an interpretation of the shield’s unknown symbols.

a : S — P(ObsVar) is an observation availability function.

u:S — D(ObsVar — R) is an observation measurement function.

In addition, the following should hold:

(1) The shield’s plant correctly models the environment’s transition function: for all 5,s" € S,
a € Aand b € Inst, assuming that (1) s’ € supp(P(s,a)) (i.e (s,a,s’) is a valid transition),
(2) (cUu, ps(s) Ub) € [Assum A Bound A Inv], and (3) (ps(s) Ub,s” Ub) € [Ctrl](c) where
s” = E[[Ctrlc, b]1(¢s(s), pa(a)), then we have (s”, ps(s’)) € [Plant](c U u).

(2) The observation measurement function behaves consistently with Noise and Obs: for all
s € Sand o € ObsVar— R, then Pq~[[Noise]](c){[[Ob5]](C Uu,@s(s) Un) =0} = pu(s)(o).

A compatible environment extends a standard RL environment with a formal mapping between
this environment and a shield specification’s underlying model. It also defines some ground-truth
values for all unknown symbols, along with two observation functions for acquiring knowledge
about those. We choose to have two separate functions, where « indicates what observations
are available in any given state and p performs an actual measurement of those observations.
Such a separation is convenient since the inference policy is allowed to access information about
observation availability but cannot access actual observation values.

4.5 Shielded Environments and Main Safety Theorem

We define our main shielding algorithm by describing how a shield acts as a wrapper around
compatible environments, resulting into shielded environments that are amenable to RL themselves
and in which no unsafe state is reachable by construction.

Definition 4.3 (Shielded environment). Consider a shield specification (Const, ..., Infer) and a
compatible environment ((S, A, P,R,y),..., 1) (see Definition 4.2). We define the induced shielded
environment as an MDP <S, A, P,R, y> where:

o A state § = (s, h, bg, €rem) consists of a state s from the original environment, a history h,
an instantiation of global parameters b; and a remaining safety budget ¢rey, > 0. In turn, a
history is a list of (s’, z, b, ) triples where s’ is a state, z is an observation availability set and
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Algorithm 1 Sampling a transition in a shielded MDP

1: procedure SHIELDED_TRANSITION (8, 4)
2 S, h, bg, €rem «— § > Decompose § € S
3 Actrl, Qinf < > Decompose a € A
4 B « [Infer] (aijnf) > Get list of symbolic bound assignments B
5: Q ={w; € FV(e) : (p,e,¢) € B, v € ObsVar} > Determine observations to make
6 n« |hl+1 > Get index of history element being built
7 v — @5(s) U @5 (s)™ U bg U b ™ > Initialize a valuation for B
8 for ie {i:w; € Q} do > For every relevant step i in history
9 s’,2',b] « h;
10: o « sample p(s’) > Measure observations for step i
11: ve—oU{w — o(w):w € wez} > Update v with accessible measurements
12: v — o U ;s (sH)Du b[(i) > Update v with history element i
13: h—hli « (s, {}, b))] > Ensure observations are not reused
14: for (p,e,e) € Bdo > For every symbolic bound assignment in B
15: if ¢ > £em then > If not enough budget remains
16: continue > We skip the assignment
17: Erem — Erem — € > Update the remaining safety budget
18: r < [el(c,0) > Evaluate symbolic instantiation with o
19: if r # Land (p ¢ domov or r < v(p)) then > Whenever a tighter value is obtained
20: v —o[p—r][p™ «r] > Update v with the new tighter bound

21: b < {p — v(p) : p € LParam}
22: bg «— {p — v(p) : p € GParam}

23: assert dom b, = LParam > Ensure that all local parameters are set
24: h—h-(s, a(s), b)) > Add current state to the inference history
25: safe «— M[Ctrl[c, bs U b.]] > Instantiate the control monitor
26: fallback < F[Ctrl[c, bs U b.]] > Instantiate the fallback policy
27: if not safe(@s(s), pa(act1)) then > When the control action is deemed unsafe
28: acrl < @ ' (fallback(gs(s))) > Override it with a fallback action
29: s « sample P(s, acy) > Perform the action in the underlying MDP
30: return (s, h, bg, £rem) > Return a new value of §

b, is a local parameter instantiation. Formally, $ = S x Hist x (GParam — R) x [0, 1] and
Hist = List(S X £ (ObsVar) x (LParam — R)).

e An action d = (acyl, ainf) is defined as a pair of a control action and of an inference action.
Formally, A = A[Ctrl] x A[Infer].

e The transition function P : $ x A — D(S) is defined as in Algorithm 1.

e The reward function is lifted from the original MDP: if § = (s, h, b, €rem), d = (@ctrl, @inf) and
§ = (s, W, b, €opm), then R(5,4,8) = R(s, ac, §).

Note that in our definition, a state of the shielded MDP does not contain any information about
past observation values. Keeping such knowledge from the agent is crucial for soundness since the
agent could otherwise engage in cherry-picking. Instead, the history component of a state only
indicates which past observations are available and not used already.

Algorithm 1 rigorously defines the process of sampling a transition from a shielded environment,
indirectly defining the behavior of our proposed adaptive shield (see Figure 4 for a synthetic view).
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Lines 4 to 24 describe the execution of the inference module, which computes valuations b; and b,
for global and local bound parameters respectively while updating the history h and the remaining
safety budget ¢em. Lines 25 to 28 instantiate the controller monitor and fallback policy using bg
and b,. If the action proposed by the agent is rejected by the controller monitor, it is overriden via
the fallback policy. Finally, line 29, executes the resulting action in the real environment.

Note that we rely on a formalization trick where Algorithm 1 performs observation measurements
lazily (Line 10), sometimes on past states, rather than performing them eagerly and storing them.
Although physically unrealistic, this formalization enables us to stay within the standard MDP
framework that is dominant in RL. Concrete implementations would of course perform observations
eagerly and “secretely” cache them, offering the same interface. An alternative choice would have
been to define our shielding algorithm using framework of Partially-Observed Markov Decision
Processes (POMDPs) [24]. However, doing so would complicate our proofs and definitions for
little gain. Finally, instantiating the controller monitor (Line 25) requires every global and local
parameter to be mapped to a real value. This trivially holds for global parameters, by definition
of a shielded environment state (Definition 4.3). However, this does not obviously hold for local
parameters, hence the assertion on Line 23. It is the inference strategy itself that must guarantee
the validity of this assertion, which it does by statically enforcing that every local parameter is
provided a default value that is independent from observations or other local parameters. In the
example from Figure 3, the first assignment f := F serves this role. We can now state our main
safety theorem (a proof sketch is provided in the extended version of this paper [11, Appendix F.1]).

THEOREM 4.4 (SAFETY OF SHIELDED ENVIRONMENTS). Consider a shield specification (Const,...)
and a compatible environment ((S,...),..., ) (see Definition 4.2). Let E be the resulting shielded
MDP (see Definition 4.3). Then, given a safety budget ¢ € [0, 1], an initial global bound instantiation
b € GParam — R and an initial state s € S such that (¢ U u, ps(s) U b) € [Assum A Bound A Inv],
any trace in E starting with state $, = (s, 0, b, €) is safe with probability at least 1 — ¢, meaning that
(cUu,@s(sy)) € [Safe] for all state $; = (sy, ...) in the trace.

4.6 Learning in a Shielded Environment

Adaptive shields such as defined in Section 4.5 can be used to protect any agent from acting
unsafely in its environment, whether or not it is capable of learning and regardless of how it is
implemented. This is emphasized by our choice of formalizing shields as environment wrappers,
which are agent-agnostic by construction. Still, for the sake of concreteness, it is useful to illustrate
the use of Algorithm 1 and Theorem 4.4 in two typical reinforcement-learning scenarios:

Learning in a fixed environment. A shielded agent is placed in a fixed, compatible environment.
It ignores the value of unknowns but those are kept constant across training. A total safety
budget is defined for the inference module, which must be small enough to make crashes
unlikely (as per Theorem 4.4). Initially, the parameter bounds provided by the inference
module are very loose and so the shield’s action monitor is equally conservative. However, at
each control cycle, the inference module spends some safety budget to improve those bounds,
thereby allowing the agent to take increasingly aggressive exploratory moves. When the
safety budget is fully spent, the inference module is not allowed to update parameter bounds
anymore. However, the agent is still guaranteed to remain safe indefinitely, and in particular
as it finishes to optimize its control policy. Section 6 demonstrates this setting by showcasing
a train that learns to navigate on a fixed circuit.

Meta-learning across a family of environments. In many practical scenarios, autonomous
cyber-physical systems must be capable of quickly adapting to changing environments
without training a dedicated policy from scratch. It is thus useful to train an agent across a
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family of environments so that it can generalize across them. Such a meta-learning setting
integrates particularly well with our shielding framework. Indeed, we can train a shielded
agent through a series of episodes, each of which takes place in a possibly different environ-
ment that is nonetheless compatible with the agent’s shield (for possibly different values of
the unknowns). At the start of each episode, the inference module is reinitialized and a fixed,
per-episode safety budget is granted. In addition to the state information, the agent is given
access to the current bound parameters and the remaining safety budget at all times. It must
learn to gather suitable information about its environment and adapt its actions accordingly
within each episode. In particular, this allows a form of active sensing, where the agent learns
to act in such a way to receive useful information from the inference module. This also allows
optimizing the behavior of the inference module itself by learning inference policies, as we
discuss in Section 5. In the meta-learning setting, Theorem 4.4 is applied at each episode and
so a global safety bound can be obtained by multiplying the per-episode safety budget by the
number of training episodes. Section 6 explores this setting in three different case studies,
including one with a train controller that must learn to quickly adapt to different circuits
with different slope profiles.

5 The Inference Strategy Language

We define the syntax and semantics of our inference strategy language in Figure 7. An inference
strategy is defined as a sequence of inference assignments. Each kind of assignment defines its
own action space and the action space for a whole strategy is the product of the action spaces of
individual assignments. Three kinds of assignments are supported. Any assignment can be attached
a WHEN-clause that restricts its applicability, as illustrated in Figure 2 and in the extended version
of this paper [11, Appendix E.1]. A direct assignment “p := 6 ” does not require any input from the
inference policy and executing it costs no budget. It yields a single symbolic bound instantiation,
which is 6 itself. An assignment of the form “p := BEST iy, -, i, : 6~ expects as an input a list of
n-tuples of history indices and yields one bound instantiation 6[iy, - - - ,in \ j1,- - -, jn] for each tuple
(J1,- -+, jn). An alternate design would expect no input and consider every possible combination
of indices through the current history. However, the number of such combinations may grow
intractably large, which explains our current pragmatic choice.

Semantics of AGGREGATE. An assignment of the form “p := AGGREGATE iy, -+ ,i, : 0; AND 65"
takes as an input an (¢, D) pair, where ¢ indicates how much safety budget should be spent and
D is a finite distribution over all n-tuples of history indices. More precisely, D is a sequence of
(A, j) pairs where j indexes a combination of measurements from history and A is a positive weight
attached to it (X, jep A = 1). It yields a single bound instantiation that performs a weighted
average over all instances of the observable bound component 0;, while using the CDF ! operator
to handle the noise component 6,. As a requirement, 6; can contain observation variables but no
noise variables, while 6, can contain noise variables but no observation variables. The semantics of
AGGREGATE generalizes our reasoning from Section 2.4 (see Equation 5). Indeed, let us assume that
Bound, [(6; + 02)[i\j]] is true for any instantiation j = (jy, ..., jn) of i = (i1, ..., i), as guaranteed
by the generated proof obligation. Also, let us assume without loss of generality that p is an upper-
bound. Since Bound,, is monotone in p and thus convex, we know that Bound, [b*] is true where
b* = Y5 jep A(O1 + 02)[i\ j]. However, b* is not known at runtime since 0, features noise variables
that are not observed directly. Instead, our semantics yields instantiation b = 3’ ;cp 401 [i\j] + 6,
where § = ﬁ'l(ZMeD A0;[i\j], €). Since Bound,, is monotone, we have b > b* — Bound, [b].
Contraposing, we get ~Bound, [b] — b* > b. We can then establish the soundness of (p, b, ¢) with
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L = pri=er; ... Pni=en (p1,--spni=¢€) = (p1i=e€;...;pni=¢)

e = 0 WHEN G | BEST iy,...,i, : @ WHEN G | AGGREGATE Iy,...,i, : 0 AND 6, WHEN G
Alpr==e1;...; pni=en] = Alpr:=er] X - X Al pn :=ey]
Alp :=e] = Alel
Al6] =1

ABEST iy,...,i, : 0] = List(N")
Al AGGREGATE iy, ..., I, : 0; AND 0] = [0, 1] X FinDistr(N")

[« : Al — List(Param x SBInst x [0, 1])
[pi:=e1:...;pni=enl((ar,....an)) = [p1:=el(a1) ®--- @l pn = enll(an)
[p :=el(a) = [(p.e.€) : (e.¢) € [el(a)]
[0 waEN G](e) = [(0 when G, 0)]
[BEST iy,...,i, : 0 wHEN G](J) = [(0[i\j] when G[i\j], 0) : j € J]

[AGGREGATE iy, ...,i, : 6; AND 6, WHEN G]((¢g, D))
- (( el + ﬁ*l( > -6\, g)) when /\ G[i\j]. g)
AjeD AjeD AjED

Fig. 7. Syntax and semantics of the inference strategy language. Without loss of generality, all bounds are
assumed to be upper-bounds (otherwise, substitute some parameter p by —p). All wHEN-clauses can be omitted
when G = true. We use the list concatenation operator ® and the list comprehension notation. FinDistr(X)
denotes the set of all distributions over set X with finite support: FinDistr(X) = {[(A1,x1),..., (An,xn)] :
neN, xi,...xpn€X, M, ., An >0, 2 A = 1}.

the exact same reasoning that was demonstrated in Equation 5:

P(~Bound,[b]) < P(b* > b) = P( 3 20,00\ > 5) < e
i,AeD

Details on how to evaluate or approximate the CDF ! operator are available in the extended version
of this paper [11, Appendix E.2]. In the particular case where 6, is a linear combinations of Gaussian
variables (with possibly state-dependent coefficients), closed-form solutions exist that involve the
erf™! function. Concentration inequalities (e.g. Chebyshev, Hoeffding, or Chernoff bounds) can be
used to approximate it conservatively in the general case [6].

Proof obligations and soundness. An inference strategy Infer induces a proof obligation in the form
of a dL formula, P[Infer], which is defined inductively in Figure 8. Provided that this obligation
is valid, our language guarantees the soundness of all resulting inferences. This is expressed in
Theorem 5.1 (a proof is provided in the extended version of this paper [11, Appendix F.2].

THEOREM 5.1 (SOUNDNESS OF THE INFERENCE STRATEGY LANGUAGE). Let (Const,...,Infer) a
shield specification. If the formula P[Infer] is valid, then [Infer](a) is a list of sound inference
assignments for any inference action a € A[Infer].
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Plpi=e1 ;... pni=enll = Plpr:=el]l A APlpn:=enl

Plp :=e] = Assum A (/\ Z)(FV(e))) — Plel(p)
P[0 wreN G (p) = G — Bound,[0]
PIBEST iy,...,i, : 0 WHEN G[(p) = G — Bound,[0]

P AGGREGATE i,..., i, : 01 AND 8, WHEN G| (p) = G — Bound, [0; + 0,]

D(xx) =D(x)®  D(p) =Bound, D(w)=(w=0bs,) D(v)=Inv

Fig. 8. Obligation induced by an inference strategy. Per convention, p € Param, @ € ObsVar and v € StateVar.

Learning inference policies. A crucial feature of our inference strategy language is its nondeter-
minism: an inference strategy does not fully specify the behavior of the inference module and key
decisions about what measurements to aggregate, how much budget to spend and when are left to
a separate inference policy. As illustrated in Section 2.4, such a policy must make subtle tradeoffs.
However, it is not soundness-critical and amenable to learning. Learning an inference policy is
possible within the meta-learning setting described in Section 4.6. A per-episode safety-budget is
fixed and the agent must learn a way to best manage this budget within an episode, in a way that
generalizes across a family of environments and allows maximizing returns. Section 6 illustrates
this idea in three different case studies.

6 Experimental Evaluation
We evaluate our framework on a series of case studies and demonstrate the claims:

C1 Our framework allows expressing diverse types of model uncertainty in a unified way.

C2 Shielded agents always remain safe.

C3 Adaptive shields allow more aggressive control strategies than non-adaptive shields.

C4 Inference policies can be learned that generalize across settings.

C5 Control policies can be learned that actively seek information as a prerequisite for success.

All case studies are summarized in Table 2. Each case study trains a shielded reinforcement
learning agent, either in a fixed environment or using the meta-learning setting described in
Section 4.6. We demonstrate the qualitative claim C1 by having each case study illustrate distinct
modelling concepts, all of which are listed in Table 2. Claims C2 and C3 are evaluated on all
case studies. As shown in Table 3 and validating Theorem 4.4, shielded agents never encounter
crashes. Unshielded agents reach unsafe states during training, but also after training in all but one
environment. Furthermore, disabling the inference module leads to inferior policies in all examples.
Claims C4 and C5 are relevant in the meta-learning setting, which is explored in three case studies
whose results we summarize below. Full details on our experimental protocol, results, and on the
shield used for each case study are available in the extended version of this paper [11, Appendix A].

Versatile Train. This case study uses the shield from Figure 3, which is inspired by published
models of train control systems [23, 34], with added support for runtime track slope estimation.
Our key results are summarized in Figures 9 and 10. We show how different inference policies work
best for different kinds of train tracks and noise models. A policy that aggregates observations
in small batches works better in a setting with irregular tracks (large k) and low sensor noise
(small o), while a policy that aggregates observations in large batches works better in settings with
regular tracks and high sensor noise. Importantly, inference policies can be learned that are at least
competitive with the best hardcoded solution in both cases.
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Table 2. Summary of our Experimental Evaluation. Each case study is annotated with references to the main
experimental claims C; that it provides evidence for. A “FIXED” annotation means that learning is conducted in
a fixed environment, while a“META” annotation means that the case study involves meta-learning (as defined
in Section 4.6). No shielded agent encountered an unsafe state in our experiments (Table 3).

Case Study Property
Concepts: Fixed environment, Concentration inequalities
S1SYPHEAN TRAIN Description: A train must go up-and-down a hill repeatedly to transport mer-
C1, C2, C3, FIXED chandise, protected by a variant of the shield from Figure 3 that
assumes uniform measurement noise.
Results: Enabling the inference module yields a more efficient controller.
Hoeffding bounds beat Chebyshev bounds for inference.
Concepts: Meta-learning, Learned inference policy
VERSATILE TRAIN Description: A train is exposed to a variety of track topologies and must learn
C1, C2, C3, C4, META to spend its safety budget wisely in unknown terrains.
Results: Different types of tracks call for different inference policies. Appro-

priate inference policies can be learned automatically.

Concepts: Mapping, Active sensing
CrOSSING THE River ~ Description: A robot equipped with a lamp must cross a bridge located at an
C1, C2, C3, C5, META unknown position along a river, at night. The lamp sheds light
within a fixed radius.

Results: The robot successfully learns to approach the river, switch on its
lamp and go along the river until it locates the bridge. Disabling
the inference module prevents learning. A non-shielded agent fre-
quently falls into the river, even after training.

Concepts: Discrete model switching, Boolean inference
RevISITING ACAS X Description: We consider a variant of the next-generation Airborne Collision
Cl1, C2, C3, C4, META Avoidance System (ACAS X) [22]. The agent controls a plane and
must learn to react to an intruder aircraft entering its airspace.
Results: A provably-safe policy can be learned that attempts to infer whether
or not the intruding aircraft flies in ACAS-compliant ways in order
to avoid drastic maneuvers whenever possible.

Crossing the River. This case study illustrates the concept of active sensing and demonstrates
claim C5 in a minimal setting. The goal is for a robot equipped with a lamp to cross a bridge at
night. The robot must find the position of the bridge, which translates into a model where the
unknown is in the safety property instead of the plant. The robot only observes the bridge when
it gets close enough and its lamp is on. In addition to an inference policy, it must learn a control
policy that seeks knowledge explicitly. We illustrate this learned control policy in Figure 11.

Revisiting ACASX. This case study revisits a classic of cyberphysical-system verification: the next-
generation Airborne Collision Avoidance System (ACAS X) [22]. However, rather than assuming a
known intruder trajectory or a random-walk intruder model [25], we propose a new uncertainty
model where intruders are either ACAS-compliant (in which case they are also actively trying to
avoid collision) or not (in which case they must be treated as adversarial). The agent must attempt
to infer the compliance of the intruder so as to avoid drastic maneuvers whenever possible. We
illustrate the effectiveness of our learned inference policy in Figure 12.
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Fig. 9. Returns for the VERSATILE TRAIN case study, for two different combinations of k and o (and averaged
across three random seeds, with standard deviations represented as shaded areas around the mean). The train
gets rewarded for reaching the station as quickly as possible (a fixed negative reward is issued at every step
before the train reaches destination) and penalized for (unsafely) overshooting its target. Training returns are
shown for an unshielded agent (red), an agent using our proposed adaptive shield (green), and a nonadaptive
variant where the inference module is deactivated (orange). In addition, the Aggregate-i agent is a variant
of the Adaptive agent that uses a hardcoded inference policy that spends a fixed budget to aggregate all
available observations every i steps. Different hardcoded inference policies perform best in different settings
but the learned inference policy manages to match the best one in both cases.
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Fig. 10. A visualization of the learned control and inference policies for the VERSATILE TRAIN case study, on
two random tracks and for two different combinations of k and 0. We show the position of the train over
time using dots. The train needs to stop before x = 0 (bold black line). At each time step, a vertical segment
indicates the estimated braking distance assuming that the train decides to accelerate for this time step. The
segment is drawn in red if the train effectively decides to accelerate and in blue if it decides to brake. A green
circle is shown whenever the inference module aggregates existing measurements to improve the local slope
estimate. The resulting reduction in the shield’s estimated braking distance is plotted as a green segment.
In particular, we observe as expected that the learned inference policy aggregates measurements in bigger
batches when k/o is small.

Proc. ACM Program. Lang., Vol. 9, No. OOPSLAL1, Article 109. Publication date: April 2025.



Adaptive Shielding via Parametric Safety Proofs 109:23

Table 3. Return at testing time (average value of the last 100 episodes during 10,000 evaluation steps) and
number of crashes during training and testing time, for different case studies and under different settings.
The number of training steps and the maximum episode length for each setting are 80,000/100; 400,000/100;
400,000/100; 400,000/50; and 400,000/40 respectively. Agents are given a total safety budget of 1073 in fixed-
environment settings (SIsYPHEAN TRAIN) and 1077 per episode in meta-learning settings (all others).

Setting Method Return  Crashes during training Crashes during testing
Unshielded 83+0.1 110.7 = 21.5 1.3+£0.5
S1ISYPHEAN TRAIN Adaptive 7.0£0.0 0.0+0.0 0.0 0.0
Non-adaptive 5.5 + 0.0 0.0+ 0.0 0.0+ 0.0
VERSATILE TRAIN Unshielded 10.0 £ 0.7 102.7 +45.0 0.0+0.0
(k/o large) Adaptive 9.1+£0.3 0.0+ 0.0 0.0+ 0.0
& Non-adaptive 5.8 + 0.0 0.0+0.0 0.0+0.0
VERSATILE TRAIN Unshielded 9.5+1.2 943 +6.2 0.7+ 0.5
(k/o small) Adaptive 9.1+£0.2 0.0+ 0.0 0.0+ 0.0
Non-adaptive 5.8 +0.1 0.0 0.0 0.0 0.0
Unshielded 39+0.4 325.7 £ 81.8 0.7+ 0.5
CROSSING THE RIVER Adaptive 4.2+0.7 0.0+0.0 0.0+0.0
Non-adaptive —5.0 +0.0 0.0 0.0 0.0 0.0
Unshielded 6.7+ 0.5 987.0 + 66.4 25.0 £ 6.7
RevIsITING ACAS X Adaptive 6.6 +0.2 0.0 0.0 0.0 0.0
Non-adaptive 4.5+ 0.0 0.0 0.0 0.0 0.0
20 20
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Fig. 11. Visualization of the learned policy for the cROSSING THE RIVER case study. The river is drawn as a
vertical blue line at x = 0 and the bridge is drawn in brown. The range within which the agent can observe
the bridge is plotted as a bold, black dashed circle. The agent’s position is marked by a point for each control
cycle, which is blue if the lamp is off and red if it is on. A green circle around the current position indicates
some safety budget being spent. Regardless of its starting position, the agent learns to go near the river,
activate the lamp when it gets close enough and then move along the river until it observes the bridge.

7 Discussion

Runtime overhead. Our framework pushes most of the burden of safety analysis offline via static
proof obligations. Thus, it benefits from a small and predictable runtime overhead. This overhead
results from running the inference module, monitoring the proposed control actions and executing
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Fig. 12. Learned policy for the REvisITING ACAS X case study, in two different scenarios. The scenario on the
right features an ACAS-compliant intruder while the scenario on the left involves a non-compliant intruder.
In both cases, the ownship’s trajectory is shown on the left of the plot while the intruder’s trajectory is
shown on the right. The estimated upper and lower bounds for the intruder’s final altitude at meeting time is
shown for each time step as a dashed line. Red dots on the ownship’s trajectory indicate the observation of
information that is relevant to estimating the intruder’s compliance. Green dots indicate that the intruder
has been identified as compliant. When this happens, a less aggressive avoidance maneuver can be executed.

the fallback policy when needed. The complexity of running a cycle of the inference module is
linear in the size of the specification and in the size of the inference action being considered (e.g. the
number of measurements being aggregated), assuming that the CDF ! operator can be evaluated in
linear time (which is true in particular in the Gaussian case or when using concentration inequalities,
see details in the extended version of this paper [11, Appendix E.2]). Running the controller monitor
is inexpensive since it consists in evaluating a formula whose size does not exceed the size of
the shield itself. Finally, assuming that an explicit fallback policy is provided (see discussion in
Section 3.4), the cost of computing fallback actions is small and predictable. In our experiments, the
total overhead of shielding during training never exceeds 15% (see details in the extended version
of this paper [11, Appendix A, Table 4]).

On the complexity of designing adaptive shields. There is an inherent complexity to the engineering
task of designing adaptive monitors for rich, realistic model families, which typically necessitates
the exploitation of domain-specific insights. Our framework allows designers to focus on this
essential complexity, while eliminating the accidental complexity of enforcing end-to-end soundness
guarantees that encompass statistical inference. For example, while our paper shows how tricky and
error-prone statistical reasoning can be (e.g. reusing measurements is sound within an inference
cycle but not across cycles), our framework exposes abstractions that fully protect users from such
considerations and generates dL proof obligations that require no probabilistic reasoning. Still,
specifying formal models of hybrid systems and proving properties about them using interactive
theorem proving is a nontrivial skill to acquire. Doing so is eased by the increasing availability of
automation in tools such as KeYmaera X [14, 40]. We show the proof obligations generated by our
tool for all case studies in the extended version of this paper [11, Appendix B]. Out of 32 obligations,
27 can be discharged fully automatically or with trivial human guidance (such as providing a single
term for instantiating an existential variable). The others require more effort but can be proved in
under an hour by an experienced KeYmaera X user [11, Appendix C].
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8 Related Work

Safe reinforcement learning is widely studied [8, 17, 18], including several approaches without formal
verification. Several policy-search algorithms have been proposed that take into account safety
constraints specified separately from the reward signal, but do not offer any guarantee that those
constraints will not be violated during training or deployment [1, 42, 44]. In contrast, this work is
part of a family of approaches that are often called sandboxing or shielding-based [2, 15, 43], and
where the intended actions of an RL agent are monitored at runtime and overridden by appropriate
fallbacks whenever they cannot be proved safe with respect to a model of the environment.

Virtually all existing approaches to shielding aim for full-automation of the shield computation,
imposing hard tradeoffs in terms of safety, adaptivity, precision, expressivity and scalability. In
circumstances where they run fast enough to be used online, methods based on reachability
analysis [21, 26, 43] are naturally amenable to a form of adaptivity. However, they only offer
bounded-horizon guarantees and precision comes at the expense of runtime efficiency. Methods
based on LTL model-checking [2, 27] or finite-MDP solving [36] can handle infinite time-horizons
but require discretization of hybrid dynamics, often at a significant cost in terms of precision
and safety. They also tend to scale poorly with increasing dimensionality. Methods based on
Hamilton-Jacobi solving [13] face similar challenges. In contrast, our proposed framework allows
leveraging human ingenuity by extracting shields from nondeterministic, symbolic controllers that
are proved safe using interactive theorem proving. It builds on the Justified Speculative Control
(JSC) framework [15], which it generalizes in a crucial way to support adaptivity.

Our framework offers a uniquely expressive language for modelling environment uncertainty
via arbitrarily constrained function symbols. For example, reachability analysis typically uses
bounded disturbance terms [3] to model environment uncertainty, which is sufficient to model
the example from Figure 2 but not those from Figure 3 and from the ACASX case study. To the
best of our knowledge, these last two examples cannot be accommodated by any pre-existing
approach. Another standard way of representing model uncertainty for the purpose of adaptive
shielding is to use Gaussian processes to model an unknown, state-dependent term added to the
system’s dynamics [4, 5, 9, 13]. This approach offers a different form of modelling flexibility, where
assumptions about functional unknowns are implicitly encoded into prior kernels rather than hard
logical constraints. However, this also makes the resulting safety guarantees harder to interpret and
fundamentally dependent on assumptions that are nearly impossible to validate experimentally.

Another approach has been proposed to extend the JSC framework with a form of adaptivity,
in which an agent starts with a finite set of plausible models and then progressively discards
those that are found inconsistent with observations [16]. Our framework handles a more general
form of parametric model uncertainty and additionally supports noisy observations and statistical
reasoning. Finally, our idea of having experts define nondeterministic inference strategies that are
sound by construction and refined via learning - thereby making shielded agents in charge of their
own safety budget — has, to the best of our knowledge, no equivalent in the literature.

9 Conclusion

Our framework gives experts full access to the power of differential dynamic logic to build adaptive
shields for hybrid systems. Its unique flexibility raises the equally unique challenge of performing
statistical inference soundly and efficiently. We tackle this challenge with a mix of language design
and learning, introducing the concepts of an inference strategy and of an inference policy respectively.
Future work may explore the integration of reachability analysis and model-checking within our
framework, allowing hybrid combinations of symbolic and numerical, offline and online proving.
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Data-Availability Statement

An artifact that contains our framework implementation, instructions to replicate all experiments,
and formal proofs for all case studies is available at https://doi.org/10.5281/zenodo.14916164 [12].
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