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Part I

Foundations

“All men by nature desire knowledge.”
— Aristotle
1 Introduction & Overview

In this part we provide the foundations of the presented thesis. We start with an introduction and an overview about the contributions. The following Chapter 2 introduces “knowledge” as a central concept and illustrates the combination of knowledge management and ontologies. This part ends with Chapter 3 where the concept “ontology” is approached in the scope of this work. Current trends of using such ontologies for KM motivate the need for the core contributions of this work, viz. an advanced methodology, tools and case studies for ontology based KM.

This chapter starts with an introduction and motivation in Section 1.1. Next, the contributions of this work are summarized in Section 1.2. The chapter ends with a reader’s guide that sketches the overall structure of the work in Section 1.3.

1.1 Introduction

This thesis combines the topics knowledge management and ontologies. The driving force for combing the two topics is the growing importance of knowledge for societies and their economies. Both topics are now briefly introduced to motivate the contributions of this thesis described in the next section.

Our society changed from being an industrial society to being a knowledge society. This shift of paradigms enforced enterprises to act no longer based on purely tayloristic principles but rather as “intelligent enterprises” (cf. (Quinn, 1992)). Knowledge became the key economic resource, as Drucker pointed out:

“The basic economic resource – the means of production – is no longer capital, nor natural resources, nor labor. It is and will be knowledge.”

(Drucker, 1993)
This so-called “post-industrial revolution” (cf. Jacques, 1996) focussed the view on knowledge as “intellectual capital” (cf. Stewart, 1997) that is a mission critical resource. Therefore, companies should have the same interest in managing their knowledge as in managing capital investment and working relationships (cf. Edvinson & Malone, 1997).

Knowledge management (KM) was born as significant corporate strategy to meet the new challenges. The history and the current status of KM is sketched by Kay:

“Knowledge management as an approach to business management has had a tumultuous history. It was born as a hip buzzword, was shunned as a second cousin to business process reengineering, and was for a time hijacked by software vendors. Despite this circuitous path, knowledge management is now well on the way to becoming a necessary component of every bottom-line-oriented company’s long-term business strategy.”

(Kay, 2003)

The main goal of typical current KM initiatives is to enable a better knowledge sharing. Drivers for the introduction of knowledge management were e.g. the potential for reduction of (i) costs for duplication of efforts, (ii) loss of knowledge when key people leave a company and (iii) time needed to find correct answers. This has led to many efforts for capturing, storing and making knowledge accessible. But, as Davenport and Prusak mention, sharing knowledge requires a common language:

“People can’t share knowledge if they don’t speak a common language.”

(Davenport & Prusak, 1998)

Successful KM strategies consist of building blocks for organization, people, technology and corporate culture (cf. Albrecht, 1993; Schneider, 1996a), we will elaborate more on that in Section 2.2. In such a context, knowledge sharing is not only a matter of communication between people, but also between people and technology and between technology, i.e., e.g., software agents that communicate with people or each other. More general, agents (human and software agents) need to share their knowledge and require a common language. Thus, we generalize the quotation from above to “Agents can’t share knowledge if they don’t speak a common language”.

Ontologies were exploited in Computer Science to enhance knowledge sharing and re-use (cf., e.g., (Gruber, 1993; Fensel, 2001)). Firstly, they provide a shared and common understanding of knowledge in a domain of interest. Secondly, they capture and formalize knowledge by connecting human understanding of symbols with their machine processability. As such, ontologies act as a common language between agents.
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The use of ontologies for knowledge management offers therefore great advantages. Numerous applications already exist (cf., e.g., (Sue & Schnurr, 2003)).

Common knowledge management applications make use of available technology that was originally developed for the World Wide Web, e.g. the now very popular corporate intranets. Similar to the Web they provide access to a large amount of information contained in documents, databases etc. and suffer from the same weaknesses, e.g., among others,

(i) **searching information** often leads to irrelevant information,

(ii) **extracting information** is left to the burden of humans since software agents are not yet equipped with common sense and domain knowledge to extract such information from textual representations and they fail to integrate information distributed over different sources,

(iii) **maintaining** weakly structured text sources is a time-consuming and difficult task when such sources become large (cf. introduction of (Davies et al., 2002b)).

To overcome such weaknesses of the current Web, Berners-Lee and others envisioned the **Semantic Web**:

> "The Semantic Web is an extension of the current web in which information is given well-defined meaning, better enabling computers and people to work in co-operation."

(Berners-Lee et al., 2001)

The Semantic Web extends the Web by adding machine-processable meta-information, aka meta data, to documents. The meta data explicitly define what the document is about. Thereby, ontologies provide the schema for meta data to make them re-usable and define their meaning.

The vision of the Semantic Web is now beginning to become reality. The vision (i) evolved into a research area, (ii) attracted numerous researchers and industrial members, and (iii) reached already a large visibility, e.g. by the “**First International Semantic Web Conference (ISWC 2002)**”, held 2002 in Sardinia, Italy (cf. (Horrocks & Hendler, 2002)).

The ideas and technologies of the Semantic Web have a large influence on current trends in knowledge management, e.g. visible in the subtitle (and, of course, the contributions) of the “**13th International Conference on Knowledge Engineering**
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and Knowledge Management (EKAW 2002\(^2\)) – Ontologies and the Semantic Web", held 2002 in Sigüenza, Spain (cf. Gómez-Pérez & Benjamins, 2002)).

\(^2\)EKAW 2002, see http://babage.dia.fi.upm.es/ekaw02/
1.2 Contributions of This Thesis

The work presented in this thesis is mainly the result of research performed within the EU project On-To-Knowledge\(^3\) and its “spin-off” thematic network OntoWeb\(^4\). In a nutshell, we will present some Semantic Web methods and technologies and show how they can be applied to practical knowledge management in corporate intranets and in the Web.

We tackle the following research questions:

1. **How do ontology based applications evolve?**
   a) What are the relevant processes for engineering and using these applications?
   b) What methodologies do already exist and how can they be integrated, adopted and extended?

2. **How can the engineering of ontology based applications be supported by tools?**
   a) What are the requirements for such tools?
   b) What kind of tool support is available?

3. **How can methodology and accompanying tools be applied to real problems?**
   a) What kind of problems are tackled?
   b) How are they solved?
   c) What are the lessons learned?

The contributions of this thesis cover a broad spectrum of aspects related to practical ontology based knowledge management. With respect to the questions raised above we provide the following answers:

1. **Methodology:** We present the novel On-To-Knowledge Methodology for introducing and maintaining ontology based knowledge management applications. Unlike most other (similar) methodologies, the On-To-Knowledge Methodology is independent of specific domain knowledge to make it as re-usable as possible. We distinguish two processes that should be kept separate in order to achieve a clear

\(^3\)EU IST-1999-10332 project On-To-Knowledge, see http://www.ontoknowledge.org/
\(^4\)EU IST-2000-29243 thematic network OntoWeb, see http://www.ontoweb.org/
identification of issues: whereas the first process addresses aspects of introducing a new KM application into an enterprise as well as maintaining it (the so-called “Knowledge Meta Process”), the second process addresses the handling of the already set-up KM solution (the so-called “Knowledge Process”). Our main focus lies on the Knowledge Meta Process which includes the engineering of ontologies as part of knowledge management applications. We offer a detailed description of steps necessary to develop and employ ontologies.

2. **Tool support:** We implemented numerous specialized tools that support the ontology engineering steps of the Knowledge Meta Process. Our tools fulfill major requirements that rise in the area of ontology engineering, *viz.* support for (i) ontology languages, (ii) flexible extensibility, (iii) methodology support, (iv) collaboration, and (v) inferencing. The tools were realized as extensions to the already existing ontology engineering environment OntoEdit, which provides basic functionalities for ontology engineering.

*Taken together, the On-To-Knowledge Methodology and its accompanying tool support provide an advanced framework for engineering ontology based applications that is highly re-usable for different kinds of domains.*

3. **Case studies:** We applied the On-To-Knowledge Methodology and the tools in several case studies, *viz.* the three different knowledge management case studies of the On-To-Knowledge project and the development of the portal for the OntoWeb thematic network. All case studies provide real world experiences and show different aspects of ontology based knowledge management applications.

The scenarios and implementations range

(i) from **corporate intranets to the Web,**
(ii) from **industry to academia,** and
(iii) from **prototypes to productive systems.**

*Thus, we present the application of the On-To-Knowledge Methodology and its accompanying tool support in a large spectrum of practical scenarios for ontology based knowledge management applications.*

Our approach has already been successfully taken up by other projects, as we will show at the end of the work in the outlook.

To illustrate the tool support for the On-To-Knowledge Methodology, we develop step by step a comprehensive **example ontology** about the topic of this thesis in Part III.
1.3 Reader’s Guide

To help with the reading of this work, every chapter is preceded with a brief introductory overview that is accompanied by a small icon like this paragraph. Each overview explains how the chapter is structured and how the work presented fits in the overall structure.

**References:** If existent, we will give references to existing publications that form the basis for a chapter.

**Part I** provides the **Foundations** for this thesis. In this chapter the contributions of this thesis are motivated and introduced. “Knowledge” and how knowledge can be transferred is approached before the building blocks of knowledge management (KM) are described to show the diversity of relevant aspects for applying KM. The concept “ontology” in the scope of this work is illustrated. Current trends of using such ontologies for knowledge management, coined in the vision of the Semantic Web, motivate the need for advanced methodologies, tools and case studies as presented in the following parts. At the end we present a working definition for ontologies that covers the scope of this work.

**Part II** introduces the **On-To-Knowledge Methodology** as the methodological background for this work. The methodology is a process-driven approach for developing, deploying and using ontology based knowledge management applications. The methodology consists of two main processes: the “Knowledge Meta Process” (KMP) for developing and deploying such applications and the “Knowledge Process” (KP) for using them. Ontology engineering is a major part of the KMP.

**Part III** describes **Tool Support** for supporting the application of the On-To-Knowledge Methodology. It starts by motivating and identifying main requirements for tools that support ontology engineering, viz. ontology engineering environments (OEE). Following up, we introduce OntoEdit as an instance of such OEEs and subsequently show how OntoEdit meets the introduced requirements: (i) support for ontology languages, (ii) flexible extensibility, (iii) methodology support, (iv) support for collaboration between domain experts and/or ontology engineers, and (v) usage of inferencing capabilities. This work mainly contributed to fulfilling the last three requirements. We will present in detail the specialized tool support for steps of the Knowledge Meta Process.

**Part IV** illustrates in several **Case Studies** how the methodology and tools presented before are applied in different scenarios. On the one hand, three case studies
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of the On-To-Knowledge project represent a broad spectrum of use cases in corporate intranets. Firstly, there are three industry sectors involved: insurance, telecom and energy. Secondly, the partners come from three countries with different cultures. Thirdly, they are facing various aspects of knowledge management problems, (i) “Skills Management”, (ii) “Communities of Knowledge Sharing” and (iii) “Virtual Organization”. On the other hand, the Semantic Portal of the thematic network OntoWeb illustrates the application of the presented work in the World Wide Web. All case studies provide real world experiences and show different aspects of ontology based knowledge management applications.

Part V depicts Related Work on methodologies, tools and case studies and summarizes the main contributions in Conclusions before it ends with a presentation of already visible impacts of this work and future outlook.

Part VI contains additional material in an Appendix, e.g. more detailed illustrations of OntoEdit’s technical features.
2 Knowledge Management

This chapter begins by approaching the concept “Knowledge” and how knowledge can be transferred in Section 2.1. The next Section 2.2 describes the building blocks of knowledge management (KM) to show the diversity of relevant aspects for applying KM. In Sections 2.3 and Section 2.4 we argue for a shift from document oriented KM towards a knowledge item oriented point of view and introduce two knowledge processes that are the backbone of the methodology presented in Part II.

References: The last two parts of this chapter are mainly based on (Staab et al., 2001).

2.1 Knowledge Transfer

What is knowledge? Davenport and Prusak suggest the following working definition:

“Knowledge is a fluid mix of framed experience, values, contextual information, expert insight and grounded intuition that provides an environment and framework for evaluating and incorporating new experiences and information. It originates and is applied in the minds of knowers. In organizations, it often becomes embedded not only in documents or repositories but also in organizational routines, processes, practices and norms.”
(Davenport & Prusak, 1998)

Thus, knowledge can be incorporated by individuals or organizations. Polanyi adds another dimension, the concept of tacit knowledge:

“[…] that we know more than we know how to say […]”
(Polanyi, 1958; 1974)
Extending this point of view, knowledge can be implicit, i.e. tacit, or explicit, as introduced by Nonaka and Takeuchi (cf. (Nonaka & Takeuchi, 1995)). Sharing knowledge requires considering different dimensions of knowledge transfer. Nonaka and Takeuchi stress that, on the one hand, implicit knowledge is difficult to communicate and to formalize, it is “stored in the heads of persons” and therefore known as embodied knowledge. On the other hand, explicit knowledge is easily to communicate, it can be formalized on different levels, it can be stored on different media, e.g. in documents or databases, and is therefore called disembodied knowledge. A core concern for knowledge management is to support the transformation of knowledge in different processes as shown in Table 2.1 (cf. (Nonaka & Takeuchi, 1995)).

<table>
<thead>
<tr>
<th>From</th>
<th>To</th>
</tr>
</thead>
<tbody>
<tr>
<td>Implicit</td>
<td>Socialization</td>
</tr>
<tr>
<td>Explicit</td>
<td>Externalization</td>
</tr>
<tr>
<td>Implicit</td>
<td>Internalization</td>
</tr>
<tr>
<td>Explicit</td>
<td>Combination</td>
</tr>
</tbody>
</table>

We will briefly explain the four processes for transferring knowledge:

- Implicit knowledge is transferred directly between persons by socialization, i.e. through one’s own receptions, practical experiences and, most important, building of own internal mental models.

- Implicit knowledge can be made explicit, e.g. formalized, by externalization, i.e. articulation of implicit knowledge by using explicit concepts, metaphors and models.

- Explicit knowledge is embodied again by persons through internalization. E.g. learning by doing supports the creation or extension of internal mental models of persons.

- Explicit knowledge is enriched through combination, i.e. by systemizing, categorizing, ordering and combining concepts.

### 2.2 Building Blocks of Knowledge Management

In recent years knowledge management (KM) has become an important success factor for enterprises. Increasing product complexity, globalization, virtual organiza-
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tions or customer orientation are developments that ask for a thorough and systematic management of knowledge – within an enterprise and between several cooperating enterprises. Obviously, a holistic KM approach is a major issue for human resource management, enterprise organization and enterprise culture – nevertheless, information technology (IT) plays the crucial enabler for many aspects of KM. As a consequence, KM is an inherently interdisciplinary subject. This is e.g. reflected by KM conferences that address numerous aspects of KM (cf. (Schnurr et al., 2001; Reimer et al., 2003)).

We will now briefly introduce the main building blocks of knowledge management, viz. culture, organization, technology and people (cf. (Albrecht, 1993; Schneider, 1996a)).

Culture

Successful enterprises develop their own culture, that guides their thinking and behaving (cf. (Nonaka & Takeuchi, 1995)). Enterprise culture includes values, norms, social contexts, knowledge and skills which are shared and accepted by most members of the organization (cf. (Schnyder, 1989)). Probst et al. (cf. (Probst et al., 1998; 1999)) emphasizes that internal barriers hindering knowledge management to be effective are often grounded in the culture of enterprises, e.g. if a request for knowledge from external sources like other departments is seen as incompetency of employees. However, changing culture is a rather expensive and time consuming task. But in the end the reason for success or failure of introducing KM might be the culture of an enterprise.

Organization

The organization of enterprises consists of its internal processes and structures. Since knowledge is now seen as basic economic resource (cf. (Drucker, 1993)), knowledge intensive processes, e.g. research & development and education, gain ever more attention. They must be supported and continuously improved in order to achieve an improvement in productivity (cf. (Davenport et al., 1996)). Knowledge management needs similar to traditional organizational units as accounting or human resource a well-defined place in the organizational structure with its own budgets, responsibilities and rights (cf. (Davenport et al., 1996)). Many companies created new jobs dedicated to this task such as Chief Information Officers (CIO), Chief Knowledge Managers (CKM) and Chief Knowledge Officers (CKO).

While CIOs are mainly responsible for IT strategy, development of systems and general IT management, the CKMs and CKOs are truly responsible for making knowledge management systems and processes an integral part of the daily work. Typically they
have, among others, the following organizational and technological responsibilities (*cf.* (Tiwana, 2000)):

- **Organizational responsibilities**
  - Identifying knowledge gaps
  - Creating a culture of knowledge sharing
  - Creating appropriate metrics
  - Developing communities of practice
  - Diffusing best practices
  - Training and Education
  - Making knowledge management a part and parcel of routine work

- **Technological responsibilities**
  - Building directories (*e.g.* skills and knowledge directories)
  - Creating channels for exchange of documents and other codified forms of explicated knowledge
  - Supporting group work
  - Providing tools for collaborative problem solving
  - Building repositories
  - Enabling tacit knowledge transfer

A recent survey took a snapshot of 41 currently practicing knowledge managers via self-reported questionnaires. It summarizes their roles in enterprises, their goals and their self-understanding:

> “The role of knowledge manager in organizations is a new and growing phenomenon. Our study suggests that knowledge managers are well-educated and experienced individuals who are generally satisfied with their position and the freedom and latitude it affords. The primary goal is to guide their organization towards an understanding of knowledge as an organizational asset so that it can be managed for maximal benefit. As they see it, their key challenge is changing people’s behavior. Despite considerable support from top management, they have little direct authority over employees so their levers for effecting change are negotiation, persuasion, and communication.”
> (McKeen & Staples, 2003)
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Technology

The two main drivers of practical knowledge management are technology and people, as pointed out by Davenport:

*Effective management of knowledge requires hybrid solutions of people and technology.*

(Davenport, 1996)

IT-supported KM applications are typically built around some kind of corporate memory or organizational memory (cf. (Kuehn & Abecker, 1997; Abecker et al., 1998; Dieng-Kuntz & Matta, 2002)). Organizational memories integrate informal, semi-formal and formal knowledge in order to facilitate its access, sharing and re-use by members of the organization(s) for solving their individual or collective tasks (cf. (Dieng et al., 1999)), e.g. as part of business processes (cf. (Staab & Schnurr, 2000; 2002)). In such a context, knowledge has to be modelled, appropriately structured and interlinked for supporting its flexible integration and its personalized presentation to the consumer. I.e. implicit knowledge of employees is made explicit by means of externalization and stored in the organizational memory. Then it can be accessed by other persons by means of internalization.

Ontologies (cf. Chapter 3) have shown to be the right answer to these structuring and modeling problems by providing a formal conceptualization of a particular domain that is shared by a group of people in an organization (cf. (O’Leary, 1998; Gruber, 1995)).

People

The embodied knowledge of people and their abilities to access, integrate and use knowledge are essential for generating value for their enterprises. Their willingness to share their knowledge makes knowledge management possible.

But, as mentioned before, knowledge management is a process in which one needs to keep the balance between human problem solving and automated IT solutions. This balancing distinguishes KM from traditional knowledge-based systems. Nevertheless, the extensive knowledge modeling tasks that are inherent in ontology-based KM approaches support Alun Preece’s saying “Every KM project needs a knowledge engineer”.

We will now focus on relevant processes for introducing KM applications into enterprises.
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2.3 Knowledge Processes

There exist various proposals for methodologies that support the systematic introduction of KM applications into enterprises. One of the most prominent methodologies is CommonKADS that puts emphasis on an early feasibility study as well as on constructing several models that capture different kinds of knowledge needed for realizing a KM solution (cf. (Schreiber et al., 1999)). Typically, these methodologies conflate two processes that should be kept separate in order to achieve a clear identification of issues: whereas the first process addresses aspects of introducing a new KM application into an enterprise as well as maintaining it (the so-called “Knowledge Meta Process”), the second process addresses the handling of the already set-up KM solution (the so-called “Knowledge Process”) (see Figure 2.1). E.g. in the approach described in (Probst et al., 1999), one can see the mixture of aspects from the different roles that, e.g. “knowledge identification” and “knowledge creation” play. The Knowledge Meta Process would certainly have its focus on knowledge identification and the Knowledge Process would rather stress knowledge creation.

![Figure 2.1: Two orthogonal processes with feedback loops](image)

In the Chapters 4 and 5 we will introduce our methodology called On-To-Knowledge Methodology that is based on the two knowledge processes.

2.4 Knowledge Items & Meta Data

The core concern of IT-supported knowledge management is the computer-assisted capitalization of knowledge (Abecker et al., 1998). Because information technology may only deal with digital, preferably highly-structured, knowledge the typical KM approach distinguishes between computer-based encoding in an organizational memory and direct transfer that is done by humans. Sticking to what is almost readily available,
Table 2.2: Approaching the Knowledge Process — two extreme positions

<table>
<thead>
<tr>
<th></th>
<th>Document focus</th>
<th>Knowledge Item focus</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Find out what the core knowledge needs are</td>
<td>Find out which knowledge items deal with these knowledge needs</td>
</tr>
<tr>
<td>2</td>
<td>Find out which business documents and databases deal with these knowledge needs</td>
<td>Find out which knowledge items deal with these knowledge needs</td>
</tr>
<tr>
<td>3</td>
<td>Organize the knowledge processes to allow for creation, handling, and process support of and around knowledge items</td>
<td>Build an Infrastructure for your organizational memory system</td>
</tr>
<tr>
<td>4</td>
<td>Re-organize processes to deal with creation and distribution of knowledge</td>
<td>Build an Infrastructure for your organizational memory system</td>
</tr>
</tbody>
</table>

KM applications have tended to serve either the needs of easy access to documents (e.g. building on groupware, database management systems etc.) or the encoding of knowledge that facilitates the direct transfer of knowledge by humans (e.g. by people yellow pages, skill databases, etc.).

Introducing KM to a company (i.e. moving along the Knowledge Meta Process in “the light grey circle” in Figure 2.1), a very simple, pragmatic approach has typically been pursued, which however meant that only the low hanging fruits were picked. This approach is summarized in the left column of Table 2.2. What appears preeminent in this approach is the focus on the handling of documents (steps 2 and 3) and the existing, but minor role of the appendix “processes”. In spite of its immediate successes, this approach shows several disadvantages. In particular, it often leads to the consequence that the Knowledge Process steps (“the dark grey circle”) of creation, import, capturing, retrieving/accessing, and using are only very loosely connected, if at all (the steps will be described in Chapter 5, cf., e.g., Figure 5.1). The underlying reason is that for each of these steps different types of business documents play a major role, which makes “knowledge re-use” – and not only knowledge re-finding – extremely difficult.

Subsequently, we show how domain ontologies (see next Chapter 3) may act as the glue between knowledge items, bridging between different Knowledge Process steps. Thereby, we argue for a refocus on the Knowledge Process and its core items, which need not be documents! This shift becomes visible in the second column of Table 2.2, which positions knowledge items and knowledge processes in the center of consideration.
The reader may note that we contrast two rather extreme positions in Table 2.2. As becomes obvious in recent research papers, current knowledge management research tends to move away from the document focus to a focus on knowledge items and processes (Abecker et al., 1998; Staab & O’Leary, 2000). While for a multitude of settings we still see the necessity for the document-oriented view, we argue for a more constructivist view of the knowledge processes. In particular, we believe that the exuberant exchange and trading of knowledge within and across organization still has to begin – and that it needs a knowledge item-oriented view such as we plead for.

Relevant knowledge items appear in a multitude of different document formats: text documents, spreadsheets, presentation slides, database entries, web pages, construction drawings, or e-mail, to name but a few. The challenge that one must cope with lies in the appropriate digestion of the knowledge, e.g. by “simple” reuse, or by aggregation, combination, condensation, abstraction, and by derivation of new knowledge from aggregations. Following only the lines of traditional document management, IT support for knowledge management cannot take advantage of the contents of the business documents, but only of its explicit or implicit classification. At the other extreme of this spectrum, there are expert systems that structure and codify all the knowledge that is in the system. Though such an approach may sometimes be appropriate, it is certainly not the way to follow in the typical knowledge management scenario, where not everything can be codified, a lot of knowledge is created sporadically, and the worth of knowledge re-use is only shown over time and not necessarily obvious from the very beginning.

Hence, one must search for the adequate balance between reuse, level of formality, and costs to codify knowledge. For instance, certain help desk scenarios imply long term use of extremely well-defined knowledge items (Morgenstern, 1998). Then it may be worth to codify extensively and to spend some considerable amount of time and money on coding. On the other hand, a sporadic discussion is typically not worth coding at all, since it lives on the spur of the moment and often is negligible and, hence, not reusable after some short time.

As a way to balance these conflicting needs and to flexibly manage various degrees of encoded knowledge, we advertise the use of various notions of *meta data*. The different notions of the term “meta data”, i.e. data about data, may be classified at least into the following categories:

1. Data describing other data. We may again divide this category into two orthogonal dimensions.

   a) The one dimension concerns the formality of this data. Meta data may range from very informal descriptions of documents, e.g. free text summaries of
books, up to very formal descriptions, such as ontology-based annotation of document contents.

b) The second dimension concerns the containment of the meta data. Parts of meta data may be internal to the data that is described, e.g. the author tag inside of HTML documents, while others may be stored completely independently from the document they describe, such as a bibliography database that classifies the documents it refers to, but does not contain them.

2. The second major connotation of meta data is data that describes the structure of data. For our purpose, one might refer to this notion by the term “meta meta data”, because we describe the structure of meta data. Also, in our context this notion boils down to an ontology that formally describes the domain of the KM application, possibly including parts of the organization and the information structures (Abecker et al., 1998). The ontology allows to combine meta data from different parts of the Knowledge Process and data proper that adhere to the ontology description.

Meta data in its first connotation fulfills a double purpose. It condenses and codifies knowledge for reuse in other steps of the KM process by being connected through mutual relationships and the ontology (the meta meta data). Furthermore, it may link knowledge items of various degrees of formality together, thus allowing a sliding balance between depth of coding and costs. In the next chapter we will now focus on “Ontologies”, explain what they are and for what purposes they can be used.
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3 Ontologies & The Semantic Web

This chapter provides a basic introduction to ontologies and the Semantic Web. The history and foundations of concept "ontology" are described in Section 3.1. Current trends of using such ontologies for knowledge management, coined in the vision of the Semantic Web, motivate the need for advanced methodologies, tools and case studies. We provide a classification schema for ontologies in Section 3.2. An illustrative example in Section 3.3 shows the core usage of ontologies, viz. to support communication.

3.1 History & Foundations

Philosophical Roots

The term “Ontology” (Greek. on = being, logos = to reason) in its original sense is a philosophical discipline, a branch of philosophy that deals with the nature and the organization of being. Though “Ontology” was first coined in the 17th century, the term is synonymous with “metaphysics” or “first philosophy” as defined by Aristotle during the 4th century BC in his work “Metaphysics, IV, 1”. In the context of research on “Ontology”, philosophers try to answer fundamental questions like “what is being?” and “what are the features common to all beings?”.

“Ontology” vs. “ontology”

According to (Guarino, 1998a) we consider the distinction between “Ontology” (with the capital “O”) , as in the statement “Ontology is a fascinating discipline” and “ontology” (with the lowercase “o”), as in the expression “Aristotle’s ontology”. The former reading of the term ontology refers to a particular philosophical discipline, the latter term has different senses assumed by the philosophical community and the computer science community. In the philosophical sense we may refer to an ontology as:
“[...] a particular system of categories accounting for a certain vision of the world [...]”
(Guarino, 1998a)

Such a system does not depend on a particular language in the philosophical point of view.

**Ontologies in Computer Science**

In recent years ontologies have become a topic of interest in computer science (cf. e.g. (Gruber, 1995; Uschold & Grueninger, 1996; Noy & Hafner, 1997; Maedche & Staab, 2001; Fensel, 2001)). There are different ‘definitions’ in the literature of what an ontology should be. Some of them are discussed in (Guarino, 1997; van Heijst, 1995), the most prominent being published by Tom Gruber (cf. (Gruber, 1993; 1995)) during his efforts for the Knowledge Sharing Effort (KSE, (Neches et al., 1991)):

> “An ontology is an explicit specification of a conceptualization. The term is borrowed from philosophy, where an Ontology is a systematic account of Existence. For AI systems, what ‘exists’ is that which can be represented.”

(Gruber, 1993)

A conceptualization refers to an abstract model of some phenomenon in the world by identifying the relevant concept of that phenomenon. Explicit means that the types of concepts used and the constraints on their use are explicitly defined. This definition is often extended by three additional conditions: “An ontology is an explicit, formal specification of a shared conceptualization of a domain of interest”. Formal refers to the fact that the ontology should be machine readable (which excludes for instance natural language). Shared reflects the notion that an ontology captures consensual knowledge, that is, it is not private to some individual, but accepted as a group. The reference to a domain of interest indicates that for domain ontologies one is not interested in modeling the whole world, but rather in modeling just the parts which are relevant to the task at hand (we will present a classification for different types of ontologies in Section 3.2).

Gruber also introduces as part of the “Frame Ontology” kinds of components, which are used to model ontologies (cf. (Gruber, 1993)), e.g.: classes (often also called concepts), relations (often, especially in the RDF community, also called properties), axioms, and instances\(^1\). Concepts are organized in taxonomies through which inheritance mechanisms can be applied. Relations represent a type of interaction between

\(^1\)Readers that are interested in more formal definitions are referred to *The Karlsruhe Perspective on Ontologies*, cf. (Bozak et al., 2002), that was developed in a joint effort of members of the Institute AIFB.
concepts of the domain. Axioms are used to model sentences that are always true. They are also used to represent knowledge that cannot be formally defined by the other components. And, last but not least, instances can be instances of concepts and of relations.

As shown above, an important aspect of ontologies is their consensual character. As mentioned previously, people (cf. Section 1.1) need to speak a common language to share knowledge (cf. (Davenport & Prusak, 1998)). Users of an ontology first need to agree on a shared conceptualization to enable knowledge sharing on a conceptual level, the so-called knowledge level (cf. (Newell, 1982)). The same holds for software agents. Considering the fact that different software agents might use different ontologies, they need to be able to reach consensus on the ontology used for communication:

“Software agents are communicating with each other via messages that contain expressions formulated in terms of an ontology (ontology driven communication). In order for a software agent to understand the meaning of these expressions, the agent needs access to the ontology they commit to.” (Giarino, 1998a)

This is reflected in the FIPA-ACL, the Agent Communication Language specified by the FIPA\(^2\). In the specification a special parameter is reserved to reference the used ontology for a message exchanged by agents. Some implementations already make use of explicit ontologies (cf., e.g., (Smolle & Sure, 2002)).

Typically in computer science, an ontology refers to an engineering artifact, constituted by a specific vocabulary used to describe a certain reality, plus a set of explicit assumptions regarding the intended meaning of the vocabulary. Often a form of First-Order Logic (FOL) theory is used to represent these assumptions. Vocabulary is defined as unary and binary predicates, called concepts and relations, respectively.

The use of logic as a basis for knowledge representation languages was first proposed by McCarthy in 1959 (McCarthy, 1959). His intention was to model knowledge instead of hard-wiring it into specific programs to make it more modular and therefore more reusable:

“Expressing information in declarative sentences is far more modular than expressing it in segments of computer programs or in tables. Sentences can be true in a much wider context than specific programs can be used. The supplier of a fact does not have to understand much about how the receiver functions or how or whether the receiver will use it. The same fact can

\(^2\)FIPA is the official abbreviation for “Foundation for Intelligent Physical Agents”, see http://www.fipa.org/
be used for many purposes, because the logical consequence of collections of facts can be available.”
(McCarthy, 1989)

Ontologies have been successfully applied in numerous scenarios including (taken from (Erdmann, 2001)):

- Natural Language Processing and Machine Translation (e.g. (Miller, 1995; Staab et al., 1999; Dahlgren, 1995)),
- Knowledge Engineering (esp. Problem Solving Methods (Fensel, 2000)),
- Knowledge Management (cf. (Abecker et al., 1997; Staab & Schnurr, 2000; Sure et al., 2000)),
- Engineering Disciplines (e.g. (Borst & Akkermans, 1997; Pocsai, 2000)),
- Electronic Commerce (e.g. RosettaNet\textsuperscript{3} and Ontology.org\textsuperscript{4}),
- Information Retrieval and Information Integration (e.g. (Kashyap, 1999; Mena et al., 1998; Wiederhold, 1992)),
- Web Catalogs (e.g. Yahoo! (Labrou & Finin, 1999)),
- Intelligent Search Engines (e.g. Ontobroker (Decker et al., 1999), SHOE (Hefflin & Hendler, 2000), Getess (Staab et al., 1999), OntoSeek (Guarino et al., 1999)),
- Digital Libraries (e.g. (Amann & Fundulaki, 1999)),
- Enhanced User Interfaces (e.g. (Kesseler, 1996), Inxight\textsuperscript{5}),
- Software Agents (e.g. (Gluschko et al., 1999; Smith & Poulter, 1999)) or
- Business Process Modelling (e.g. (Decker et al., 1997; TOVE, 1995; Uschold et al., 1998)).

Further examples can be found e.g. in (Sowa, 2000; Guarino, 1998a; Noy & Hafner, 1997; Jasper & Uschold, 1999; Studer et al., 1998; Sure & Schnurr, 2003). However, these have been mostly academic applications. With the rise of the Semantic Web, ontologies gain even more attention and industry is beginning to take up the first results and to offer commercial products (e.g. (Moench, 2003)). E.g. one of the primary goals of the OntoWeb\textsuperscript{6} thematic network is the following:

\textsuperscript{3}RosettaNet, http://RosettaNet.org/
\textsuperscript{5}Inxight Inc., http://www.inxight.com/
\textsuperscript{6}OntoWeb.org, http://www.ontoweb.org/
“Demonstrating to industry how ontologies can be applied to particular problems in Knowledge Management, Electronic Commerce, and Enterprise Integration, and identifying problems in industry that can be addressed in scientific research.”

(OntoWeb, 2001)

The network started in Summer 2001 and has currently over 100 members coming from academia and industry that share an interest in ontologies and the Semantic Web. In Chapter 12 we will describe more detailed the goals of OntoWeb and in particular the contribution of this work with respect to the “SEmantic portAL” of the network.

The vision of the Semantic Web is described as

“...an extension of the current Web in which information is given well-defined meaning, better enabling computers and people to work in cooperation. It is the idea of having data on the Web defined and linked in a way that it can be used for more effective discovery, automation, integration, and reuse across various applications...data can be shared and processed by automated tools as well as by people.”

(W3C, 2001)

As such, it offers a large potential for supporting issues like “integration” and “re-use”, two of the main practical problems of computer science. Quite naturally, with the growing interest on the Semantic Web the number of ontologies for various domains will rise. Although many researchers are working now in the research area Semantic Web on different problems, there is still a lack of work that integrates aspects to give a clear picture and overview of how to develop and use ontology based applications for practical knowledge management problems.

This thesis is motivated by the urgent need for comprehensive methodologies, that (i) guide domain-independently the introduction and running of ontology-based applications, (ii) have appropriate tool support and (iii) are accompanied by illustrative show cases. Thus, the thesis e.g. contributes to the goals of the OntoWeb network as described above.

3.2 Classification of Ontologies

Different classification systems for ontologies have been developed (van Heijst, 1995; Guarino, 1998a; Jasper & Uschold, 1999). A classification system that uses the subject of conceptualization as a main criterion has been introduced by Guarino (cf. (Guarino,
Figure 3.1: Different kinds of ontologies and their relationships

1998a). He suggests to develop different kinds of ontologies according to their level of generality as shown in Figure 3.1.

Thus, different kinds of ontologies may be distinguished as follows:

- **Top-level ontologies** describe very general concepts like space, time, event, which are independent of a particular problem or domain. Such unified top-level ontologies aim at serving large communities of users and applications. They facilitate the (semi-)automatic integration and combination of different ontologies that are mapped to the same top-level ontology. Prominent examples of such ontologies include the top-level ontology by John Sowa (cf. (Sowa, 2000)), the IEEE SUO\(^7\) and DOLCE (cf. (Gangemi et al., 2002a)). Recently, these kinds of ontologies have been also introduced under the name foundational ontologies and efforts exist on creating a modularized “Foundational Ontologies Library” (cf. (Gangemi et al., 2002a)).

- **Domain ontologies** describe the vocabulary related to a specific domain (such as vines or cars), e.g. by specializing concepts introduced in a top-level ontology.

- **Task ontologies** describe the vocabulary related to a generic task or activity (such as drinking or selling), e.g. by specializing concepts introduced in a top-level ontology.

- **Application ontologies** are the most specific ontologies. Concepts in application ontologies often correspond to roles played by domain entities while performing a certain activity, i.e. application ontologies are a specialization of domain and task ontologies. They form a base for implementing applications with a concrete domain and scope.

\(^7\)Standard Upper Ontology, http://suo.ieee.org
Noteworthy are also common sense ontologies (cf. (Pirlein, 1995; Lenat & Guha, 1990; Lenat, 1995)) which are used to model aspects relevant for many other applications. As such, they contain typically concepts of space and time and are intended to be highly re-usable.

In this work we refer by ontology to domain and in particular to application ontologies.

### 3.3 Communication with Ontologies

**Reference & Meaning**

The meaning triangle (cf. (Osgen & Richards, 1923), in the tradition of Frege, cf., e.g., (Frege, 1892)) is used to define the interaction between symbols or words, concepts and things of the world (cf. Figure 3.2). The meaning triangle illustrates the fact that although words cannot completely capture the essence of a reference (= concept) or of a referent (= thing), there is a correspondence between them. The relationship between a word and a thing is indirect. The correct linkage can only be accomplished when an interpreter processes the word invoking a corresponding concept and establishing the proper linkage between the concept and the appropriate thing in the world (= object). We will now illustrate some practical aspects of the meaning triangle by an example.

![Figure 3.2: The Meaning Triangle](image)

**Communication Example**

The following example and figure has been taken from (Mædche, 2002a), but was slightly modified to fit the the skills management case study in Chapter 11. Figure 3.3 depicts the overall setting for communication between human and software agents. We mainly distinguish three layers: First of all, we deal with things that exist in the real world, including in this example human and software agents. Secondly, we deal with
symbols and syntactic structures that are exchanged. Thirdly, we analyze models with their specific semantic structures that correspond to certain domains, e.g. geography or skills.

Let us first consider the left side of Figure 3.3 without assuming a commitment to a given ontology. Two human agents HA1 and HA2 exchange a specific sign, e.g. a word like “Java”. Given their own internal model each of them will associate the sign to his own concept referring to possibly two completely different existing things in the world, e.g. the part of Indonesia called “Java” vs. the programming skill “Java”. The same holds for software agents: They may exchange statements based on a common syntax, however, they may have different formal models with differing interpretations.

We consider the scenario that both human agents commit to a specific ontology that deals with a specific domain, e.g. skills. The chance that they both refer to the same thing in the world increases considerably. The same holds for the software agents SA1 and SA2: They have actual knowledge and they use the ontology to have a common semantic basis. When agent SA1 uses the term “Java”, the other agent SA2 may use the ontology just mentioned as background knowledge and rule out incorrect references, e.g. ones that let “Java” stand for the part of Indonesia. Human and software agents use their concepts and their inference processes, respectively, in order to narrow down the choice of references.
Part II

On-To-Knowledge Methodology

“If you can’t describe what you are doing as a process, you don’t know what you’re doing.”
— W. Edwards Deming
4 Knowledge Meta Process

This part introduces the On-To-Knowledge Methodology for developing, deploying and using ontology based knowledge management applications. The methodology consists of two main processes: the “Knowledge Meta Process” (KMP) for developing and deploying such applications and the “Knowledge Process” (KP) for using them.

This chapter is about the KMP, the following Chapter 5 is about the KP. Section 4.1 introduces relevant processes for developing and deploying knowledge management applications. We focus on the KMP as a core process and introduce in Section 4.2 an overview of the KMP steps. Each step is subsequently described in the following sections, viz. Feasibility Study in Section 4.3, Kickoff in Section 4.4, Refinement in Section 4.5, Evaluation in Section 4.6 and Application & Evolution in Section 4.7.

References: This chapter is mainly based on (Staab et al., 2001), (Sure et al., 2002c) and (Sure & Studer, 2002a).

4.1 Developing and Deploying Knowledge Management Applications

To implement and invent any KM application, one has to consider different processes (cf. Figure 4.1). We experienced in the case studies presented in Part IV mainly three interacting processes that influenced the projects, i.e. “Knowledge Meta Process”, “Human Issues” and “Software Engineering”.

Human issues (HI) and the related cultural environment of organizations heavily influence the acceptance of KM. It is often mentioned in discussions that the success of KM – and especially KM applications – strongly depends on the acceptance by the involved people. As a consequence, “quick wins” are recommended for the initial phase
of implementing any KM strategy. The aim is to quickly convince people that KM is useful for them and adds value to their daily work.

Software engineering (SE) for knowledge management applications has to fit to the other processes. The now presented On-To-Knowledge Methodology is cyclic and includes iterative steps, ideally the software engineering methods should also explicitly include cycles and iterations. A prominent examples for such a methodology is (Jacobson et al., 1999). Although the On-To-Knowledge Methodology inherits the notion of the core steps from object-oriented programming (cf. (Jacobson, 1998)), it does actually not require or rely on a particular SE methodology.

As introduced in Section 2.3, we distinguish two main processes. In the following sections we will first focus on the Knowledge Meta Process as the core process and illustrate some cross-links to the other mentioned processes. The Knowledge Process is subsequently presented in the next Chapter 5. The methodology described in this part was (mainly) developed and applied in the On-To-Knowledge\footnote{EU 1ST-1999-10132 On-To-Knowledge, see http://www.ontoknowledge.org/} project (cf. Chapter 11).

### 4.2 Steps of the Knowledge Meta Process

The Knowledge Meta Process (cf. Figure 4.2) describes the development and employment of ontology based KM applications. The Knowledge Meta Process consists of five
main steps. Each step has numerous sub-steps, requires a main decision to be taken at the end and results in a specific outcome:

- The main stream indicates steps (phases) that finally lead to an ontology based KM application. The phases are “Feasibility Study”, “Kickoff”, “Refinement”, “Evaluation” and “Application & Evolution”.

- Below every box depicting a phase the most important sub-steps are listed, e.g. “Refinement” consists of the sub-steps “Refine the semi-formal ontology description”, “Formalize into target ontology” and “Create Prototype”. etc.

- Each document-flag above a phase indicates major outcomes of the step, e.g. “Kickoff” results in a “Semi-formal ontology description” etc.

- Each node above a flag represents the major decisions that have to be taken at the end to proceed to the next phase. Typically the major outcomes serve as a base for the decisions to be taken.

- As indicated, some steps need to be performed in iterative cycles.

Figure 4.2: The Knowledge Meta Process
A main part of the Knowledge Meta Process is covered by ontology engineering, beginning with the “Kickoff” phase. In Part III we will describe dedicated tool support for each of the steps during ontology development. In Part IV we will describe lessons learned during the application of the On-To-Knowledge Methodology in different case studies.

4.3 Feasibility Study

Any knowledge management system may function properly only if it is seamlessly integrated in the organization in which it is operational. Many factors other than technology determine success or failure of such a system (cf. Section 4.1). To analyze these factors, we initially start with a feasibility study, e.g. to identify problem/opportunity areas and potential solutions. In general, a feasibility study serves as a decision support for economical, technical and project feasibility, determining the most promising focus area and target solution.

CommonKADS Worksheets

The well-known CommonKADS methodology (Schreiber et al., 1999) offers three models for performing feasibility studies: the organization, task, and agent model. The process of building these models proceeds in the following steps:

- Carry out a scoping and problem analysis study, consisting of two parts:
  1. Identifying problem/opportunity areas and potential solutions.
  2. Deciding about economic, technical and project feasibility, in order to select the most promising focus area and target solution.

- Carry out an impacts and improvements study, for the selected target solution, again consisting of two parts:
  1. Gathering insights into the interrelationships between the business task, actors involved, and use of knowledge for successful performance, and what improvements may be achieved here.
  2. Deciding about organizational measures and task changes, in order to ensure organizational acceptance and integration of a knowledge system solution.

An overview of the process of organizational context modeling is given in Figure 4.3. Building the organization, task and agent model is done by following a series of steps
supported by practical and easy-to-use worksheets and checklists (we provide a brief summary of the most relevant steps and refer for a detailed description of these steps to the CommonKADS methodology (Schreiber et al., 1999)).

Figure 4.3: CommonKADS worksheets for feasibility study

The organization model focuses on problems and opportunities. These issues are discussed in the worksheets OM-1 – OM-4 that are described in the following.

- Worksheet OM-1 explains the problems, solutions and the organizational context, *e.g.* including (i) the mission, vision and goals of the organization, (ii) important external factors the organization has to deal with, (iii) strategy of the organization and (iv) its value chain and the major value driver.

- Worksheet OM-2 concentrates upon the more specific aspects of an organization. This includes *e.g.* how the business is structured, what staff is involved and what resources are used.

- Worksheet OM-3 breaks down the business process into smaller tasks, because an envisaged KM application always carries out specific tasks and this has to fit into the process as a whole.
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- Worksheet OM-4 describes the knowledge assets of an organization. It provides e.g. detailed information on who possesses a knowledge asset and in which tasks it is used.

- Worksheet OM-5 finally provides a checklist for the feasibility decision. All key implications are wrapped up to support the decision-making process. Key questions in the process are:

  - What is the most promising opportunity area for applications, and what is the best solution direction?
  - What are the benefits versus the costs (business feasibility)?
  - Are the needed technologies for this solution available and within reach (technical feasibility)?
  - What further project actions can successfully be undertaken (project feasibility)?

If a project is considered feasible, the task and the agent model help to prepare the start of the ontology development in the kickoff phase by zooming in on the features of the relevant tasks, the agents that carry them out, and on the knowledge items used by the agents in performing tasks.

- Worksheet TM-1 can be seen as a refinement of OM-3. All identified tasks are now being described in detail, e.g. covering goal and value of tasks, their timing and competencies needed for successful task performance.

- Worksheet TM-2 is a refinement of OM-4 and provides a knowledge bottleneck analysis to uncover the areas for improvement.

- Worksheet AM-1 adds to the task oriented point of view the perspective of individual agents (e.g. knowledge workers). The purpose of the agent model is to understand the roles and competencies that various actors in the organization bring with them to perform a (shared) task.

- Worksheet OTA-1 integrates the task and agent model into a checklist that provides a detailed insight into the impact of a KM application, and especially what improvement actions are possible or necessary in the organization in conjunction with the introduction of such an application.

**Outcome & Decision**

In the end the two decision documents OM-5 and OTA-1 serve as a base for (i) deciding whether the project per se is started, and (ii) identifying the problems & opportunities,
the focus of the application, the technology and in particular the tools needed that are available and, last but not least, the people involved.

Given that a “GO” decision finalizes the feasibility study, the results as described above serve as input for the kick off phase of the ontology development. Obviously, a “No GO” decision might lead to a complete stop or at least a modification of the project.

4.4 Kickoff

Capture Requirements Specification

In the Kickoff phase the actual development of the ontology begins. Similar to software engineering and as proposed by (Fernández-López et al., 1999) we start with an ontology requirements specification document (ORSD). The ORSD describes what an ontology should support, sketching the planned area of the ontology application and listing, e.g. valuable knowledge sources for the next step, the gathering of the semi-formal description of the ontology. The ORSD should also guide ontology engineers in the refinement phase to decide about inclusion and exclusion of concepts and relations and the hierarchical structure of the ontology. In this early stage one should look for already developed and potentially reusable ontologies\(^2\). In detail, the ORSD contains the following information.

ORSD, part (i): Goal, Domain and Scope

In the beginning one should specify the particular domain in use, which might e.g. help to identify already existing ontologies. The feasibility study made clear proposals about interesting areas to be supported by a knowledge management project. The ontology engineer may use the outcomes of the task analysis to describe the goal of the ontology. The following list gives some examples from the Swiss Life case study (cf. Section 11.4): "The ontology serves as a means to structure skills and job profiles\(^2\), "The ontology serves as a guideline for the knowledge distribution between the Human Resource department and the Research and Development department\(^2\), "The ontology serves as a base for semantic search\(^2\).\(^2\)

\(^2\)The reuse of ontologies, e.g. by merging or aligning them, is not covered by this methodology. We describe the process of developing an ontology from scratch. However, the merging and alignment can be integrated in the methodology as part of the kick off and refinement steps. For existing methodologies and tools dedicated to merging and aligning we refer to (Russ et al., 1999; Noy & Musen, 2000; McGuinness et al., 2000a; Stumme & Maedche, 2001; Pinto et al., 2002).
4 Knowledge Meta Process

ORSD, part (ii): Design Guidelines

Due to the nature of our related case studies (cf. Part IV) we focus on pragmatic design guidelines that help users who are not familiar with modeling.

The guidelines might e.g. contain an estimation of the number of concepts and the level of granularity of the planned model. This estimation is based on the knowledge item analysis, a further outcome of the feasibility study. E.g. if the requirements analysis specified that an ontology should support browsing through a domain which includes around 100 concepts and the ontology engineer ended up with modeling 1000 concepts, either the ontology grew too big and should be modified to fulfill the requirements or the requirement specification is not up to date any longer and should be updated.

Also, one might specify common rules how to name concepts and relations. A typical approach for a naming convention is to begin all concepts with capitals and all relations with small caps. Whatever rules one might specify, they should be used consistently when modeling an ontology. Ideally an ontology engineering tool should support to set these kinds of constraints and check it during the modeling process (e.g. as the OntoAnalyzer which is presented in Section 9.2). There exist standardized naming conventions for concepts and relations such as (ISO 704, 1987).

(Noy & McGuinness, 2001) proposes a set of pragmatic guidelines for modelling ontologies. Especially domain experts not familiar with modelling (e.g. at Swiss Life) found these guidelines quite helpful. The guidelines are based on experiences with Protégé which is an ontology editor similar to OntoEdit (cf. next Part III on tool support). Therefore the guidelines were easily applicable when using OntoEdit for modelling (we even formalized some of them as constraints that can be automatically checked with the OntoAnalyzer, cf. Section 9.2). We now sketch some of the guidelines found in (Noy & McGuinness, 2001) which we found most useful in the case studies.

- “The ontology should not contain all the possible information about the domain: you do not need to specialize (or generalize) more than you need for your application (at most one extra level each way).”

- “The ontology should not contain all the possible relations of and distinctions among concepts in a hierarchy.”

- “Subconcepts of a concept usually (i) have additional relations that the superconcept does not have, or (ii) restrictions different from those of the superconcept, or (iii) participate in different relationships than the superconcepts. In other words, we introduce a new concept in the hierarchy usually only when there is something that we can say about this concept that we cannot say about the superconcept. As
an exception, concepts in terminological hierarchies do not have to introduce new relations.” (This also holds for most of the “light-weight” ontologies developed in the case studies.)

- “If a distinction is important in the domain and we think of the objects with different values for the distinction as different kinds of objects, then we should create a new concept for the distinction.”

- “A concept to which an individual instance belongs should not change often.”

More formal guidelines exist regarding the proper creation of “clean” taxonomical structures (cf., e.g., (Guarino & Welty, 2000a)). These guidelines are based on philosophical notions and resulted in the development of the OntoClean methodology including guidelines on the use and misuse of subsumption in ontology engineering (cf., e.g., (Guarino & Welty, 2002)). The OntoClean methodology aims at the formal evaluation of ontologies, but inherently provides guidelines as mentioned before. We discuss OntoClean and its application in Section 9.3 which is about the implementation of the OntoClean plugin.

A common problem in knowledge engineering is that objects may play different roles (cf. (Steimann, 2000)) simultaneously, resulting in multiple classifications of objects. Similar to that, objects may play the same role several times, simultaneously. A typical example is that an employee may hold several employments at the same time. The main reason to distinguish multiple occurrences in the same role is that each occurrence of the object in a role is associated with a different state. For example, an employee has one salary and one office address per job.

As (Steimann, 2000) points out, the interest in roles has grown continuously in recent years. But although there appears to be a general awareness that roles are an important modelling concept, until now no consensus has been reached as to how roles should be represented or integrated into the established modelling frameworks. This may partly be due to the different contexts in which roles are introduced, and partly to the different problems one is trying to solve with them. However, the divergence of definitions contradicts the evident generality and ubiquity of the role concept, and hampers its general acceptance as a modelling construct. Thus, there are currently no guidelines that help in modelling roles, but (Steimann, 2000) gives an exhaustive overview of existing definitions in the literature.

**ORSD, part (iii): Knowledge Sources**

The knowledge item analysis from the feasibility study serves as an important knowledge source at hand. The ontology engineer may here interview people and analyze
documents to complete the list of knowledge sources for the domain in use. The following shows a partial list of typically available knowledge sources as an example:

- domain experts (interviews, competency questionnaires)
- (reusable) ontologies
- dictionaries
- thesauri
- other sources
  - databases
  - index lists
  - regulations
  - standard templates
  - product and project descriptions
  - technology white papers
  - telephone indices
  - web pages / site statistics
  - organization charts
  - employee role descriptions
  - business plans
- etc.

An ontology engineer should use all available knowledge sources based on their availability and reliability. Some of these knowledge sources like e.g. databases might be directly integrated within the envisaged application. A key benefit of ontology based systems is the integrated access to heterogeneous and distributed knowledge sources, examples include so-called “Semantic Portals” (cf. Section 12.2). Especially the Swiss Life case study (cf. Section 11.4) explored the integration of various existing knowledge sources.
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ORSD, part (iv): (Potential) Users and Usage Scenarios

This includes a list of potential users or user groups and a description of each usage scenario. These scenarios might be described by potential users who may report from own experiences: In what situation occurred a need for such a system (better search for information, information distribution etc.)? How did they proceed without it? How would they like to be supported? The usage scenarios sketch the point of view of each individual user, which may vary between extreme degrees. Those views give interesting input to the structure of the ontology. The descriptions of the hindering blocks include also important hints for the design of the ontology based system. The acquisition of the usage scenarios is done via structured or informal interviews. A common way of modeling usage scenarios in software engineering are use cases. In particular they help to identify stakeholders and to clarify their roles in the scenario.

ORSD, part (v): Supported Applications

This is a draft of the ontology based knowledge management application and its system and software environment, which links the Knowledge Meta Process to software engineering (cf. Section 4.1). The ontology engineer may here as well use the task analysis from the feasibility study as an input source to describe the proposed system and analyze the role of the ontology. The draft must also deliver a clear picture about the ontology interface to the user and answer the following question: what part of the ontology, namely concepts and relations are visible to the user and how does he use them? If the application runs several times on different hosts, one might want to keep track of the different locations to enable separate update processes in the maintenance phase.

ORSD, part (vi): Usage of Competency Questions

The usage scenarios (see above) describe aspects of the real existing domain of the targeted system. They deliver information about concepts and their relations which have to be modelled in the target ontology. To derive that information out of the use cases, the ontology engineer has to transform the scenarios in detailed competency questions (CQ) (cf. (Grueninger & Fox, 1994; Uschold & Grueninger, 1996)). They represent a set of possible queries to the system, indicating the scope and content of the application or domain ontology (cf. Section 3.2). In Section 7.1 we will show the integration of CQs into the ontology engineering environment OntoEdit, in Section 11.4 we present an example from the Skills Management case study.
Create semi-formal Ontology Description

Similar to the work presented in (Neubert, 1994) we use different formalization levels during the creation of ontologies. Thus, the next step after capturing requirements specifications is the creation of a semi-formal ontology description. This is actually the beginning of the modelling activity. In the case studies we relied on the creation of mind maps to capture quickly and intuitively the domain knowledge from domain experts. In Section 7.2 we present the Mind2Onto framework that bridges the gap between the rather weakly structured mind maps towards ontologies.

In the next Section 4.5 we will elaborate more on some guidelines for the creation of initial mind maps. The guidelines help to create them in a way that facilitates the transformation into an ontology.

Outcome & Decision

The outcomes of this phase are (i) the ontology requirement specification document (ORSD), and (ii) the semi-formal description of the ontology, i.e. a graph of named nodes and (un-)named, (un-)directed edges, both of which may be linked with further descriptive text e.g. in form of mind maps.

If the requirements are sufficiently captured, one may proceed with the next phase. The decision is typically taken by ontology engineers in collaboration with domain experts. “Sufficiently” in this context means, that from the current perspective there is no need to proceed with drafting domain knowledge, but rather the existing structure needs to be refined in a separate session.

4.5 Refinement

Refine semi-formal ontology description

We will now describe the following issues that are relevant during the refinement of the semi-formal ontology description: (i) top-down vs. bottom-up modelling, (ii) the further usage of competency questions, and (iii) guidelines for creating initial mind maps.

Top-down vs. Bottom-up Modelling

During the kickoff and refinement phase one might distinguish in general two concurrent approaches for modeling: top-down and bottom-up.
The usage scenario/competency question method follows usually a top-down approach in modeling the domain. One starts by modeling concepts and relationships on a very generic level. Subsequently these items are refined. This approach is typically done manually and leads to a high-quality engineered ontology. Available top-level ontologies may here be reused and serve as a starting point to develop new ontologies. In practice (cf. Part IV) we encountered more a middle-out approach, i.e. to identify the most important concepts which will then be used to obtain the remainder of the hierarchy by generalization and specialization.

However, with the support of an automatic document analysis, a typical bottom-up approach may be applied (e.g. in ontology learning, cf. (Maedche, 2002a)). There, relevant concepts are extracted semi-automatically from available documents. Based on the assumption that most concepts and conceptual structures of the domain as well the company terminology are described in documents, applying knowledge acquisition from text for ontology design seems to be promising.

Both approaches have advantages and drawbacks. The competency questions lead to a more detailed description of the problem area at hand. This supports the fine tuning of the ontology. On the other hand this gathering of several views is likely to be never complete and might not focus on the documents available. Semi-automatic text extraction is usually not able to produce high-level quality but delivers instead a more complete list of relevant concepts. So, the top-down-approach meets the representation of the "information demand" better than the bottom-up-approach with automatic analysis of documents, which supports a better representation of the "information supply".

A promising approach might be to combine both approaches. An automated extraction might be used as a starting point that is further refined by manual efforts of ontology engineers. However, the current drawback is that there is no tool support available for keeping the references between an extracted and the further refined version. This is a mandatory requirement for the maintenance of such a combined solution.

We propose that ontology engineers should include various knowledge sources depending on their availability and their reliability (see above) and use each time the more applicable method to extract relevant knowledge from the sources.

Further Usage of Competency Questions

During the refinement phase the competency questions may be analyzed to derive relevant concepts, relations and instances that should be included into the ontology (as shown detailed in Section 7.1). Typically the semi-formal description serves as a baseline that is refined by concepts and relations found in the competency questions.
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Guidelines for creating initial Mind Maps™

Typically, a mind map™ does not provide inherently a consistent taxonomy of concepts, but rather associatively linked elements. Such elements might represent single concepts, multiple concepts, concepts related by a relations etc. At first hand, they provide a quick and intuitive way for capturing knowledge from the domain experts, even in the absence of ontology engineers. The effort of transforming mind maps™ into ontologies has currently to be performed manually, typically by ontology engineers. However, we provide valuable tool support (cf. Section 7.2) to bridge that gap.

In two of the case studies (cf. Sections 11.4 and 11.5) we made good experiences with guiding the domain experts towards an ontology-like mind map™, that already provides some structural elements. We relied on the following simple guidelines:

- Try to use only single nouns (whenever possible) for naming elements of a mind map™.
- Try to avoid relationships (whenever possible) in the initial kickoff phase. Add them later in the refinement phase, after an initial taxonomy of concepts has been established.

These guidelines helped to create mind maps™ that are quite easily transformed into basic structures of ontologies. For instance, without much interference of ontology engineers we got in our scenarios “subtopic of” structures that could be easily modelled as a proper ontological structure.

However, a drawback of the mind maps™ is their weakness for modelling (potentially numerous) relationships and to illustrate the inheritance implied by “is-a” structures. Therefore, the initial semi-formal ontology description is much more like a first draft version of a taxonomical structure without relations or inheritance. Thus, in the formalization phase required relations and attributes (and possibly instances and axioms) need to be added.

Formalize into Target Ontology

To formalize the initial semi-formal description of the ontology we firstly form a taxonomy out of the semi-formal description of the ontology and add relations other than the “is-a” relation which forms the taxonomical structure – mainly derived out of the competency questions.

The ontology engineer adds different types of relations as analyzed e.g. in the competency questions to the taxonomic hierarchy, e.g. by using typical ontology engineering
environments. In Chapter 6 we will motivate typical requirements for such environments and introduce OntoEdit as an instance of such environments.

However, this step is cyclic in itself, meaning that the ontology engineer now may need to start interviewing domain experts again and to use the already formalized ontology as a base for discussions. It might be helpful to visualize the taxonomic hierarchy and give the domain experts the task to add attributes to concepts and to draw relations between concepts (e.g., we presented them the taxonomy in form of a mind map as shown in the previous section). The ontology engineer should extensively document the additions and remarks to make ontological commitments made during the design explicit.

Depending on the application that has to be supported one has to choose an appropriate representation language. One should notice that formal representation languages typically differ in their expressive power and tool support for reasoning. The ontology engineer has to consider the advantages and limitations of the different languages to choose the appropriate one for the application (cf., e.g., (Decker, 2002) for a comprehensive comparison of typical ontology languages). Also, when using modelling tools, they typically are not capable of exporting all current ontology languages, an example for OntoEdit’s limitations of exporting DAML+OIL is given in Appendix C.

Create Prototype

As proposed by (Fernández-López et al., 1999), it is very valuable to have “evolving prototypes” of ontologies. Since we typically do not model top-level ontologies, but rather domain or task ontologies (cf. Section 3.2), we recommend to build a prototype of the envisaged ontology based application at the end of the refinement phase. This makes the evaluation of ontologies, especially the user-focused evaluation (cf. next section) easier if not possible at all.

Cyclic Approach

The refinement phase is closely linked to the evaluation phase. If the analysis of the ontology in the evaluation phase shows gaps or misconceptions, the ontology engineer takes these results as an input for the refinement phase. It might be necessary to perform several (possibly tiny) iterative steps to reach a sufficient level of granularity and quality.
Outcome & Decision

The outcome of this phase is the “target ontology” (as mentioned above, potentially embedded into a prototype application), that needs to be evaluated in the next step. In comparison to the semi-formal ontology description, the target ontology needs to fulfill formal ontology definitions (e.g. like given in (Bozak et al., 2002)).

The major decision that needs to be taken to finalize this step is whether the target ontology is mature enough to evaluate the requirements captured in the previous kickoff phase. This decision will be most likely be based on the personal experience of ontology engineers. As a good rule of thumb we discovered that the first ontology should provide enough “flesh” to build a prototypical application. This application should be able to serve as a first prototype system for evaluation.

4.6 Evaluation

To describe the evaluation task, we cite (Gómez-Pérez, 1996):

“[…] to make a technical judgement of the ontologies, their associated software environment, and documentation with respect to a frame of reference […] The frame of reference may be requirements specifications, competency questions, and/or the real world.”
(Gómez-Pérez, 1996)

The requirements specifications and particularly the competency questions that were captured during the kickoff serve therefore as a frame of reference for the evaluation of ontologies. An obvious strategy is therefore to check whether the ontology possesses enough competence to answer all competency questions.

However, considering the fact that we aim at building applications, evaluation is not only restricted to ontologies themselves. Additionally one has also to consider technology-related issues as well as an evaluation from a users’ perspective. Therefore we distinguish the following three kinds of evaluation:

Technology-focussed Evaluation

Our evaluation framework for technology-focussed evaluation consists of two main aspects: (i) the evaluation of properties of ontologies generated by development tools, (ii) the evaluation of the technology properties, i.e. tools and applications which includes the evaluation of the evaluation tool properties themselves. In an overview these aspects are structured as follows in Table 4.1.
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<table>
<thead>
<tr>
<th>Ontology Properties</th>
<th>Technology Properties</th>
</tr>
</thead>
<tbody>
<tr>
<td>Language conformity (Syntax)</td>
<td>Interoperability (e.g. Semantics)</td>
</tr>
<tr>
<td>Consistency (Semantics)</td>
<td>Turn around ability</td>
</tr>
<tr>
<td></td>
<td>Scalability</td>
</tr>
<tr>
<td></td>
<td>(including performance and memory allocation)</td>
</tr>
<tr>
<td></td>
<td>Integration into frameworks</td>
</tr>
<tr>
<td></td>
<td>(e.g. by connectors and interfaces)</td>
</tr>
</tbody>
</table>

Table 4.1: Technology-focussed evaluation framework

For ontologies generated by the development tools the language conformity and consistency may be checked.

**Language conformity** means that the syntax of the representation of the ontology in a special language is conform to a standard. Such a standard is either a well-documented standard defined by a standardization body or it is an industrial standard mostly given by a reference implementation. So in the first case the outcome of an ontology tool must be checked with respect to the syntax definition and in the second case it must be tested using the reference implementation.

Evaluation of **consistency** means to what extent the tools ensure that the resulting ontologies are consistent with respect to their semantics, *e.g.* that different parts of the ontology representation do not contradict.

Ontology properties may be evaluated using the ontologies only, *i.e.* without having tools, *e.g.* for development, themselves available.

In contrast to that for the following second block of properties the tools are examined.

**Interoperability** means how easy it is to exchange ontologies between different tools. This includes such aspects as "is a tool able to interpret the outcome of another tool in the same way?". This is more than only checking the language conformity because it examines whether different tools interpret the same things in the same way. Often things can be represented in the same language in different ways.

**Turn around ability** means that the outcome of a tool is represented to the user in the same way again later on. *E.g.* a value restriction may be represented as a range
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restriction or by a constraint. If the tool shows that as a range restriction it should not show it as a constraint the next time it reads the same ontology.

**Scalability** evaluates the performance and memory behavior of the tools with respect to increasing ontologies and tasks. It examines questions like “how increases a linear growth of ontologies the amount of memory allocated by the tool?”.

**Performance** especially concerns the runtime effort of the tools, *e.g.* how much time is needed for solving a special inference task (not discussed here), for storing ontologies *etc.* Benchmark tests must be developed to evaluate these performance issues. For these benchmarks reference ontologies, reference ontology classes, reference tasks and reference task classes may be very helpful. This also refers to scalability (see below).

**Memory allocation** means how much memory is needed by the tools to handle ontologies. Similarly to the performance evaluation benchmarks must be available to test memory allocation. For performance evaluation as well as for memory allocation it must be clarified what does the “size” of an ontology or the complexity of a task mean and which parameters influence this size in what way *etc.* This also refers to scalability (see below).

**Integration into frameworks** means how easy it is to switch between such tools. For instance it is not very convenient that for a switch between tools it is necessary to store the ontology, to transform it afterwards with a different tool into another language which is a precondition to load it with the other tool. Entirely integrated environments similar to well-known programming environments must be the goal for ontology development tools. This includes whether there exist connectors (and **interfaces**) to other tools. This concerns (i) connectors to other tools and (ii) connectors from other tools to the tool.

This evaluation framework for technology oriented evaluation was *e.g.* taken as a baseline for the workshop on “Evaluation of Ontology based Tools (EON2002)”, cf. Section 12.3. Within an experiment as part of the workshop, different ontology engineering environments were evaluated.

**User-focused Evaluation**

The framework shown above concentrates on the technical aspects of ontologies and related ontologies. However, the aspect of user-focused evaluation remains open. We therefore present further steps for ontology evaluation that particularly make use of already available resources from earlier steps in the methodological framework.

Ontology engineers need to check, whether the target ontology itself suffices the ontology **requirements specification document** (cf. Section 4.4) and whether the ontology based application supports or “answers” the **competency questions**, analyzed in the kickoff phase of the project.
Therefore the ontology is tested in the target application environment. A **prototype** should already show core functionalities of the target system. **Feedback from beta users** of the prototype may be a valuable input for further refinement of the ontology.

A valuable input for refinement (and further maintenance) are **usage patterns** of the ontology. A recent approach for tracking (and using) usage patterns has *e.g.* been presented in (Stojanovic et al., 2002d). The system has to track the ways, users navigate or search for concepts and relations. With such an “ontology log file analysis“ one may trace what areas of the ontology are often “used“ and others which were not navigated. Less frequently used parts of the ontology should be monitored whether they are relevant for the application. High frequently used parts of the ontology might need to be expanded. However the ontology engineer should carefully evaluate the usage patterns before she updates the ontology.

The most important point from our perspective is to evaluate whether users are satisfied by the KM application. More specific, we evaluated **whether the ontology based technologies are at least as good as already existing technologies** in the EnerSearch case study and some results are described in Section 11.6.

### Ontology-focussed Evaluation

Beside the above mentioned process oriented and pragmatic evaluation methods, there exist also formal evaluation methodologies for ontologies themselves. Typically, one distinguishes in software engineering between “verification” and “validation” to evaluate the quality of software systems. The two concepts can be characterized as follows *(cf. (Boehm, 1984)):

- **Verification** is building the system right.
- **Validation** is building the right system.

As (Preece, 2000) points out, these methods can be analogously used in knowledge engineering. (Gómez-Pérez, 2003) focusses on the validation and verification of ontologies with respect to the criteria consistency, completeness, conciseness, expandability and sensitiveness. However, our ontology engineering environment OntoEdit *(cf. Part III)* prevents the incorrect modelling of ontologies that do not fulfill the criteria. Therefore we focus on another well-known methodology for formal evaluations of ontologies.

The OntoClean Methodology *(cf., e.g., (Guarino & Welty, 2002)) is based on philosophical notions. It focuses on the cleaning of taxonomies and *e.g.* is currently being applied for cleaning the upper level of the WordNet taxonomy *(cf. (Gangemi et al., 2002b)). Core to the methodology are the four fundamental ontological notions of
rigidity, identity, unity and dependence. By attaching them as meta-relations to concepts in a taxonomy they are used to represent the behavior of the concepts. I.e. these meta relations impose constraints on the way subsumption is used to model a domain (cf. (Guarino & Welty, 2000a)).

By attaching the meta relations to concepts of an ontology, they are classified into categories (Sortal, Non-sortal, Role etc.). E.g., a concept that is tagged with “+O +I +R” is called a “Type”. OntoClean defines an ideal structure of such classified concepts. By defining constraints one is able to derive automatically modelling errors in an “unclean” taxonomy. In Section 9.3 we explain more detailed the foundations of OntoClean and how we implemented a specialized tool support to operationalize the methodology.

Cyclic Approach

If the evaluation reveals insufficient quality of an ontology or an ontology based application, the ontology needs to be refined again. From practical experiences, the iterative steps can be highly cyclic, i.e. each refinement step might require a separate evaluation step. In fact, there exist an approach that recommends the concurrent quality assurance of an ontology during the complete ontology development lifecycle (cf. (Fernández-López et al., 1999)).

Outcome & Decision

The outcome of this phase is an evaluated ontology, possibly embedded into the up-and-running application that is ready for the roll-out into a productive system.

The major decision that needs to be taken for finalizing this phase is whether the evaluated ontology fulfills all evaluation criteria relevant for the envisaged application of the ontology, i.e. the requirements set up in the kickoff phase.

4.7 Application & Evolution

Apply Ontology

The application of ontologies in productive systems, or, more specifically, the usage of ontology based systems, is being described in the following Chapter 5 that illustrates the “Knowledge Process”. This steps is actually the meeting point of the Knowledge Meta Process and the Knowledge Process.
Manage Evolution and Maintenance

The evolution of ontologies is primarily an organizational process. There have to be strict rules to the update, insert and delete processes of ontologies (cf. (Stojanovic et al., 2002a)). We recommend, that ontology engineers gather changes to the ontology and initiate the switch-over to a new version of the ontology only after thoroughly testing all possible effects to the application. Most important is to clarify who is responsible for maintenance and how it is performed and in which time intervals is the ontology maintained. However, systems can help identifying the needs for evaluation, e.g. by “usage mining” (cf. (Stojanovic et al., 2002d)) or text mining (cf. (Maeche, 2002a)).

There exist two possible strategies for maintenance of ontologies: the centralized and the distributed strategy. In a centralized ontology, one single entity (e.g. a person) is responsible for maintaining the whole ontology or specific parts of it. Any modification (typically update-insert-delete) has at least to be approved by this entity. In the distributed strategy all modifications are made as they appear to be necessary and valuable by involved individuals.

Typically two aspects strongly influence the decision for one or the other strategy: quality and time. The responsible entity for maintenance is able to enforce and to guarantee to a certain degree a certain quality of the ontology through thoroughly testing and checking possible effects of a modification. In most cases these modifications will take long time until they appear in the ontology. The distributed strategy is typically vice versa. Modifications appear immediately in the ontology – but also the level of quality may not be guaranteed and may change drastically over time.

Cyclic Approach

Each request for a change as part of the evolution typically requires an additional cycle beginning by the refinement phase.

Outcome & Decision

The outcome of an evolution cycle is an evolved ontology, i.e. typically another version of it. The storage and management of different versions of ontologies is illustrated in the Section 10.1.

The major decision to be taken is when to initiate another evolution cycle for the ontology. This depends on the restrictions that apply for an organization and the evolution strategy one has implemented as part of the organization.
4 Knowledge Meta Process
5 Knowledge Process

The On-To-Knowledge Methodology described in this part consists of two main processes: the “Knowledge Meta Process” (KMP) for developing and deploying knowledge management applications and the “Knowledge Process” (KP) for using them.

This chapter is about the KP. Section 5.1 introduces the steps of the KP. Subsequently all introduced steps are described in detail in the following sections, viz. Knowledge Creation and Knowledge Import in Section 5.2, Knowledge Capture in Section 5.3, Knowledge Retrieval in Section 5.4, and Knowledge Use in Section 5.5.

References: This chapter is partially based on (Staab et al., 2001) and (Sure & Studer, 2002c).

5.1 Steps of the Knowledge Process

Once a KM application is fully implemented in an organization, knowledge processes essentially circle around the following steps of the “Knowledge Process” (cf. Figure 5.1). The process steps reflect the typical steps that knowledge workers perform as part of their daily work.

- Knowledge creation and/or import of documents and meta data, i.e. contents need to be created or converted such that they fit the conventions of the company, e.g. to the knowledge management infrastructure of the organization;

- then knowledge items (cf. Section 2.4) have to be captured in order to elucidate importance or interlinkage, e.g. the linkage to conventionalized vocabulary of the company by the creation of relational metadata;

- retrieval of and access to knowledge satisfies the “simple” requests for knowledge by the knowledge worker;
Figure 5.1: The Knowledge Process

- typically, however, the knowledge worker will not only recall knowledge items, but she will process it for further use in her context.

Quite naturally, the process is highly cyclic. Knowledge that has been created or imported, captured, retrieved and used typically feeds again into the next cycle.

Ontologies as a backbone for ontology based knowledge management applications lie in the center of the circling processes. In the following sections we will discuss relevant aspects for each step and show ways of using ontologies in the Knowledge Process.

5.2 Knowledge Creation & Import

Creation of knowledge is an integral part of the daily life for knowledge workers. However, the degrees of knowledge that is created may vary from formal to informal knowledge, as we will illustrate in the next subsection. But, at least equally important is the import of external knowledge. We will discuss in the last section the main distinction between creation and import with respect to ontology based applications.
5.2 Knowledge Creation & Import

**Formal vs. Informal Knowledge**

The creation of computer-accessible knowledge proceeds between the two extremes of very *formal* and very *informal knowledge*. What is often overlooked is that comparatively deep coding can often be done without requiring any extra efforts.

Business documents, in general, are not arbitrarily changing knowledge containers, but reasonably often come with some inherent structure, part of which is often required by quality management and, *e.g.*, engineering requirements. Thus, a contribution to (Staab & O’Leary, 2000) proposed to embed the structure of knowledge items into *document templates*, which are then filled on the fly by doing daily work. The granularity of this knowledge then lies in the middle between the extremes of coarse representations of business documents only and an – for the purpose of KM – overly fine one, such as found in expert systems. Thus, one finds several degrees of formality between the two extremes of very formal and very informal knowledge. We compare some of them in Table 5.1.

<table>
<thead>
<tr>
<th>Degree</th>
<th>Model</th>
<th>Interface</th>
<th>Example</th>
</tr>
</thead>
<tbody>
<tr>
<td>Thoroughly</td>
<td>Relational</td>
<td>Form Interface</td>
<td>Database interface</td>
</tr>
<tr>
<td>Formally</td>
<td>Content-structured document</td>
<td>Tight XML Structure</td>
<td>XML-EDI</td>
</tr>
<tr>
<td>Partially</td>
<td>Document template</td>
<td>Loose XML Structure</td>
<td>Dublin Core templates</td>
</tr>
<tr>
<td>Informally</td>
<td>Free text</td>
<td>No predefined structure</td>
<td>ASCII text file</td>
</tr>
</tbody>
</table>

In this comparison, we use the term “content-structured documents” to refer to *e.g.* XML structures that are tightly (sometimes explicitly, sometimes implicitly) linked to a domain model. For instance, XML-EDI (*cf.* (XML/EDI-Group, 2003)) documents come with a predefined structure alluding to a standard framework for exchanging data, such as invoices, healthcare claims, or project status reports. By document templates we refer to similar structures, which however come with a larger degree of freedom, including large chunks of informal knowledge items. One may note that these different degrees of formality are often combined, *e.g.* unstructured documents may have attached a form for adding Dublin Core (*cf.* (DC, 2003)) meta data.

Careful analysis of the knowledge items in use allows for the possibility to add formal knowledge parts into the process of creating these documents, thus pushing the de-
gree of formality slightly upwards without endangering the overall usage of the system, which could be incurred by an expert systems-like approach to Knowledge Management.

**Home-made vs. Imported Knowledge**

For many KM purposes the import of knowledge items into the KM system of the organization has the same or more importance than their creation within the organization. The overall situation is akin to data warehousing – only that the input structures are more varying and the target structures are much richer and more complex than this is the case for the standard data warehouse.

For imported knowledge accurate access to relevant items plays an even more important role than for home-made knowledge. The reason is that for home-made knowledge items, people may act as a backup index. This is not the case for recently imported knowledge that no one has seen yet. In fact, access studies to KM systems have shown that organizational memory parts that cover imported knowledge are less heavily exploited than those covering home-grown ones (cf. O’Leary, 1998) – though it seems implausible that they would contain less useful contents.

Ontology based applications typically make use of meta data (cf. Section 2.4). As mentioned before, the meta data conforms to structures provided by ontologies. Noteworthy is the following distinction with respect to the use of ontology based technologies between the import and the creation:

- **Created knowledge** can automatically be enriched with meta data according to an ontology, therefore inherently capturing knowledge contained in the knowledge items. An example implementation is the OntoWeb Semantic Portal. The ontology is used to create forms that automatically enrich created knowledge with meta data according to the underlying ontology. In Section 12.2 we present a detailed example.

- **Imported knowledge** often needs to be enriched in an additional (manual) effort with meta data to make the content accessible. In the next Section 5.3 we will present an approach that supports knowledge capturing, the so-called CREAM framework implemented by the OntoMat-Annotizer (cf. Handschuh et al., 2001; 2002)). However, if the external knowledge is already including meta data according to an agreed ontology, the import task becomes fairly easy. This approach is also taken in the OntoWeb Semantic Portal. Partners of OntoWeb who want to contribute knowledge to the portal provide meta data according to the OntoWeb ontology. Thus, the import via syndication can be performed automatically. A detailed description of the architecture can be found in Chapter 12.
5.3 Knowledge Capture

Driven by the knowledge-based industries, knowledge capture gains ever more significance, as outlined in the following citation.

“In today’s Web-linked and data-rich world, there is a growing need to manage burgeoning amounts of information effectively. Although indexing and linking documents and other information sources is an important step, capturing the knowledge contained within these diverse sources is crucial for the effective use of large information repositories.”
Introduction to (Gil et al., 2001)

Knowledge acquisition which is a challenging area of research in artificial intelligence with its roots in early work to develop expert systems, has matured and plays a significant role for realizing the Semantic Web (cf., e.g., (Gómez-Pérez & Benjamins, 2002)). However, as e.g. shown by the broad spectrum of topics at the first and second “International Conference on Knowledge Capture” (K-CAP 2001/2003, cf. (Gil et al., 2001; 2003)), many other research areas contribute methods and techniques for the capturing of knowledge:

“Although there has been considerable work in the area of knowledge capture, activities have been distributed across several distinct research communities. In machine learning, learning apprentices acquire knowledge by nonintrusively watching a user perform a task. In the human-computer interaction community, programming-by-demonstration systems learn to perform a task by watching a user demonstrate how to accomplish it. In knowledge engineering, modeling techniques and design principles have been proposed for knowledge-based systems, often exploiting commonly occurring domain-independent inference structures and reusable domain-specific ontologies. [...] In natural language processing, tools can process text and create representations of its knowledge content.”
Introduction to (Gil et al., 2001)

We now focus on the capturing of knowledge by creating meta data according to ontologies (cf. Section 2.4), thus by exploring methods and technologies coming from knowledge acquisition and knowledge engineering which have more recently been matured into the Semantic Web research area.

Once that knowledge items have been created, but not yet, or only incompletely, captured apart from their context, e.g. from their database entries or their business document containers, the next process step is the capturing of their essential contents. By
this so-called “annotation process” meta data are created that conform to the ontology and, hence, can be aligned with related information to yield analyzes and derivations. The origins of the meta data may be used to validate the overall information.

The OntoMat-Annolizer implements the CREAM framework\textsuperscript{1} (cf. (Handschuh et al., 2001; 2002)). The framework allows to construct relational meta data, i.e. meta data that comprises instances of concepts and relations. The instances are not based on a fixed structure, but on a domain ontology (cf. Section 3.2). Figure 5.2 shows a screenshot taken while annotating this thesis.

\begin{figure}[h]
\centering
\includegraphics[width=\textwidth]{figure52.png}
\caption{Annotating documents with the OntoMat-Annolizer}
\end{figure}

\textit{E.g.}, as shown in the figure, the current page is annotated by marking “OntoMat-Annolizer” as an instance of the concept Annotation Editor of the example ontology. Furthermore we might add instances of relations, \textit{e.g.} the instance OntoMat-Annolizer

\textsuperscript{1}CREAM stands for “Creating RElational, Annotation-based Meta data”.
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is related to the instance Siegfried Handschuh (an instance of the concept Person) by
the relation developed by. The following sample illustrates the generated instances
(created in RDF, cf. (Lassila & Swick, 1999)).

```xml
<rdf:RDF xmlns:rdf="http://www.w3.org/1999/02/22-rdf-syntax-ns#"
  xmlns:daml="http://www.daml.org/2001/03/daml+owl#"
  xmlns="http://this.is.an/example/#">
  <Annotation Editor
    rdf:about="http://this.is.an/example/annotation#OntoMat-Annotizer">
    <developed_by
      rdf:resource="http://this.is.an/example#Siegfried_Handschuh"
    />
  </Annotation_Editor>
</rdf:RDF>
```

Such annotations can be further used by applications to provide better retrieval results
as shown in the next Section 5.4. Another approach deals with the reverse engineering
of databases (cf. (Stojanovic et al., 2002c)) to capture their contents. Last, but not
least, there already exists an approach to handle the maintenance of such annotations,
for further details we refer to (Stojanovic et al., 2002b).

## 5.4 Knowledge Retrieval & Access

Large parts of knowledge retrieval and access from an ontology based application are
performed through conventional GUI, exploiting means like information retrieval (cf.
(Moench, 2003) for a combination of information retrieval and ontologies).

In addition, one may use the ontology to derive further views. In particular, ontologies
are often exploited for navigation purposes. Thus, knowledge workers may explore what
is e.g. in the organizational memory without being required to ask a particular question
which is often a hard task for newbies. Also, an ontology allows to derive additional
links and descriptions by drawing inferences with appropriate inference engines (such
as e.g. Ontobroker, cf. Section 6.6), e.g. the ontology allows to derive state descriptions
for points in time for which no explicit data exists, or it provides new hyperlinks that
are not given explicitly. Thus, we may complete views without requiring that all
information is given.

The example given in Figure 5.3 is taken from the OntoWeb Semantic Portal (cf.
Section 12.2). It presents the advanced query facilities provided by the underlying
DOGMA server (cf. (Meersman, 1999; Jarrar & Meersman, 2002; Spyns et al., 2002a)).
The following functionalities showed in the figure represent advanced functionalities
that ontologies enable in such portals. The given numbers correspond to the numbers given in the figure.

Figure 5.3: Knowledge Retrieval with DOGMA in the OntoWeb Portal

1. The taxonomic structure is used for navigation in an explorer tree-like manner. Thus, users might easily browse through the ontology to explore the domain of this portal. Inherently this provides a query to the knowledge base, as shown in the next item.

2. In addition, for each concept, e.g. Book, the known instances are displayed when selecting it. The list directly links to further information of the instances and
possibly to downloadable resources themselves. Thus, one might also browse instances, often called the knowledge base.

3. The inherently posed query (in this case for all instances of the concept Book) can be generalized by selecting more general concepts, or

4. refined by restricting values for relations and attributes of a concept. E.g. one might look for instances of the concept Book that have a certain author, i.e. they have a certain value for the attribute author.

5. Last, but not least, one might combine the ontology based search with a typical keyword based search.

5.5 Knowledge Use

Knowledge use deals with the most intricate points of knowledge management. It is the part that is most often neglected, because many KM systems assume that once some relevant document is found everything is done. Eventually, however, the way that knowledge from the organizational memory is used is quite involved. Therefore topics like proactive access, personalization, and, in particular, tight integration with subsequent applications play a crucial role for the effective re-use of knowledge. Very often it is not even the knowledge itself which is of most interest, but the derivations that can be made from the knowledge which is the added value on top of the existing knowledge.

An evolving research area tackles this issue in the light of the Semantic Web, viz. Semantic Web Mining (cf. (Berendt et al., 2002b; Stumme et al., 2001; Berendt et al., 2002a)). Semantic Web Mining combines the methods of Web Mining and Semantic Web. Web Mining applies data mining techniques on the web. Three areas can be distinguished: (i) web usage mining analyzes the user behavior, (ii) web structure mining explores the hyperlink structure, and (iii) web content mining exploits the contents of the documents in the web.

The idea of Semantic Web Mining is to improve, on the one hand, the results of Web Mining by exploiting the new semantic structures in the Web; and to make use of Web Mining, on the other hand, for building up the Semantic Web.

Thus, Semantic Web Mining not only feeds again into the Knowledge Process, but also helps to make the Semantic Web become reality.
Part III

Tool Support

“One only needs two tools in life:
WD-40 to make things go,
and duct tape to make them stop.”
— G. Weilacher
6 Requirements for OEEs

This part is about tool support for ontology engineering. In particular, we introduce plugins that realize specialized tool support for ontology engineering by extending OntoEdit, an ontology engineering environment (OEE).

We start in this chapter by motivating and enumerating requirements for OEEs in Section 6.1. We identify five main requirements (R1–R5). Section 6.2 illustrates the core functionalities of the OEE OntoEdit from a users perspective, including the flexible way of handling evolving ontology languages (requirement R1). The next Section 6.3 is more technically oriented and introduces the underlying OntoMat framework that guarantees a flexible extensibility (requirement R2) of OntoEdit. In Section 6.4 we give an overview of such extensions of OntoEdit, so-called “methodology plugins”, that are designed to support steps of the On-To-Knowledge Methodology (requirement R3) (cf. Part II). We include an overview of “external plugins”, i.e. plugins that are developed outside the scope of this work, but extend OntoEdit similar to the methodology plugins. The plugins can be divided into two sections according to their support for collaboration (R4) and inferencing (R5). The following Sections 6.5 and 6.6 introduce dimensions of collaboration and relevant inferencing issues.

The following Chapters 7, 8, 9 and 10 are dedicated to show in detail the support for steps of the Knowledge Meta Process.

6.1 Motivation of Requirements (R1 – R5)

In this part we focus on tool support for ontology engineering, i.e. the structured and well-defined way of developing ontologies. Ontology development is a major part of
the On-To-Knowledge Methodology presented in Part II. Figure 6.1 shows the steps of the Knowledge Meta Process (cf. Figure 4.2) that cover ontology development. Tools that support the engineering of ontologies are often referred to as “Ontology Editors” or “Ontology Engineering Environments” (OEE). We begin this chapter by motivating and identifying typical requirements for OEEs.

During the development and application of the On-To-Knowledge Methodology in the case studies (cf. Part IV) we experienced practical ontology engineering. The following five requirements were identified as the major requirements for OEEs in practical settings such as described in the case studies.

Obviously, requirements known from software engineering like e.g. “ease of use” or “scalability” are relevant for any software. Given the focus of this thesis, we concentrate on requirements that are specific for OEEs.

![Ontology Development](image)

Figure 6.1: Ontology development steps of the On-To-Knowledge Methodology

Ontology development typically involves collaboration of ontology engineers and domain experts. In joint efforts they develop ontology based applications step by step in iterative cycles. A primary issue for OEEs is to support such collaborations, e.g. by facilitating distributed collaboration and guiding through the process of ontology creation. Quite naturally, OEEs should therefore also reflect steps of underlying methodologies.

There already exist numerous ontology languages that evolved over the last decades. Besides a growing number of languages counted by names also the version numbers of languages are growing, some of them quite fast. An example showing the current speed of evolution is OIL, the “Ontology Inference Layer” (cf. (Fensel et al., 2001) and also Section 11.2.2 for a brief description). The development was initiated in the On-To-Knowledge project (cf. Chapter 11) in year 2000. Meanwhile, OIL has been adopted by a joined EU/US initiative that developed a language called DAML+OIL (cf. (Horrocks et al., 2001)), thereby combining the European OIL with the equivalent American DAML (“Darpa Agent Markup Language”). In November 2001, the W3C started a Web Ontology Working Group for defining a language. This group is chartered to take DAML+OIL as its starting point and is developing now a language called OWL,
the “Ontology Web Language”. There exist specialized OEEs for some languages, e.g. OILed (Bechhofer et al., 2001) was initially designed for OIL. More advanced OEEs like WebODE (Arpréz et al., 2001), Protégé (Noy et al., 2000) and OntoEdit, as we will show in the next section, abstract their GUIs from specific languages and provide flexible import and export facilities for a number of existing ontology languages.

Modularization is a typical principle in software engineering to meet changing requirements for tools. A flexible extensibility of such environments should therefore include import and export modules to keep pace with evolving language standards. Additionally, different usage scenarios typically require new or modified functionalities (we will show some different scenarios in the Chapters 11 and 12). Thus, extensibility should also cover customization of tools to specific scenarios.

Numerous ontology languages are based on logics and include axioms that allow for sophisticated reasoning capabilities. There exist different kinds of inference engines for different language paradigms like description logic and Frame Logic. The most well-known inference engines include e.g. FaCT (Horrocks, 1998) for description logic dialects and Ontobroker (Decker et al., 1999) for frame logic, viz. F-Logic. Firstly, OEEs might rely on such inference engines to ensure the quality of ontologies, e.g. to test the consistency of a concept hierarchy. Secondly, OEEs might use reasoning capabilities to develop ontologies, if they want to be able to cover all aspects of such languages, viz., e.g., for developing and testing axioms. Inferencing support is a valuable add-on for ontology engineering environments.

In the following sections and chapters we will illustrate how OntoEdit meets the requirements summed up in Table 6.1.

<table>
<thead>
<tr>
<th>R1</th>
<th>Ontology Languages</th>
</tr>
</thead>
<tbody>
<tr>
<td>R2</td>
<td>Extensibility</td>
</tr>
<tr>
<td>R3</td>
<td>Methodology</td>
</tr>
<tr>
<td>R4</td>
<td>Collaboration</td>
</tr>
<tr>
<td>R5</td>
<td>Inferencing</td>
</tr>
</tbody>
</table>

**R4: Collaboration** and **R5: Inferencing** can be seen as essential parts of the support for **R3: Methodology**. As a core contribution of this thesis we present in the following chapters of this part specialized tool support for the steps of the Knowledge Meta Process and explain which requirements they fulfill.

Next in this chapter, we will (i) introduce in Section 6.2 the core ideas of OntoEdit as an ontology engineering environment, e.g. by showing its ability to import and export
current and future evolving ontology languages and standards (requirement “R1: Ontology Languages”), (ii) show in Section 6.3 the extensibility of OntoEdit through the underlying OntoMat plugin framework (requirement “R2: Extensibility”), and (iii) introduce in Section 6.4 the “methodology plugins” that are specifically designed to support steps of the methodology (requirement “R3: Methodology”) and distinguish them according to their support for “R4: Collaboration” or “R5: Inference”. Last, but not least, we will elaborate more on the foundations for collaboration and inference by introducing (iv) the dimensions of collaboration in Section 6.5 and (v) theoretical and practical issues of inference in Section 6.6.

6.2 Ontologies in OntoEdit (R1)

In this section we introduce the core functionalities of OntoEdit. Thereby, we also describe OntoEdit’s facility to flexibly support different ontology languages, i.e. the support for requirement “R1: Ontology Languages”.

OntoEdit is an ontology engineering environment which allows for inspecting, browsing, codifying and modifying ontologies. Modeling ontologies using OntoEdit means modeling at a conceptual level, viz. (i) as much as possible independent of a concrete representation language, (ii) using graphical user interfaces (GUI) to represent views on conceptual structures, i.e. concepts ordered in a concept hierarchy, relations with domain and range, instances and axioms, rather than codifying conceptual structures in ASCII.

We now explain the main GUI of OntoEdit. To put the description into a wider perspective, viz. the Karlsruhe Perspective on Ontologies (cf. (Bozsk et al., 2002)), we give reference links to this ontology definition. We begin with the elements for (i) modeling concepts and relations and (ii) importing and exporting ontologies in different ontology languages as shown in Figure 6.2.

The following numbers refer to the corresponding numbers shown in this figure.

1. This window represents an ontology opened in OntoEdit. Each ontology is identified uniquely by a URI (Uniform Resource Identifier, defined in (Berners-Lee, 1993) as “generic set of all names/addresses that are short strings that refer to resources”). In our example we use the URI http://this.is.an/example. Each tab shown provides specialized functionalities that are encapsulated in modules called “plugins” (cf. next section for the underlying plugin framework called “OntoMat”), e.g. here the tab ‘Concepts & Relations’ is opened.

1Further information about OntoEdit’s historical roots and a complete description of the main GUI can be found in Appendix A.
2. Further functionalities (also provided by specialized plugins) can be accessed e.g. through buttons in the main OntoEdit window. Shown here is e.g. the “Generate Ontology” button that opens the “OntoGenerator” (cf. Section 9.1).

3. The “Concepts & Relations” tab allows for creating, editing and deleting concepts and relations. Creating concepts and relations includes (i) creating internally unique identifiers that are not visible to users, (ii) creating signs in different languages, also called “external representations”, (cf. the handling of multiple languages in Appendix A) that are displayed in the GUI and (iii) creating and maintaining references between unique identifiers and external representations. Thus, OntoEdit automatically creates an ontology with lexicon (cf. Bozsa et al., 2002). Concepts are ordered in an inheritance hierarchy, a so-called concept hierarchy. By default, all names of created concepts get attached the URI of the ontology as a namespace to ensure their unique identity. In Figure 6.2, concept OEE is selected (indicated by the highlighting). OEE “is a” Tool, i.e. OEE is a direct subconcept of Tool and inherits all its relations.

4. All relations that have OEE as their domain are shown without highlighting in this figure. All relations that OEE inherits from its superconcepts are shown with highlighting. E.g., (i) the relation used to engineer with the domain Ontology
has the range OEE, (ii) the relation developed by has the range Software and Software is a superconcept of OEE. By default, all created relations get attached as a namespace the URI of the ontology to ensure their unique identity. However, concerning a relation hierarchy similar to the concept hierarchy (cf. (Bozsak et al., 2002)) is not yet implemented in OntoEdit, i.e. relations currently form a flat structure.

5. The conceptual model of an ontology is internally stored using a powerful ontology model (it conforms mainly with the definitions in (Bozsak et al., 2002), only excluding the relation hierarchy). To meet requirement “R1: Ontology Languages”, this ontology model can be mapped onto different state-of-the-art representation languages. The mapping is implemented as import and export filters, e.g. as highlighted in Figure 6.2, for DAML+OIL\(^2\) (Horrocks et al., 2001). Further import/export filters exist e.g. for F-Logic (Kifer et al., 1995) and RDF(S) (Brickley & Guha, 2002).

In Figure 6.3 the “Instances” tab is shown that allows for modelling of instances in OntoEdit.

![Figure 6.3: Modeling instances with OntoEdit](image)

The tab consists of two main elements. On the left side the concept hierarchy is shown (similar to the “Concepts & Relations” tab in Figure 6.2). One may select a concept to show its concept instantiations (cf. (Bozsak et al., 2002)). Here the concept OEE is selected. On the left side the concept instantiations are shown. Equivalent to the handling of concepts and relations, OntoEdit creates automatically internal identifiers for instances as well as it creates and manages the references to signs shown in the

\(^2\)A detailed description of DAML+OIL features supported by OntoEdit can be found in Appendix C.
6.3 Extensibility through the OntoMat Framework (R2)

In this section we illustrate how OntoEdit meets requirement “R2: Extensibility” (cf. Table 6.1). We start with an introduction to the plugin framework OntoMat, show the advantages of the framework, describe the basic functionalities provided in OntoEdit by the framework and, last but not least, illustrate different types of plugins in OntoEdit.

Introduction to the OntoMat Framework

Building up from standardized units to complex things and products is a well-known construction principle from engineering disciplines. With the development of software systems this concept gains ever more significance.

OntoEdit is based on a flexible plugin framework called OntoMat (Handschuh, 2001). The OntoMat framework offers the possibility to implement functions by extensions. Such extensions are usually called snap-ins, add-ons or plugins. The term “plugin” in the context of the framework means a software component, which implements the appropriate Java interface. The framework consists of a core for the plugin management and a general plugin which represents the core functionality. All additional functionality is totally enclosed in additional plugins.

All plugins are dynamically plug-able during runtime. The plugin mechanism notifies each installed component, when a new component is registered. Through the service mechanism each component can discover and utilize the services offered by another component. A service represented by a component is typically a reference to an interface. This provides among other things a de-coupling of the service from the implementation and allows therefore alternative implementations.

Advantages of the OntoMat Framework

The main advantages of this architectural idea are:

- **Extensibility**: The system can be extended by plugins. Each new functionality can be realized as independent plugin. The interoperability between the plugins is realized over services. Each plugin can offer new services.
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- **Flexibility:** Each unnecessary plugin can be removed and each necessary plugin can be loaded at runtime. Therefore the system can be configured in such a way that it has only the needed functionality to adapt OntoEdit to different usage scenarios.

- **De-coupling:** The service mechanism provides a de-coupling of the service from the implementation and allows therefore alternative implementations.

- **Modularity:** Plugins may access over the service mechanism all other plugins. The interface of the service reveals as little as possible about the inner working of an service. This isolates the client of the services from requiring intimate knowledge of the design of the service, and from the effects of changing those decisions. This information hiding is a primary criteria for system modularization.

**Basic Functionalities of OntoEdit**

The basic functionalities of OntoEdit are realized as so-called “core plugins” that provide different functionalities for the management and hosting of additional plugins and services.

- OntoEdit realizes a “Multiple Document Interface” (MDI), with some standard menu entries.

- Plugin administration consists of two main functionalities:
  - A plugin Management Console. The plugins are registered with this console. Users must indicate the complete class name of the plugin for that. The console loads and unloads the registered plugins. Furthermore it indicates the copyright messages and possible error messages of plugins. Each plugin is examined with registering. It is discovered whether it offers a service or it would like using a service.
  - The Option Manager shows a list of the installed plugins (cf., e.g., Appendix B). If a plugin from the list is selected the associate option panel will be visible. Each plugin that has options can offer such a panel.

- All additional plugins implement certain Java interfaces in order to be plug-able into the framework and to offer additional services.

- Besides of the service mechanism OntoEdit has further means of internal communication. OntoEdit produces internal standard events, e.g. clipboard events or file events. These events are dispatched and each plugin can utilize these events.
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Each plugin can provide menu entries within the menu bar and an icon within the toolbar. The menu entries and the icon are connected with actions of the plugin. Apart from the own menu actions a plugin can react to an OntoEdit standard event, if it has registered itself for it. Further, it can share an event model with another plugin based on the service mechanism.

A plugin can be in the role of a service-provider or a service-consumer, according to the Java interface it implements. A plugin that implements the service-consumer interface registers it and intends to be notified of new services. On the other hand a plugin that implements the service-provider interface register a new service with the framework. The framework notifies all currently registered service-user that this new service-provider plugin has been added. After being notified of the newly available service, the listening plugin requests an instance of the service from the framework. The framework tells the service-provider to deliver the service to the requesting plugin.

Each plugin has access to the MDI Desktop of OntoEdit. It can independently place windows there. Also a data exchange is possible between these plugin windows by drag and drop if these windows are appropriately implemented.

Types of Plugins in OntoEdit

Plugins themselves are not restricted in their potential functionalities, but in OntoEdit they typically can be categorized into four main types of functionalities like shown in Figure 6.4.

- **Core plugins** are needed to build up internal structures like the datamodel or other basic functionalities (see previous section).

- **GUI plugins** extend the core plugins by adding GUI elements that represent specific functionalities, e.g. the methodology plugins (see Section 6.4) support specific steps of the Knowledge Meta Process (see Chapter 4).

- **Connector plugins** realize connections to databases or inference engines like Ontobroker (see Section 6.6).

- **Parser plugins** realize the import and export filters for numerous state-of-the-art representation languages mentioned in the previous Section 6.2.

Appendix B illustrates the implementation of OntoEdit on top of OntoMat more detailed, it e.g. includes descriptions of the common OntoMat interfaces and of OntoEdit’s core plugins.
6.4 Methodology Support (R3)

In this section we give an overview on how OntoEdit meets requirement “**R3: Methodology**” (cf. Table 6.1) by introducing the so-called “methodology plugins”. Figure 6.5 presents the “methodology plugins”. These plugins were initiated and implemented to support the steps of the On-To-Knowledge Methodology. Typically each plugin is designed to support a specific step.

The plugins can be divided into two groups according to their support for “**R4: Collaboration**” or “**R5: Inferencing**”.

There exist already numerous further plugins for OntoEdit (cf. (Ontoprise, 2002b)). They are developed outside the scope of this work, but extend OntoEdit similar to the methodology plugins. They tackle common problems known in the area of ontology engineering. These plugins, in this work referred to as “external plugins”, can also be categorized by their support for steps of the On-To-Knowledge Methodology and their support for **R4: Collaboration** or **R5: Inferencing**. Figure 6.6 gives an overview of existing external plugins for OntoEdit.

At the end of each of the following Chapters 7, 8, 9 and 10 we will briefly describe the functionality of the ‘external plugins’. The intention is to present a rather complete picture how OntoEdit currently meets “**R3: Methodology**”, “**R4: Collaboration**”
6.5 Dimensions of Collaboration (R4)

Computer-Supported Cooperative Work (CSCW) deals with systems that support the collaboration of people, as mentioned in the following quotation.

"CSCW looks at how groups work and seeks to discover how technology (especially computers) can help them work."
(Ellis et al., 1991)

(Nichols & Twidale, 1999) divide the dimensions according to the terms of the time and space in which a collaborative activity occurs. Collaboration can be between people

- in the same place or different places,
- at the same time or separated in time.

Also, as further mentioned in (Nichols & Twidale, 1999), collaboration can be (in libraries) (i) among staff members, (ii) among users and staff members, and (iii) among
users. Similarly, in ontology engineering we distinguish between the collaboration among

- domain experts,
- ontology engineers & domain experts, and
- ontology engineers.

OntoEdit was not designed from the very beginning to be a cooperative tool. Figure 6.7 gives an overview of additional “collaboration plugins” that were developed to support the collaboration task. The figure includes all “methodology plugins” and “external plugins” that support collaboration (cf. Section 6.4).

**Characterization of Plugins**

We will introduce each of the plugins in the subsequent chapters of this part. At the beginning of each section the plugins will be characterized e.g. according to their support for collaboration or inferencing. For each plugin we will depict

- the **steps** of the Knowledge Meta Process that are supported,
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- the different groups that are supported, and
- the tasks that are supported and benefits that are achieved.

For all plugins that support collaboration we add

- the supported time and space dimensions.

Existing external plugins are briefly sketched at the end of each chapter.

6.6 Theoretical & Practical Inferencing Issues (R5)

In this section we introduce theoretical and practical issues of inferencing including the logical framework underlying OntoEdit and its attached inference engine Ontobroker. We start with an introduction to relevant inferencing issues, explain the underlying logical framework of OntoEdit and Ontobroker and, last but not least, enumerate some functionalities of Ontobroker.
Introduction

While OntoEdit is primarily used to engineer ontologies, Ontobroker is able to process rules, also called axioms (we use both concepts synonymously), and draw inferences, i.e. to operationalize ontologies which makes Ontobroker suitable as a backend for ontology based applications. However, Ontobroker is tightly integrated into OntoEdit (via a “connector plugin”, cf. Section 6.3) and therefore is also suitable to support ontology engineering tasks.

Figure 6.8 shows an overview of the “inferencing plugins”. The plugins will be described in the subsequently following sections of this chapter. Two major use cases are relevant for the usage of inferencing for ontology engineering:

1. **Application** of pre-defined axioms to an ontology, e.g. for evaluation purposes.

2. **Creation** of axioms as part of the ontology.

The “methodology plugins” support the first use case (as shown in the following Sections 9.1, 9.2 and 9.3). The “external plugins” support (mainly) the second use case (as briefly described in Sections 8.3 and 9.4). In a nutshell the “external plugins” support the following (sub-) use cases:

- Text-based and (more advanced) graphically oriented creation of axioms.

Figure 6.8: Overview of the “inferencing plugins”
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- Text-based and (more advanced) graphically oriented (creation and) evaluation of queries that can be e.g. used for applications, and
- evaluation of axioms and queries by switching them on/off during the query processing.
- Graphically oriented debugging of axioms.
- Creation of mappings between ontologies, the mappings are expressed as axioms and can be processed with Ontobroker e.g. during the runtime of an application.

More examples for the usage of inferencing during ontology engineering can be found in (Sure et al., 2002b).

Logical Framework

In order to provide a clearly defined semantics to the knowledge model of OntoEdit, the knowledge structures of OntoEdit correspond to a well-understood logical framework, viz. F-Logic (cf. (Kifer et al., 1995), “F” stands for “Frames”). F-Logic combines deductive and object-oriented aspects:

“F-logic [...] is a deductive, object-oriented database language which combines the declarative semantics of deductive databases with the rich data modelling capabilities supported by the object oriented data model.”

(Frohn et al., 1996)

F-Logic allows for concise definitions with object oriented-like primitives (classes, attributes, object-oriented-style relations, instances) that are reflected by the OntoEdit GUI. Furthermore, it also has Predicate Logic (PL-1) like primitives (predicates, function symbols), that are only partially reflected in the GUI but internally used within the data structures. F-Logic allows for axioms that further constrain the interpretation of the model. Axioms may either be used to describe constraints or they may define rules, e.g. in order to define a relation \( R \) by the composition of two other relations \( S \) and \( Q \).

F-Logic rules have the expressive power of Horn-Logic with negation and may be transformed into Horn-Logic rules. The semantics for a set of F-Logic statements is defined by the well-founded semantics (cf. (van Gelder et al., 1991)). This semantics is close to First-Order semantics. In contrast to First-Order semantics not all possible models are considered but one “most obvious” model is selected as the semantics of a set of rules and facts. It is a three valued logic, i.e. the model consists of a set of true facts and a set of unknown facts and a set of facts known to be false.
In comparison to other logic-based representation languages for ontologies, F-Logic is quite well suited for the usage within the World Wide Web (cf. (Decker, 2002)). Unlike Description Logics (DL), F-Logic does not provide means for subsumption (Horrocks, 1998), but (also unlike DL) it provides for efficient reasoning with instances and for the capability to express arbitrary powerful rules, e.g. ones that quantify over the set of classes.

The most widely published operational semantics for F-Logic is the alternating fixed point procedure. This is a forward chaining method which computes the entire model for the set of rules, i.e. the set of true and unknown facts. For answering a query the entire model must be computed (if possible) and the variable substitutions for the query are then derived. In contrast, the inference engine Ontobroker performs a mixture of forward and backward chaining based on the dynamic filtering algorithm (cf. (Kifer & Lozinska, 1986)) to compute (the smallest possible) subset of the model for answering the query. In most cases this is much more efficient than the simple evaluation strategy. These techniques stem from the deductive data base community and are optimized to deliver all answers instead of one single answer as e.g. resolution does.

Within the F-Logic compiler F-Logic statements are translated to normal programs. Normal programs are Horn programs where rules may contain negated literals in their bodies. Horn Logic is Turing Complete, thus F-Logic programs are not decidable in principle. The semantics defined for these normal programs is the well-founded semantics (van Gelder, 1993). In contrast to the stratified semantics the well-founded semantics is also applicable for rules which depend on cycles containing negative rule bodies. Because F-Logic is very flexible, during the translation to normal programs such negative cycles often arise. In (van Gelder et al., 1991) the alternating fixpoint has been described as a method to operationalize such logic programs. This method has been shown to be very inefficient. Therefore the inference engine realizes dynamic filtering (Kifer & Lozinska, 1986) which combines top-down and bottom-up inferencing. Together with an appropriate extension to compute the well-founded semantics this method has been proven to be very efficient compared to other horn based inference engines (cf., e.g., (Sure et al., 2002b)).

For detailed introductions to the syntax and the object model of F-Logic, in particular with respect to the implementation of F-Logic in Ontobroker, we refer to (Erdmann, 2001), (Decker, 2002) and (Ontoprise, 2002a).

Inference Engine Ontobroker

The inference engine Ontobroker (cf. (Decker et al., 1999)) was developed in numerous years of scientific research (cf., e.g., (Angele, 1993; Fensel, 1995; Erdmann, 2001;
Decker, 2002)) and is now being commercialized by the company Ontoprise\(^3\). It comes with several features that makes it adequate not only for inferencing purposes but rather as a backbone for an ontology editor. In particular, it provides:

- A namespace mechanism: Thus, several ontologies (or ontology parts) may be syntactically split into modules and processed by different inference engines.

- Switch-off: It is possible to switch of (possibly singleton) sets of definitions. Thus, one may test interactions and easily distinguish between modules.

- Database Connectors: Thus, one may easily map db tables into predicates via, e.g., JDBC.

- User-definable Built-ins: Besides of standard built-ins like “multiply”, the user may define his own ones for special purposes.

- An extensive API: Thus, one may remotely connect to the inference engine and one may also import and export several standards (e.g., RDF(S)).

**Characterization of Plugins**

As mentioned in the previous section, we will introduce each of the plugins in the subsequent chapters of this part. At the beginning of each section the plugins will be characterized e.g. according to their support for collaboration or inferencing. For each plugin we will depict

- the **steps** of the Knowledge Meta Process that are supported,

- the different **groups** that are supported, and

- the **tasks and benefits**.

For all plugins that support inferencing we add

- whether they support the **creation** or **application** of axioms.

Existing external plugins are briefly sketched at the end of each chapter.

---

\(^3\)Ontoprise GmbH, see [http://www.ontoprise.de/](http://www.ontoprise.de/)
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7 Kickoff Support

In this chapter we present specialized plugins that support the kickoff phase of the Knowledge Meta Process. In Section 7.1 we show how to capture competency questions and other requirements with OntoKick. The Mind2Onto framework described in Section 7.2 integrates brainstorming into the early stages of ontology engineering. Both plugins provide support for R3: Methodology and R4: Collaboration. Last, but not least, we briefly introduce further support for the kickoff phase by external plugins in Section 7.3.

Note: The ontology that is used as an illustrating example is included completely in Appendix D.

References: This chapter is mainly based on parts of (Sure et al., 2002a).

7.1 Competency Questions (and other Requirements)

As described in Section 4.4, the actual development of the ontology begins in the Kickoff phase. Similar to software engineering and as proposed by (Fernández-López et al., 1999) we start with an ontology requirements specification document (ORSD). The ORSD describes what an ontology should support, sketching the planned area of the ontology application and listing, e.g. valuable knowledge sources for the next step, the gathering of the semi-formal description of the ontology.

OntoKick extends the functionality of OntoEdit by support for capturing requirements specifications for an ontology based application. It focusses on two aspects: (i) the capturing of meta aspects of an ontology during the kick-off in an “electronic” ORSD that is stored along with ontologies and (ii) the capturing of competency questions during the kick-off and the extraction of concepts, relations and instances during the refinement. The OntoKick plugin is characterized in Table 7.1.

Capturing meta aspects: OntoKick allows for describing meta aspects of the ontology such as the domain and the goal of the ontology, potential design guidelines,
available knowledge sources (e.g. contact data of domain experts, pointers to known reusable ontologies etc.), potential users and use cases, and applications supported by the ontology. OntoKick guides a user through all relevant aspects and stores these descriptions along with the ontology definitions, thereby making it available at any time and place for ontology engineers.

Capturing competency questions: As proposed by (Uschold & King, 1995), we use competency questions (CQ) to define requirements for an ontology. Each CQ defines a query that the ontology should be able to answer and therefore defines explicit requirements for the ontology. One can say that an ontology should have the "competence" to answer such questions. Typically, CQs are derived from interviews with domain experts and help to structure knowledge.

We take further advantage of using them to create an initial version of the semi-formal description of the ontology. Based on the assumption that each CQ contains valuable information about the domain of the ontology we extract relevant concepts and relations (see example below). Furthermore, OntoKick establishes and maintains links between CQs and concepts derived from them. This allows for better traceability of the origins and the context of concept definitions in later stages. Figure 7.1 shows an example of a CQ in OntoEdit.

The numbers in the figure refer to the following steps that are taken during an interview session when using OntoKick. Typically an ontology engineer and a domain expert take part in such a session.

1. During the kick-off an ontology engineer captures a list of relevant competency questions from a domain expert, e.g. the CQ “Which partners collaborate in the European funded project On-To-Knowledge?”.
2. During the refinement ontology engineers can extract concepts, relations and instances out of the competency questions. *E.g.* the concepts *Methodology* and *Project* are already modelled.

3. On-To-Knowledge can be inserted as an instance of the selected concept *Project* (or any other already existing concept) by marking it up and using a context menu. Also, a marked item can be inserted as a subconcept of a concept or as a relationship with having the domain of an already given concept. When using a domain lexicon, one might add the marked item as a synonym for a concept.

4. When an ontology is quite big, it might be difficult to decide whether *e.g.* a concept already has been modelled or not. A simple pattern matching facility (including a stemming facility for the English language) allows for finding syntactically similar concepts by comparing a pre-selected number of characters (or letters) of the marked up item to letters in the names of existing concepts. *E.g.* when marking up “project” and selecting “3 letters” for pattern matching, one would obviously match “project”, but also, *e.g.*, “profile”. Both contain *e.g.* the three letters “pro”. When marking up “On-To-Knowledge” and selecting “9 letters” for pattern matching, one would *e.g.* also match “Knowledge”.

During later stages of refinement, it might be helpful to trace back why concepts, relations or instances have been modelled as they are (*cf.* [Landes, 1995]), especially when multiple ontology engineers work on the same ontology. OntoKick keeps track of
extracted concepts and their corresponding competency questions (in a future version this is also planned for relations and instances). Figure 7.2 shows the tracing from a concept to the corresponding CQ. This provides not only the origins – and thereby some context – of concepts, but also links to domain expert who e.g. can be contacted for further questions ontology engineers might have.

![Figure 7.2: Traceability of concepts with OntoKick](image)

**Outlook:** As mentioned above, the traceability is currently only available for concepts, but is planned also for relationships and instances. Other possible add-ons include e.g. the linking of OntoKick with existing contact data managing applications such as Outlook to make the collaboration with relevant persons as easy as possible. A linking to search engines such as the knowledge retrieval platform Semantic Miner (cf. (Moench, 2003)) might help in finding people if the contact data are not sufficient.

### 7.2 Brainstorming

Especially during early stages of projects in general, brainstorming methods are commonly used to quickly capture pieces of relevant knowledge. A widely used method
are mind maps\textsuperscript{m} (Buzan, 1974), they were originally developed to support more efficient learning and evolved to a management technique used by numerous companies. In general, a mind map\textsuperscript{m} provides information about a topic that is structured in a tree. Each branch of the tree is typically named and associatively refined by its sub-branches. Icons and pictures as well as different colors and fonts might be used for illustration based on the assumption that our memory performance is improved by visual aspects. There already exist numerous tools for the electronically creation of mind maps\textsuperscript{m}. Many people from academia and industry are familiar with mind maps\textsuperscript{m} and related tools – including potential ontology engineers and domain experts. Therefore the integration of electronic mind maps\textsuperscript{m} into the ontology development process is very attractive (cf. (Lau & Sure, 2002)).

The Mind2Onto framework integrates brainstorming into the kickoff phase of the Knowledge Meta Process. It is characterized in Table 7.2.

<table>
<thead>
<tr>
<th>Methodology:</th>
<th>Kick-off (and partially refinement)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Task:</td>
<td>Brainstorming, capturing domain knowledge</td>
</tr>
<tr>
<td>Benefits:</td>
<td>Easy to use, intuitive, understandable</td>
</tr>
<tr>
<td>Requirements:</td>
<td>Methodology (R3) and Collaboration (R4)</td>
</tr>
<tr>
<td>Space:</td>
<td>Same place, different place</td>
</tr>
<tr>
<td>Time:</td>
<td>Same time, separated in time</td>
</tr>
<tr>
<td>Group:</td>
<td>Domain experts, ontology engineers &amp; domain experts</td>
</tr>
</tbody>
</table>

In our case studies (cf. Sections 11.4 and 11.5) we typically performed the following three steps while using mind maps\textsuperscript{m}:

1. During the kick-off the domain experts create initial mind maps\textsuperscript{m} about their domain (typically without the help of ontology engineers).
2. During the refinement the domain experts and ontology engineers jointly refine mind maps\textsuperscript{m}.
3. Finally, during the refinement, the ontology engineers transform and formalize the mind maps\textsuperscript{m} into ontologies.

We rely on a widely used commercial tool\textsuperscript{1} for the creation of mind maps\textsuperscript{m}. Figure 7.3 shows an example mind map\textsuperscript{m} that contains the most relevant concepts for this work.

\textsuperscript{1}MindManager\textsuperscript{m} 2002 Business Edition, cf. http://www.mindjet.com
Noteworthy is that certain concepts, e.g. “Methodology”, have attached codes, e.g. like the check mark which means “Meilenstein” (German for “milestone”), and/or have a separate layout like different fonts or colors. This mind map has already be sorted to reflect a taxonomical structure.

![Example mind map about this work](image)

**Figure 7.3: Example mind map about this work**

The MindManager has advanced facilities for graphical presentations of hierarchical structures, e.g. easy to use copy/paste functionalities and different highlighting mechanisms. It’s strength but also it’s weakness lies in the intuitive user interface and the simple but effective usability, which allows for quick creation of mind maps but lacks of expressiveness for advanced ontology modeling. By nature, mind maps have (almost) no assumptions about their semantics, i.e. branches are somehow “associatively related” to each other. This assumption fits perfectly well during early stages of ontology development for quick and effective capturing of relevant knowledge pieces and makes the mind map tool a valuable add-on. Further mind map examples are given in Figures 11.19 and 11.21.

The Mind2Onto framework integrates the mind map tool into the ontology engineering methodology. It consists of two parts, viz. (i) we developed scripts for the MindManager that import/export mind maps from/to the OXML format and pro-
provide additional needed functionalities such as creation of namespaces and unique identifiers, and (ii) similar to the MindManager we use layout information and icons, so-called “codes”, to present concepts within OntoEdit. Figure 7.4 illustrates the second part of the Mind2Onto framework, i.e. the implementations in OntoEdit.

We imported the mind map shown in Figure 7.3 into OntoEdit via the Mind2Onto import/export facilities. As mentioned above, each concept can be marked with codes, e.g. like the concept OEE is marked with a smiley. Each code has an assigned meaning, e.g. the smiley has attached the meaning “That is good!”. Furthermore, similar to the MindManager but also other common applications, the font, font size, font type and font color can be changed for each concept. E.g. by enlarging concepts or changing the color to red, one might attract the attention to such concepts if further discussion about them is needed. During the refinement phase (cf. Section 4.5) an ontology engineer can now add in OntoEdit further relationships, attributes, instances and axioms to the hierarchical structure.

To summarize the main advantages: (i) by assigning codes one might indicate which issues are to be discussed, and (ii) by changing the layout one might draw the attention to it, to facilitate discussions e.g. in large structures. The usage of codes and layout

---

*Editing font information sounds very simple and still useful, but currently no other OEE supports such a feature!
information in OntoEdit fulfills two purposes, *viz.* (i) to close the gap between the usage of the MindManager™ and OntoEdit and (ii) to improve the collaboration of ontology engineers that work on the same ontology at different times.

**Outlook:** Currently the layout information and codes can only be used for concepts. In the future we plan to extend that also for relations, instances and possibly axioms. Another open issue is the transformation of mind maps™ into ontologies. Currently this requires a manual effort of ontology engineers. In the future we envision a possible semi-automatic tool support by applying ontology learning methods (*cf.* (Maedche, 2002a)), *e.g.* to support the decision whether a branch in a mind map™ reflects a concept, a relation or an instance – or a even combination of them.

### 7.3 External Support

**Note:** External plugins (*i.e.* plugins that are developed outside the scope of this work, but extend OntoEdit similar to the methodology plugins) that support the methodology are only briefly mentioned. More detailed information can *e.g.* be found in (Ontoprise, 2002b).

**Domain Entry Collection**

The plugin enables users to expand the ontology by additional expressions for the concepts. Currently these expressions can be:

- synonyms (same meaning as a selected concept),
- domain entries (same domain as a selected concept), and
- classifications (documents belonging to a selected concept).

Often the kickoff phase starts with collecting relevant concepts for a given domain. They can be stored in the domain lexicon to serve *e.g.* as a starting point for the formalization during the refinement phase. Thus, they inherently support the collaboration between ontology engineers and domain experts. Domain lexicons can be exported into OWL or F-Logic format. A specialized import and export suits to the knowledge retrieval platform Semantic Miner (*cf.* (Moench, 2003) for further information).
8 Refinement Support

In this chapter we present specialized plugins that support the refinement phase of the Knowledge Meta Process. The OntoFiller plugin presented in Section 8.1 helps (i) to translate ontologies into multiple languages and (ii) to add documents (in multiple languages). In Section 8.2 we present Client-Server Framework that enables the distributed engineering of ontologies. Both plugins provide support for R3: Methodology and R4: Collaboration. Last, but not least, we briefly introduce further support for the refinement phase by external plugins in Section 8.3.

Note: The ontology that is used as an illustrating example is included completely in Appendix D.

References: This chapter is mainly based on parts of (Sure et al., 2002a).

8.1 Documentation & Translation

During the refinement phase of the Knowledge Meta Process (cf. Section 4.5) the semi-formal description of an ontology is refined into a target ontology. Typically one starts by creation of a taxonomical concept structure and adding of further relationships. However, an important aspect might be also the translation of concepts and relations of the ontology into different languages. Clearly, a well-documented ontology is more likely to be understood by people. Thus the documentation of concepts and relations should be integrated into the ontology engineering process. Both aspects are tackled by the OntoFiller plugin.

OntoFiller addresses a specific requirement from the Swiss Life case study (cf. Section 11.4), viz. the need for ontologies in multiple languages. It allows users to easily “fill in” external representations for concepts. The main purpose is to support users during the translation of an ontology into different languages (e.g. German, English, French and Italian). The OntoFiller plugin is characterized in Table 8.1.
8 Refinement Support

Table 8.1: OntoFiller characterization

<table>
<thead>
<tr>
<th>Methodology:</th>
<th>Refinement</th>
</tr>
</thead>
<tbody>
<tr>
<td>Task:</td>
<td>Documentation and translation</td>
</tr>
<tr>
<td>Benefits:</td>
<td>User guidance</td>
</tr>
<tr>
<td>Requirements:</td>
<td>Methodology (R3) and Collaboration (R4)</td>
</tr>
<tr>
<td>Space:</td>
<td>Different place</td>
</tr>
<tr>
<td>Time:</td>
<td>Separated in time</td>
</tr>
<tr>
<td>Group:</td>
<td>Ontology engineers</td>
</tr>
</tbody>
</table>

As shown in Figure 8.1, the basic functionality consists of the generation of language-specific views on the ontology. Users can easily identify not yet translated concepts (or relations) and fill in external representations and documents in various languages.

Figure 8.1: Inserting multi-lingual external representations for concepts and relations with OntoFiller

Additionally, this plugin contains a translation support on top of the free German-English dictionary LEO\(^1\). A user can request “translation hints” from this online dictionary for concepts and relations. They consist of translations for a chosen concept or relation from German to English (and vice versa). A user then might choose from the retrieved hints the appropriate translation for his purpose.

As a side effect this plugin allows several further functionalities, viz. (i) viewing and

---

\(^1\)LEO dictionary, see [http://www.leo.org/](http://www.leo.org/)
editing all namespaces used in an ontology for concepts and relation and (ii) detecting all used languages in an ontology based on the language tags of XML.

**Discussion:** However, the translation of concepts into different languages is not without pitfalls. Our approach relies on the assumption that concepts and relations build the same structures in different languages. This assumption was valid for the Swiss Life case study (cf. Section 11.4), but in other scenarios this is not necessarily the case. For more complex ontologies it is rather likely that the structures differ in multiple languages. Main reasons are different meanings of concepts (even for direct translations) and especially of relationships. To solve this problem, one would need to create for each language at least one separate ontology that reflects e.g., cultural backgrounds.

To enable multi-lingual knowledge sharing one would define mappings between these ontologies. This is a quite immature research area with many open questions, first implementations exist (cf., e.g., Section 8.3) but are not yet applied to such problems.

**Outlook:** The translation support is planned to be extended also for other languages. The Altavista Babelfish\(^2\) offers translations for a set of languages. It can be accessed via a SOAP web service interface.

8.2 Distributed Engineering

The Client-Server Framework allows members of an engineering team to collaborate even though they are geographically distributed and still modify the ontology at the same time. It is characterized in Table 8.2.

<table>
<thead>
<tr>
<th>Methodology:</th>
<th>Refinement</th>
</tr>
</thead>
<tbody>
<tr>
<td>Task:</td>
<td>Locking and transaction management</td>
</tr>
<tr>
<td>Benefits:</td>
<td>Consistency and concurrency</td>
</tr>
<tr>
<td></td>
<td>during distributed ontology development</td>
</tr>
<tr>
<td>Requirements:</td>
<td>Methodology (R3) and Collaboration (R4)</td>
</tr>
<tr>
<td>Space:</td>
<td>Different place</td>
</tr>
<tr>
<td>Time:</td>
<td>Same time</td>
</tr>
<tr>
<td>Group:</td>
<td>Ontology engineers</td>
</tr>
</tbody>
</table>

The description in this section is rather technical to show the practical implications

\(^2\)Altavista Babelfish, see [http://babelfish.altavista.com/](http://babelfish.altavista.com/)
of this challenging approach. We have implemented a client-server architecture (cf. Figure 8.2) in which the clients connect to an ontology server and can change or extend the ontology. All clients are immediately informed of modifications of other ontologists. Ontology engineers can store comments (e.g. explaining design decisions) in a documentation field for each concept and relation. By this way, one of the main features of ontologies, i.e. their consensual character, is supported. Collaborating ontologists must agree on the modeling decisions that are made. Therefore the possibility to monitor the development process of all collaborators is essential for reaching the goal of a shared ontology.

Figure 8.2: Client-Server architecture of OntoEdit

**Transaction management**: In a distributed development environment certain mechanisms must be implemented to ensure safe development conditions, such as consistency of the models and the provision of a minimum degree of concurrency. To reach this goal we employed a locking and transaction protocol and implemented a distributed event model on the basis of Java-RMI (remote method invocation).

To guarantee consistent models the clients are forced to obtain locks for each resource (e.g. concept, instance, relation) that they want to modify (e.g. add a superconcept, add an attribute-value pair to an instance, or change the arity of a relation). The

---

3 *Acknowledgements*: the Client-Server Framework, in particular its implementation, was done by co-authors of (Sure et al., 2002a), viz. Michael Erdmann and Dirk Wenke, Ontoprise GmbH. Together we integrated it into the methodological framework.

4 For introductory material on transactions and locking protocols we refer e.g. to (Bernstein et al., 1987; Gray & Reuter, 1993).
server denies the (write-) access to a resource if the resource is not locked by the client that attempts to modify it. Clients can obtain locks either by explicitly locking these resources, or more conveniently, by a begin of transaction (BOT) that is accompanied with a list of needed resources. If not all resources can be assigned to the calling client the BOT fails and the transaction is immediately aborted. Otherwise the server locks the needed resources for the client, so that no other client can manipulate them until the end of the transaction is reached. Now the client can manipulate the locked resources until it commits the transaction. After a commit all locked resources are freed again and the operations performed in the body of the transaction are actually applied to the datamodel. Afterwards, events are created to inform the other clients of the modifications performed. If the transaction needs to be aborted by the client all operations are undone, all locks are removed, and no events are fired.

Transactions may be nested to make complex operations possible without the need of rollback mechanisms. E.g. the datamodel procedure of moving a concept from one superconcept to another one consists of two sub-transactions (remove a superconcept-relationship to the first superconcept and establish a new one for the second concept) that must be performed all together or none at all. Because of the necessity of nested transactions we implemented a strict two phase locking protocol (S2PL). In this protocol additional resources can be achieved (and locked) within the body of a transaction. Our implementation of the S2PL allows for arbitrarily nested transactions. The execution of inner transactions and the release of all locked resources is postponed until the outermost commit or abort is finally reached. Again, only after the final commit events are sent to the other clients. We employ the S2PL because (i) it allows for nested transactions and (ii) prevents cascading abrots. Thus, clients can be immediately informed if a planned operation will commit or is prohibited due to unavailable resources. (iii) S2PL prevents also deadlocks since resources are only locked in a BOT if all locks can be achieved. Other locking protocols are either too inflexible (like conservative locking (C2PL) that cannot lock resources in addition to the locks of the BOT and thus, is not suitable for nested transactions) or provide chances of deadlocks that must be appropriately handled.

To reduce communication overhead, save bandwidth and because transactions are relatively short lived no information about transactions (esp. not about locked objects within a BOT) is communicated from the server to other clients, i.e. the local view on locking information within a client (cf. Figure 8.2) contains all resources that are locked by this client (by a BOT) but none that have been locked by a BOT of any other client. Nevertheless, another kind of locking information is distributed to all clients. An ontologist can lock a whole subtree of the concept hierarchy. The server informs all clients of this locking operation.

**Locking subtrees of the concept hierarchy:** A common practice in ontology engineering is to start with a top level structure and to refine it later on. Different parts
of an ontology can be refined by different ontologists or groups. These collaborators should be able to work on their parts of the ontology with as few interference with other ontologists as possible. This is achieved in OntoEdit by the possibility of locking a complete subtree of the concept hierarchy. After the subtrees have been locked no conflicts can arise anymore, and what is equally important, the need to check for locking information with the server is reduced drastically. Since most modeling operations will occur within the scope of the subtrees, i.e. will mainly access already locked resources, the client can decide locally whether these operations are permitted or not.

This (tree-) locking information is distributed to all other clients and visually indicated in the GUI. Due to the distribution of this information clients can often check locally whether a transaction will be permitted or not. If all needed resources are marked as “locked by me” in the local view on the locking information (cf. Figure 8.2) a BOT can be safely accepted. If at least one resource is marked as being locked by another client the current client can definitively reject a BOT (or a lockSubTree request). Only if resources are requested in a BOT for which no information is locally available, the server has to be consulted.

**What does locking a concept mean?** Locking resources in relational databases (DB) means the DB administrators or application developers must decide whether to lock an attribute, a tuple, or a complete table (i.e. relation). Since the basic datamodel for ontologies is much richer (esp. due to hierarchical relationships between concepts, between relations, and between instances and concepts) the decision of what a lock entails is more complex.

The most simple answer would be to lock the complete ontology with all its components. But this solution is ruled out since it would disallow any kind of concurrency and distributed collaboration. Another simple answer would be to lock the resources that are to be modified within a transaction, e.g. the resource X in the transaction that states that concept X has a superconcept Y. Apparently, for this transaction concept Y should also be locked since a new subconcept for Y is defined. Thus, the second simple approach seems to lock too few resources.

Due to hierarchical relationships between concepts locking a concept X implies read-locks for all super-concepts of X. A read-lock marks a resource as being read-only, i.e. modifications to it are currently disallowed. If a read-lock for at least one superconcept cannot be achieved X will not be locked and the BOT fails. Thus, no operations may modify X. Read-locks can be yielded to multiple clients at the same time without conflict. If a client is the only one that read-locked a resource the client can achieve a stricter (write-)lock. Other clients cannot.

Figure 8.3 shows an example. Crosses mark concepts that are (read-)locked by other clients and may not be edited. Bullets mark concepts that are (write-)locked by the current user and may be edited, altered and removed at will. Concepts without addi-
tional icons are currently not locked by other users and therefore available for locking. E.g. user “1” (left screenshot) (write-)locked the concept Document and (as explained above) this implies a (write-) lock on the subconcept PhD Thesis. These concepts are now excluded from the list of available concepts for user “2” (right screenshot), therefore marked with a cross in the GUI of user “2”. Vice versa, user “2” (write-)locked the concept Tool and at the same time all its subconcepts. For user “1” this implies the exclusion of Tool, it’s subconcepts and superconcept, viz. Software, from the list of available concepts for locking.

Figure 8.3: Locked trees in OntoEdit

The reason why a lock propagates from one resource to another in the ontology can be seen in the following example scenario: Assume, X is a subconcept of Y and Y has a relation A with range Y. Assume, we want to restrict the value range of A for X from Y to X. Thus, in the BOT we just lock the concept X and call the appropriate operation on X. Before we send the commit another client (after locking Y) changes the name of A to B and commits. If we now commit our transaction the semantics of the combined operations is not defined. Does X now have two independent attributes A and B? Or is attribute A totally lost as well as our newly defined range restriction?
Both situations are unsatisfactory. Thus, to prevent them superconcepts need to be read-locked.

**Outlook:** The transaction management is currently implemented for concepts and still in an early stage. However, the extension for locking relations, instances and especially for axioms is non-trivial and still requires a substantial amount of research to develop sophisticated locking strategies, otherwise one easily ends up in locking each time the whole ontology.

### 8.3 External Support

**Note:** External plugins (i.e. plugins that are developed outside the scope of this work, but extend OntoEdit similar to the methodology plugins) that support the methodology are only briefly mentioned. More detailed information can e.g. be found in (Ontoprise, 2002b).

#### Axioms Management

Axioms are quite difficult to model. OntoEdit offers several functionalities to create and manage axioms, to make the life of ontology engineers easier.

The General Axioms editor allows users to define all kinds of axioms. All existing axioms can be grouped into folders to structure them. “Typical axioms” (inverse, disjoint, etc.) are grouped together and stored in specialized folders to provide a better overview. Modelling such axioms is done in a “notepad”-like manner and the syntax of axioms has to be F-Logic (cf. (Kifer et al., 1995)).

There exists a newly Graphical Rule Editor plugin that allows for graphically oriented creation of axioms. Unlike the General Axioms plugin, one is assisted by a graphical interface, where no F-Logic knowledge is needed.

#### Generate Mapping Rules

The decentralized nature of the Semantic Web makes achieving consensus across communities difficult, therefore the generation of a single coherent ontology seems unrealistic. In order to balance the autonomy of each community with the need for interoperability, mapping mechanisms between distributed ontologies are required. A mapping framework for ontologies has e.g. been presented in (Maedche et al., 2002a).

The OntoMap plugin is an already existing plugin for generating arbitrary mappings between two ontologies. It allows for the mapping of data structures between ontologies.
via graphically oriented drag & drop. Mappings are stored as rules along with the mapped ontologies. They can be processed in Ontobroker during runtime.
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9 Evaluation Support

In this chapter we present specialized plugins that support the evaluation phase of the Knowledge Meta Process. In Section 9.1 we show the OntoGenerator which aims at the creation of “synthetic ontologies” that allow for an evaluation of scalability of ontology based tools. The OntoAnalyzer presented in Section 9.2 helps in evaluating (formalized) guidelines to ensure that ontologies subscribe to predefined modelling guidelines. The OntoClean plugin shown in Section 9.3 implements the well-known OntoClean methodology for formal evaluations of ontologies based on philosophical principles. All three plugins heavily rely on the underlying Ontobroker inferencing engine and thus provide support for R3: Methodology and R5: Inference. Last, but not least, we briefly introduce further support for the evaluation phase by external plugins in Section 9.4.

Note: The ontology that is used as an illustrating example is included completely in Appendix D.

References: This chapter is mainly based on parts of (Sure et al., 2002b).

9.1 Scalability Evaluation

We address two of the mentioned evaluation aspects (cf. Section 4.6) for ontologies and related technologies: the technology-focussed evaluation and the ontology-focussed evaluation. The user-focussed evaluation was e.g. performed in two of the case studies (cf. Sections 11.5 and 11.6). Tool support for this evaluation was implemented outside of the ontology engineering environment and rather embedded into the ontology-based applications. This reflects the fact the the user perception of ontologies is rather dependant on the different usages of ontologies in applications.

The OntoGenerator plugin targets at technology-focussed evaluation, viz. scalability evaluation. The plugin is characterized in Table 9.1.
OntoGenerator extends OntoEdit by support for the generation of “synthetic ontologies”. In contrast to well-known domain ontologies (cf. Section 3.2) they do not model a specific domain, i.e. the concepts, relations and instances created do not relate to specific objects in the real world but are artificially named entities that form ontology-like structures according to pre-defined parameters. They aim at supporting the evaluation and benchmarking of ontology-based technologies. The consensual character for synthetic ontologies therefore does not lie in the agreement about a particular domain description but rather in the agreement what kind of model fits for the evaluation or benchmarking purpose. A synthetic ontology can be created with OntoGenerator according to various user-definable parameters. The plugin’s modular design simplifies further extensions.

**Modular design:** As illustrated in Figure 9.1 OntoGenerator consists of a central plugin and several modular plugins for the generation of a specific section of an ontology. The central plugin manages the module plugins which do not directly interact with OntoEdit but only communicate with the central plugin. It also provides a mechanism for storing and re-loading parameter profiles. Each additional module is reflected in the GUI by an additional tab where parameters for the generation are captured. Currently there exist modules for (i) concepts, (ii) relations and attributes, and (iii) instances.

**Parameters for concepts:** With the current version of the concept-generating module, a symmetrical concept tree is generated. The user may enter values for depth and width of the concept tree to be generated. Parameter “depth” specifies the number of concepts that descend from the root concept in a direct line. “Width” indicates the number of subconcepts for each concept. At the bottom of the concept parameter input panel the total number of concepts that would be generated with the current parameter values is stated.

**Parameters for relations and attributes:** The module for the generation of relations and attributes can be customized by entering two parameter values, the total
numbers of attributes and relations. These are randomly attached to the concepts created by the concept module. For relations, the range concept as well is chosen at random.

**Parameters for instances:** Instances are only attached to the concept tree’s leaves. The quantity of instances at each leaf is determined by several pre-defined distributions. Currently, the instance module features three distributions with different parameters:

- **Random distribution:** The only parameter for this distribution is the total number of instances that are to be created. These are spread randomly over all leaves.

- **Linear distribution:** Here the number of instances per leaf can be thought of as an increasing line. Both minimum and maximum number of instances can be chosen. The number of instances increases uniformly from “minimum number of instances” at the first leaf to “maximum number of instances” at the last leaf.

- **Normal distribution:** A normal or Gaussian distribution is determined by two parameters, expectation and standard deviation. Most leaves will have as many instances as specified by the expectation parameter. According to the standard deviation value, the number of leaves that have more or less instances attached, decreases symmetrically.
9 Evaluation Support

Discussion: Major benefits are (i) the modular extensibility of the plugin, so in future more advanced features can be added (see next paragraph) and (ii) the potential usage of all features the datamodel of OntoEdit has to offer to generate “synthetic ontologies” makes the plugin highly adaptable to different evaluation settings. A first usage scenario for OntoGenerator was e.g. the comparison of Ontobroker with XSB\(^1\), a comparable inference engine ((Sure et al., 2002b)).

Outlook: For the future we plan to extend OntoGenerator with a module for rule generation on top. Potential issues for such an extension are (i) depth of rule trees, (ii) cyclicity of rules, (iii) length of rule cycles, (iv) complexity of rule bodies, and (v) transitivity of rules.

9.2 Guidelines Evaluation

Guidelines for ontology modelling help to ensure a coherent modelling of ontologies and thus to ensure a consistent level of quality. This affects multiple ontology engineers working on the same ontology, but also single or multiple ontology engineers working on multiple ontologies. On the one hand, support for evaluation therefore inherently enhances collaboration, respectively fulfills requirement **R4: Collaboration.** On the other hand, we make extensive use of inferencing capabilities by applying axioms to ontologies for evaluating them. We focus in this and the following section on the inferencing issues and therefore the support for requirement **R5: Inferencing.**

An integration of guideline checking into OEEs helps to evaluate the guidelines during modelling time and guarantees immediate feedback for ontology engineers. However, different requirements for ontologies, e.g. coming from envisioned applications that should be supported, might require different guidelines. Therefore, a flexible way of using and adapting guidelines is needed instead of hard coding them. Guidelines might be used for technology-focused evaluations, e.g. to ensure that naming conventions are fulfilled (for instance, some inference engines do not allow for white spaces in concept identifiers while others allow for them as long as brackets enclose the identifiers *etc*.), or for ontology-focused evaluations, e.g. as shown in the next section on formal evaluations of ontologies.

The OntoAnalyzer plugin offers flexible and modularized checking of formalized guidelines and constraints. The OntoAnalyzer is characterized in Table 9.2.

From our own experiences of ontology development and deployment we learned that for different purposes ontologies must have different properties, e.g. for different target applications (*cf.*, *e.g.*, Sections 11.4, 11.5 and 11.6). The definition of evaluation

\(^1\)XSB is a “Logic Programming and Deductive Database system for Unix and Windows”, see [http://xsb.sourceforge.net/](http://xsb.sourceforge.net/)
9.2 Guidelines Evaluation

<table>
<thead>
<tr>
<th>Methodology:</th>
<th>Evaluation (ontology-oriented)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Task:</td>
<td>Checking of guidelines and constraints</td>
</tr>
<tr>
<td>Benefits:</td>
<td>Integrated and modular, thus adaptable, checking</td>
</tr>
<tr>
<td>Requirements:</td>
<td>Methodology (R3) and Inferencing (R5)</td>
</tr>
<tr>
<td>Axioms:</td>
<td>Application of predefined axioms</td>
</tr>
</tbody>
</table>

methods for such properties must be very flexible and easily maintainable. So it is not convenient to program it into the OEE itself, but rather to have a modular and flexible way to ensure the quality of an ontology by checking such properties. Logic is a very comfortable and powerful way on a conceptual level to express constraints for an ontology or to examine properties of an ontology. For that purpose the rule or constraint language must be able to access the ontology itself, i.e. to make statements about classes, relations, subclasses etc.

**Formalization:** F-logic allows to define statements and rules about the ontology (concepts, subconcepts, relations). E.g. the examination whether in an ontology a concept has at maximum one super concept may be expressed by the following “check” axiom:

\[
\text{FORALL } C \text{ check("concept has more than one super concept",} C) \\
\leftarrow \text{ EXISTS } S1,S2 \\
C::S1 \\
\text{AND } C::S2 \\
\text{AND NOT equal(S1,S2).}
\]

Further examples for modelling guidelines can be derived from (Noy & McGuinness, 2001). E.g. consider the two guidelines (“slot” is synonymous used to our usage “relation”):

"If a list of classes defining a range of a slot includes a class and its subclass, remove the subclass."

"If a list of classes defining a domain of a slot includes a class and its subclass, remove the subclass."
(Noy & McGuinness, 2001)

They can be formalized as the following F-Logic axioms and automatically checked
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within OntoEdit\(^2\):

\[
\text{FORALL C check("Remove concept from a range",C)}
\]
\[
<- \text{EXISTS B,Domain,Rel} \\
\text{Domain[Rel=\longrightarrow B]} \\
\text{AND Domain[Rel=\longrightarrow C]} \\
\text{AND C::B}.
\]

\[
\text{FORALL C check("Remove concept from a domain",C)}
\]
\[
<- \text{EXISTS B,Range,Rel} \\
\text{B[Rel=\longrightarrow Range]} \\
\text{AND C[Rel=\longrightarrow Range]} \\
\text{AND C::B}.
\]

**How does it work:** OntoAnalyzer is a tool which applies such axioms to an ontology opened in OntoEdit. The plugin transfers the ontology and check axioms to the Ontobroker inference engine and retrieves back and displays the results of this examination. OntoAnalyzer is able to load different axiom packages, each intended for a different target tool or target project.

To actually execute the checks, OntoAnalyzer asks for all values of the predicate \text{check(X,Y)}, as shown in the following:

\[
\text{FORALL X,Y <- check(X,Y).}
\]

The results are presented in the GUI of OntoAnalyzer.

**Outlook:** For the future we plan to develop standard rule packages for evaluation of various purposes to support efficient and effective engineering of ontologies and to improve the quality of ontologies at the same time. To enhance the usability of the plugin, the results derived from Ontobroker should immediately allow for the proposed actions, e.g., if a concept should be removed from the range of a relation, the dialog for doing so should be automatically opened.

9.3 Formal Evaluation

The previously introduced technology for checking ontologies can be extended to cover also formal ontology evaluations such as proposed by the OntoClean methodology (cf., e.g., (Guarino & Welty, 2000b; 2000c; Welty & Guarino, 2001; Guarino & Welty, 2002)).

\(^2\)Please note that it is quite easy to present also the relation to which the domain and range concepts belong by extending the \text{check} predicate with an additional value.
9.3 Formal Evaluation

The following building blocks constitute the basic infrastructure for implementing OntoClean: (i) a set of axioms that formalize definitions, constraints and guidelines given in OntoClean and (ii) a “meta-ontology”, viz. the so-called “taxonomy of properties”, that provides a frame of reference for evaluations. An ontology can be compared vs. a predefined ideal taxonomical structure to detect inconsistencies. Thus, the integration of the OntoClean methodology into OEEs enables an integrated quality control for ontologies. The OntoClean plugin makes use of and extends the basic infrastructure of the OntoAnalyzer (cf. previous Section). The plugin is characterized in Table 9.3.

<table>
<thead>
<tr>
<th>Methodology:</th>
<th>Evaluation (ontology-oriented)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Task:</td>
<td>Formal evaluation of ontologies</td>
</tr>
<tr>
<td>Benefits:</td>
<td>Enhanced quality of concept hierarchies</td>
</tr>
<tr>
<td>Requirements:</td>
<td>Methodology (R3) and Inferencing (R5)</td>
</tr>
<tr>
<td>Axioms:</td>
<td>Application of predefined axioms</td>
</tr>
</tbody>
</table>

The OntoClean methodology is based on philosophical notions for a formal evaluation of taxonomical structures. It focuses on the cleaning of taxonomies and e.g. is currently being applied for cleaning the upper level of the WordNet taxonomy (cf. (Gangemi et al., 2002b)). Core to the methodology are the four fundamental ontological notions of rigidity, unity, identity, and dependence. By attaching them as meta-relations to concepts in a taxonomy they are used to represent the behavior of the concepts. I.e. these meta-relations impose constraints on the way subsumption is used to model a domain (cf. ( Guarino & Welty, 2000a)). We can only briefly sketch the methodology in a simplified way and mention two of the introduced philosophical notions, viz. rigidity and unity:

- **Rigidity** is defined based on the idea of essence. A property is essential to an individual if and only if necessarily holds for that individual. Thus, a property is rigid (+R) if and only if it is necessarily essential to all its instances. A property is non-rigid (-R) if and only if it is not essential to some of its instances, and anti-rigid (∼R) if and only if it is not essential to all its instances.

**Example:** Consider for example the property of being hard. We may say that it is an essential property of hammers, but not of sponges. Some sponges (dry ones) are hard, and some particular sponge may be hard for its entire existence, however this does not make being hard an essential property of that sponge. The fact is that it could have been soft at some time, it just happened that it never was.
Furthermore, being a person is usually conceptualized as rigid, while, as shown above, being hard is not. Rigidity is a subtle notion: every entity that can exhibit the property must exhibit it. So, every entity that is a person must be a person, and there are no entities that can be a person but aren’t.

The property being a student is typically anti-rigid — every instance of student is not essentially a student (i.e. may also be a non-student).

- Unity is defined by saying that an individual is a whole if and only if it is made by a set of parts unified by a relation $R$. A property $P$ is said to carry unity ($+U$) if there is a common unifying relation $R$ such that all the instances of $P$ are wholes under $R$. A property carries anti-unity ($\sim U$) if all its instances can possibly be non-wholes.

Example: E.g., the enterprize British Airways is a whole unified by the relation has president. To generalize, an enterprize with president carries unity since the relation has president is the relation that unifies every instance.

Based on these meta-relations OntoClean classifies concepts into categories as shown in Figure 9.2 (the figure is taken from (Welty & Guarino, 2001)). E.g., a concept that is tagged with “$+O$ $+I$ $+R$” is called a “Type”.

The aim of the methodology is to produce a “clean” taxonomy as shown in the ideal structure in Figure 9.3 (figure is taken from (Welty & Guarino, 2001)).

Beside these meta-relations OntoClean contains axioms that can be applied to evaluate the correctness of a given taxonomy. For instance, an axiom suggested in OntoClean is “a property carrying anti-unity has to be disjoint of a property carrying unity”. As a consequence, “a property carrying unity cannot be a subclass of a property carrying anti-unity” and “a rigid property and an anti-rigid property are ever disjoint”, to name but a few. As an example we present the formalization of the disjointness in F-Logic:

```logic
FORALL C check("A property cannot carry $+R$ and $-R$",C)
  <- C[carryR->"true"]
  AND C[carryNotR->"true"] .
```

Another example is, that a property that is defined as “anti-rigid” cannot subsume a property that is “rigid” (the check message is abbreviated for means of simplicity):

```logic
FORALL B ( check("$\neg$ R can’t subsume $+R$",B) )
  <- EXISTS C
  C:B
  AND B[antiR->"true"]
  AND C[carryR->"true"] .
```
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### Figure 9.2: Combinations of OntoClean meta-relations

<table>
<thead>
<tr>
<th>+O</th>
<th>+I</th>
<th>+R</th>
<th>-D</th>
<th>Type</th>
</tr>
</thead>
<tbody>
<tr>
<td>-O</td>
<td>+I</td>
<td>+R</td>
<td>+D</td>
<td>Quasi-type</td>
</tr>
<tr>
<td>-O</td>
<td>+I</td>
<td>-R</td>
<td>+D</td>
<td>Material role</td>
</tr>
<tr>
<td>-O</td>
<td>+I</td>
<td>-R</td>
<td>-D</td>
<td>Phased sortal</td>
</tr>
<tr>
<td>-O</td>
<td>+I</td>
<td>-R</td>
<td>+D</td>
<td>Mixin</td>
</tr>
<tr>
<td>-O</td>
<td>-I</td>
<td>+R</td>
<td>+D</td>
<td>Category</td>
</tr>
<tr>
<td>-O</td>
<td>-I</td>
<td>-R</td>
<td>+D</td>
<td>Formal Role</td>
</tr>
<tr>
<td>-O</td>
<td>-I</td>
<td>-R</td>
<td>-D</td>
<td>Attribution</td>
</tr>
<tr>
<td>+O</td>
<td>-I</td>
<td>-R</td>
<td></td>
<td>incoherent</td>
</tr>
</tbody>
</table>

To implement the OntoClean methodology in OntoEdit\(^3\), we (i) formalized the constraints and definitions as axioms, and (ii) formalized the meta-relations and classifications as a “meta ontology” that can be used to classify concepts of an ontology.

We modelled the “meta ontology” and an example ontology (taken from (Welty & Guarrino, 2001)) that has to be evaluated, in OntoEdit. Each concept of the example ontology, i.e. all subconcepts of the root concept of the example ontology, viz. “Entity”, is then specified as being also an instance of the top-level concept “Property” of the meta ontology through an axiom:

\[
\text{FORALL } C::\text{Property} \\
\quad \leftarrow C::\text{Entity}. 
\]

\(^3\)There is also the group from the Artificial Intelligence Laboratory of the Technical University of Madrid (UPM) working on the integration of the philosophically oriented OntoClean methodology with the process oriented METHONTOLOGY (Fernández-López et al., 1999) by extending the WebODE (Arpírez et al., 2001) ontology development environment (cf. [http://www.ontoweb.org/workshop/ontoweb2/slides/ontocleansig3.pdf](http://www.ontoweb.org/workshop/ontoweb2/slides/ontocleansig3.pdf))
Figure 9.3: Ideal taxonomy structure

Figure 9.4 shows the subsequent steps during implementation and employment of OntoClean as a plugin in OntoEdit (the numbers in the figure correspond to the following enumeration):

1. model both ontologies, the taxonomy of properties and the example ontology,

2. fill the meta-relations with values (i.e. tag the concepts of the example ontology with “carryR” (+R) etc.), and

3. specify the definitions and constraints from OntoClean as axioms (here by using the General Axiom Editor, cf. Section 8.3). One can now ask queries to find inconsistencies in an ontology according to the OntoClean methodology.

Figure 9.5 shows the inconsistencies derived from applying the OntoClean axioms the example ontology by using the Inferencing plugin (cf. Section 9.4. On the left side the list of implemented axioms is shown, for testing purposes they can be switched on and off. On the right side the result from an evaluation is shown. E.g. the concept Agent is defined as “anti-rigid” and subsumes the concept Animal which is defined as “rigid”. According to the OntoClean methodology this is a violation of a given constraint. To enhance the quality of the taxonomical structure an ontology engineer can now reconsider the modelled hierarchy.
9.3 Formal Evaluation

Discussion & Outlook: The shown implementation is a first proof of concept. The next version of the plugin encapsulates the meta ontology by using a dynamically built GUI to handle the tagging of concepts with meta-relations more intuitively. Similar to the OntoAnalyzer, the results should automatically guide users through a set of possible actions that can be performed to fix the detected inconsistencies.

However, the application of the OntoClean methodology requires significant training, only few people are currently able to apply it properly. In collaboration with the group from the Artificial Intelligence Laboratory of the Technical University of Madrid (UPM) and the inventors of the methodology we are therefore planning to implement a more user-friendly and intuitive solution.
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Figure 9.5: Deriving inconsistencies with the OntoClean Plugin

9.4 External Support

Note: External plugins (i.e. plugins that are developed outside the scope of this work, but extend OntoEdit similar to the methodology plugins) that support the methodology are only briefly mentioned. More detailed information can e.g. be found in (Ontoprise, 2002b).

Visualization (of Ontologies)

Visualization of ontologies facilitates the engineering tasks in general. Ontology engineers can use such visualizations e.g. to "get a feeling" for ontologies, especially for the complex structures created by relationships between concepts. Typically, OEEs provide some kind of "explorer"-like visualization of the concept hierarchies. Further visualizations are needed to represent e.g. relationships other than "is-a" taxonomies. Such visualizations may be reused to provide navigational structures for portals that are build on top of an ontology. Therefore the integration of such visualizations into OEEs helps to evaluate such structures before their implementation in a running application.

The Visualizer plugin (shown in Figure 9.6) enables such visualizations and allows the user to browse and edit the ontology by a graphical means. Concepts and instances are
shown as blue and green bullets, which can be used as navigators either by double-click or right-click. The number of existing instances to a selected concept is shown in a small red square. To edit an ontology, one has to select the ‘Edit’ radio button. The right click menu on the bullets shows you the options for editing the ontology.

Figure 9.6: Visualizing ontologies in the Visualizer Plugin

Query Evaluation

The Inferencing plugin can be used to test the ontology and its axioms. Queries in F-Logic syntax can be tested within OntoEdit. All axioms can be switched on and off during runtime, thereby e.g. allowing for checking side-effects of axioms.

Graphical Query Evaluation

The helps to create queries for knowledge bases. It enables the user to generate the queries graphically based on one of the available ontologies in OntoEdit. There exist several possibilities for defining mappings such as

- concepts on concepts,
- attributes on concepts,
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- attributes on attributes, and
- relations on relations.

Debugging of Axioms

The Rule Debugger plugin allows for a graphically oriented debugging of axioms. Therefore the evaluation of axioms is greatly facilitated.
10 Application & Evolution Support

In this chapter we present specialized plugins that support the application & evolution phase of the Knowledge Meta Process. In Section 8.2 we present the Sesame Plugin that enables storage and versioning of ontologies based on the Ontology Middleware Module which belongs to the Sesame RDF(S) repository. The plugin provides support for R3: Methodology and R4: Collaboration. Last, but not least, we briefly introduce in Section 10.2 further external support for evaluation that is also based on the flexible OntoMat plugin framework.

References: This chapter is mainly based on parts of (Sure & Studer, 2002c).

10.1 Storage & Versioning

The Sesame Plugin is characterized in Table 10.1.

<table>
<thead>
<tr>
<th>Methodology:</th>
<th>Application &amp; Evolution</th>
</tr>
</thead>
<tbody>
<tr>
<td>Task:</td>
<td>Storage, change management</td>
</tr>
<tr>
<td>Benefits:</td>
<td>Persistent storage of multiple versions</td>
</tr>
<tr>
<td>Requirements:</td>
<td>Methodology (R3) and Collaboration (R4)</td>
</tr>
<tr>
<td>Space:</td>
<td>Different place</td>
</tr>
<tr>
<td>Time:</td>
<td>Separated in time</td>
</tr>
<tr>
<td>Group:</td>
<td>Ontology engineers</td>
</tr>
</tbody>
</table>

The Sesame Plugin connects OntoEdit to Sesame (cf. Section 11.2 or (Broekstra et al., 2002)). Sesame provides (i) a storage facility for RDF(S) ontologies, (ii) a query
engine on top of the storage facility that makes Sesame also suitable as a backend for applications, and (iii) the Ontology Middleware Module on top of the query engine that supports the evolution of ontologies (cf. Section 4.7). It is noteworthy that Sesame can only handle RDF(S) ontologies and RDF data statements, but an extension for more sophisticated support for DAML+OIL is planned.

The plugin allows for connecting Sesame repositories via the protocols HTTP, RMI and SOAP. Figure 10.1 shows possible actions, viz. (i) ontologies that are stored in Sesame can be opened in OntoEdit, (ii) ontologies that are opened in OntoEdit can be stored in Sesame, (iii) repositories in Sesame can be cleared, (iv) the list of all available updates of an ontologies can be retrieved (and a selected update can be opened in OntoEdit), and (v) the list of all available versions of an ontology can be retrieved (and a selected version of an ontology can be opened in OntoEdit).

![Sesame Plugin Interface](image)

Figure 10.1: Storing and versioning ontologies with the Sesame Plugin

**Outlook:** Sesame is being developed as open source. Currently it supports RDF(S), but future extensions are planned to cover also OWL specific features which would result in an update of the Sesame plugin to reflect the new functionalities.

### 10.2 External Support

Evolution of ontologies is still an immature area. But, when ontologies grow in size, the complexity of change management increases, and rather simple strategies as pre-
sent in the previous section are not sufficient any longer. Therefore, more advanced evolution strategies are needed. (Stojanovic et al., 2002a) presents an evolution strategy that encapsulates policies for evolution with respect to user’s requirements. OntoMat-SOEP, the tool that implements the strategy, is based - like all previously presented OntoEdit plugins - on the OntoMat plugin framework. However, the internal data structures are aligned to the KAON framework (cf. (Motik et al., 2002; Bozsak et al., 2002)). For the future it is planned to align the data structures of OntoEdit and KAON to make the OntoMat plugins more reusable.
Part IV

Case Studies

“dogfood n.

[Microsoft, Netscape] Interim software used internally for testing. ‘To eat one’s own dogfood’ (from which the slang noun derives) means to use the software one is developing, as part of one’s everyday development environment (the phrase is used outside Microsoft and Netscape). […]”

11 On-To-Knowledge

In this part we present several case studies that how the methodology and tools presented in the parts before are applied in different scenarios. On the one hand, three case studies of the On-To-Knowledge project shown in Chapter 11 represent a broad spectrum of use cases in corporate intranets. On the other hand, the Semantic Portal of the thematic network OntoWeb shown in Chapter 12 illustrates the application of the presented work in the World Wide Web. All case studies provide real world experiences and show different aspects of ontology based knowledge management applications. Additionally, we performed as part of OntoWeb an evaluation of ontology based tools, viz. a comparison of different Ontology Engineering Environments.

In this chapter we start by introducing the project On-To-Knowledge and describing the contribution of this work to the project in Section 11.1. We continue with the introduction of the technical architecture in Section 11.2 and give an overview on how the tools are used within three different case studies in Section 11.3. Subsequently we present each case study, viz. (i) "Skills Management" at Swiss Life in Section 11.4, (ii) "Communities of Knowledge Sharing" at BT in Section 11.5 and (iii) "Virtual Organization" at EnterSearch in Section 11.6. We conclude with presenting the main lessons learned during the case studies in Section 11.7.

References: This chapter is mainly based on (Sure et al., 2003a), (Sure, 2002b), (Lau & Sure, 2002), (Davies et al., 2003) and (Sure & Iosif, 2002).
11.1 About the Project

The EU IST-1999-10132 “On-To-Knowledge: Content-driven Knowledge Management through Evolving Ontologies” (OTK) project1 (cf., e.g., (Davies et al., 2002b)) is part of the 5th framework of the Information Societies Technologies (IST) Programme of the European Union (EU). Within the project one aims at developing and exploring sophisticated methods and tools for knowledge management as described in the OTK Annex.

“The On-To-Knowledge project applies ontologies to electronically available information to improve the quality of knowledge management in large and distributed organisations. . . . we will develop a methodology and tools for intelligent access to large volumes of semistructured and textual information sources in intra-, extra-, and internet-based environments to employ the full power of ontologies in supporting knowledge management . . . . The goal of the On-To-Knowledge project is to support efficient and effective knowledge management.”

(On-To-Knowledge, 1999)

OTK partners include (i) technology providers who build an ontology based tool environment to support the acquisition, maintenance and access of information, (ii) technology users who evaluate and use the tool environment in industrial case studies and (iii) a methodology provider who guides and assists during the application of the tool environment in the case studies.

The tool suite developed by the technology providers consists of a set of tools for different purposes, e.g. access, extraction and storage. The tools are in principle stand-alone solutions that are integrated via the agreement on OIL, the “Ontology Inference Layer”, as a common interchange language for ontologies and metadata. In the case studies the existing tools are bundled together and used in different configurations to meet the different requirements each case study has.

Three case studies are carried out by the technology users to evaluate and use the OTK tool environment for ontology based knowledge management. These case studies represent a broad spectrum of use cases. First, there are three industry sectors involved: insurance, telecom and energy. Second, the partners come from three countries with different cultures. Therefore they are facing various aspects of knowledge management problems. The three case studies are (i) “Skills Management” at the company Swiss Life, (ii) “Communities of Knowledge Sharing” at the company BT and (iii) “Virtual Organization” at the company EnerSearch.

1http://www.ontoknowledge.org
Within the project the **On-To-Knowledge Methodology** developed by the methodology provider is the glue between technology providers and technology users. The On-To-Knowledge Methodology sticks all parts together and provides a general overview of all parts. The methodology provider captures lessons learned from the OTK case studies while applying the OTK tool set.

The following items show the relationship of work performed in the project and parts of this thesis:

- The On-To-Knowledge Methodology (cf. (Staab et al., 2001; Sure & Studer, 2002a)²) was initially developed in the project and refined in this thesis in Part II.

- OntoEdit and the plugins described in Part III were developed as part of the On-To-Knowledge tool suite (cf. (Sure et al., 2002a; 2002b)³). Most of the requirements for the plugins were derived from the On-To-Knowledge case studies.

- The three case studies were carried out in close cooperation between the methodology provider and the technology users (cf. (Lau & Sure, 2002; Davies et al., 2003; Sure & Iosif, 2002)). Thus, the case studies served as an evaluation not only for the tool suite, but also for the On-To-Knowledge Methodology. The following Sections 11.4, 11.5 and 11.6 about the case studies reflect the work performed in close cooperation with the case study providers. Further information about each case study can be found in the corresponding On-To-Knowledge deliverables which are mentioned at the beginning of each section.

- As illustrated in Section 11.3, the case studies explored different configurations of the tool suite. However, during the final review meeting⁴ an integrated life demo was presented to show all tools interacting with each other⁵.

### 11.2 Technical Architecture

This section about the technical architecture summarizes the work performed on the technical architecture in the On-To-Knowledge project. As such, it reflects the joint

---

²The evolution of the methodology and the accompanying tool support can be recaptured in the corresponding On-To-Knowledge deliverables: (Schurr et al., 2000; Sure & Studer, 2001b; 2002b; 2002c).

³The following On-To-Knowledge deliverables cover OntoEdit and plugins related issues: (Sure & Studer, 2001a) and (Sure & Studer, 2002c).

⁴Final On-To-Knowledge project review meeting, see http://www.ontoknowledge.org/final-review.shtml

work of numerous project partners. Firstly, we briefly introduce all tools that were developed as part of the project. Secondly, we give a summary about the ontology language OIL which was also developed as part of the project.

11.2.1 OTK Tool Suite

A key outcome of the On-To-Knowledge project is the resulting "OTK Tool Suite". Several consortium partners are participating in the effort to realize in software the underpinning ideas and theoretical foundations of the project.

Figure 11.1: OTK technical architecture

A major objective of the project is to create intelligent software to support users in both accessing information and in the maintenance, conversion, and acquisition of information sources. The tools are integrated in a three-layered architecture (cf. Figure 11.1). The layers consists of (i) the user front end layer on top, (ii) a middleware layer in the middle and (iii) an extraction layer at the bottom. Each tool represents

---

The technical requirements to run the tool suite can be found in the OTK Technical Factsheet, cf. (Sure, 2002a), available for download at

http://www.ontoknowledge.org/downl/OTK-Factsheet.pdf
certain functionalities. The layering allows for a modular design of applications that bundle some or all of the functionalities provided. Most of the tools presented in the figure are described subsequently below. As a minimum requirement all tools support OIL core that has been designed to be exactly the part of OIL that coincides with RDF(S) (cf. section 11.2.2).

**QuizRDF: Full Text Searching plus RDF Querying**

*QuizRDF*⁷ (Krohn, 2001) combines full text searching with RDF querying. This combined approach seems to be very promising due to the fact that RDF-annotated information resources are likely to be complemented by non-annotated information for a considerable period to come, and that any given RDF description of a set of resources will give one particular perspective on the information described. *QuizRDF* can be used like a conventional Internet search engine by entering a set of search terms or a natural language query and produces a list of links to relevant Web pages in the usual way.

However, *QuizRDF*’s indexing and retrieval technique is also designed to use domain knowledge that is made available in the form of ontologies specified as OIL core. RDF resources are Web pages or (parts thereof) and such pages or segments are effectively ontological instances. Correspondingly, resource types are ontological classes. The information items processed by *QuizRDF* are RDF resources. During indexing *QuizRDF* assigns content descriptors to RDF resources. Content descriptors of a resource are terms (words and phrases) that *QuizRDF* obtains from a full text analysis of the resource content and from processing all literal values that are directly related by a property. They also retain structural information about the ontology.

In *QuizRDF* the user can select from a list of all the resource types stored in the index. When searching by selecting a resource type, *QuizRDF* adjusts its result list to show only resources of the selected type. The user is also presented with a search and navigation area. The search area shows the attributes of the selected resource type. For each attribute the user can input a search criterion. *QuizRDF* combines the search criteria entered and matches the resulting query against its ontology-based index.

In addition, resource types (ontological classes) related by some property to the currently selected type are displayed as hyperlinks. Clicking on such a type then selects that type and in turn displays those types that are related to it. Thus the user can browse the ontology in a natural and intuitive way.

Figure 11.2 shows a typical initial query by a user taken from the EnerSearch case study. The user has entered a free text query for information about “multiagent” and

---

⁷Due to legal matters the formally known RDF/ferret is now being called *QuizRDF*. 
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“building” and refined the query with a search for the class “energy” from an underlying ontology. The search engine has returned a ranked list of 53 documents containing the terms. When returning the result documents, QuizRDF has also compiled a list of the classes to which each document belongs. This class list is then made available to the user via the drop-down list referred to. The user can then refine the search results by selecting one of the classes from the list (like the here chosen “energy”).

QuizRDF is developed by the project partner BT, UK.

---

BT, see http://www.bt.com
OntoShare: Community Support

OntoShare (Davies et al., 2002a; Duke & Davies, 2001; Duke & van der Meer, 2002) enables the storage of best practice information according to an ontology and the automatic dissemination of new best practice information to relevant co-workers. It also allows users to browse or search the ontology in order to find the most relevant information to the problem that they are dealing with at any given time. The ontology helps new users to navigate and acts as a schema for storing key learning and best practices accumulated through experience. In addition, the ontology helps users to become familiar with new domains. It provides a sharable structure for the knowledge base, and a common language for communication between user groups. Each user can define his own relevant parts of the ontology (i.e., personal concepts) that are integrated into a single coherent ontology available to all users (cf. Figure 11.20, taken from the BT case study).

OntoShare is like QuizRDF developed by the project partner BT, UK.

Spectacle: Information Presentation

Spectacle (Fluit et al., 2002) is a content presentation platform featuring custom-made information presentations, aimed at supporting the information needs of its users. This does not only mean that the right information should be delivered to the user, but also that it needs to be presented (structured, formatted, rendered) in a manner appropriate for that specific user.

Figure 11.3: Provision of navigational structures with Spectacle
Spectacle is used to disclose both the content of databases, document repositories and other enterprise information sources, as well as the semantics of that information from Semantic Web resources. The platform consists of the Spectacle server and programming libraries for generating both Web-based and graphical information presentations.

For the end user, Spectacle transforms the task of gathering information from a search task (formulating explicit queries) to a browsing task (using navigation heuristics) by presenting each user with the navigational means appropriate for his or her task. This results in more efficiency in retrieving the right information, both in terms of retrieval accuracy as well as time spent on the task.

Spectacle can present information in two different ways: (i) it can create hypertext interfaces, containing selected content, design and an appropriate navigation structure, based on the semantics of the information, (ii) it can present the information by graphical visualization.

A key benefit of the first approach is that it allows for an easy and flexible presentation of the same information in different ways, for each of the envisioned tasks or user groups. Furthermore, it has all the usual benefits of a generated Web site (like having a consistent design, being up-to-date) and it also takes advantage of the expressivity and flexibility provided by Semantic Web standards such as RDF, RDF Schema and DAML+OIL.

A benefit of the second approach is that it can offer insights and kinds of information access that are not possible with conventional publishing methods such as Web sites. For example, overview and analysis of large sets of objects requires an effective and compact graphical presentation. Similarly, presentation of the relations between these objects is virtually impossible without the support of a graphical visualization.

Figure 11.3, taken from the EnerSearch case study, shows an example for the first approach. On the left side the navigational view generated out of the underlying ontology with the selected concept “OnToKnowledge”, on the upper right side the current navigational path “By project /OnToKnowledge”, below other available concepts like “ABB” or “Akermans” and, last but not least, on the lower left side the relevant set of documents for the selected navigational path.

Spectacle is developed by the project partner AIdministrator, NL.\(^9\)

**OntoEdit: Ontology Development**

OntoEdit is presented in detail in Part III and the Appendices A, B and C. We here give a brief overview for readers that skipped those.

\(^9\)AIdministrator, see [http://www.aidministrator.nl](http://www.aidministrator.nl)
OntoEdit (Sure et al., 2002a; 2002b; Sure & Studer, 2001a) is a collaborative ontology engineering environment that is easily expandable through a flexible plugin framework (Handschuh, 2001). OntoEdit supports ontology engineers while inspecting, browsing, codifying and modifying ontologies in each step of the Knowledge Meta Process (cf. Chapter 4 or, e.g. (Staab et al., 2001)).

![Ontology Engineering Workbench OntoEdit 2.0.5](image)

**Figure 11.4: Ontology development with OntoEdit**

Modeling ontologies using OntoEdit involves modelling at a conceptual level, viz. (i) as independently of a concrete representation language as possible, and (ii) using GUIs representing views on conceptual structures (concepts, concept hierarchy, relations, axioms) rather than codifying conceptual structures in ASCII. In addition, OntoEdit provides a simple instance editor to insert facts according to a modelled ontology. The conceptual model of an ontology is stored internally using a powerful ontology model, which can be mapped onto different, concrete representation languages (e.g. OIL core, DAML+OIL or RDF(S)). Ontologies can be directly imported from and exported to Sesame.

The core functionalities of OntoEdit were expanded by several plugins to meet the requirements from the case studies – e.g. OntoKick and Mind2Onto (Sure et al., 2002a), Sesame Plugin, OntoFiller and, last but not least, OntoClean Plugin (Sure et al., 2002b). They are explained further in Chapter 4.
Figure 11.4 shows an ontology opened in OntoEdit taken from the Swiss Life case study. On the left side of the “ontology window” there is the concept is-a hierarchy with the chosen concept “Person”, on the right side there is a list showing all instances for the selected concept, e.g. the selected instance “UlrichReimer”. On the right side of the screenshot one sees an opened window of a connection to a Sesame repository. The user “sesame” is logged in at the Sesame repository running on “localhost”, currently the option “export opened ontology in repository” is chosen to upload the opened ontology to Sesame. Multiple ontologies can be opened at the same time and multiple connections to various Sesame repositories can be opened at the same time.

**Ontology Middleware Module: Integration Platform**

The Ontology Middleware Module\(^\text{10}\) (OMM, cf. (Kiryakov et al., 2002b; 2002a)) can be seen as “administrative” software infrastructure that makes the knowledge management tools easier for integration in real-world applications. The major features supported are:

- Change management for ontologies to allow for branching of different states and versions (cf. e.g. the next subsection on OntoView);
- Access control (security) system with support for role hierarchies including comprehensive and precise restrictions (down to object/record-level) that enable business-logic enforcement;

\(^\text{10}\) More information for OMM and BOR including an online demo can be found at (OntoText, 2003c; 2003a; 2003b).
• Meta-information for ontologies, specific resources (classes, instances), and statements.

These three aspects are tightly integrated to provide the same level of the handling of knowledge in the process of its development and maintenance as source control systems (such as e.g. the Concurrent Versions System (CVS)\textsuperscript{11}) provide for software. On the other hand, for end-user applications, OMM can be seen as equivalent to the database security, change tracking and auditing systems. OMM was designed to support both use cases.

In a nutshell, OMM extends the storage and query facilities of Sesame with a Knowledge Control System (KCS, cf. Figure 11.5), additional support for multi-protocol access (e.g. HTTP, RMI, SOAP) and reasoning services.

An example for a reasoning service is BOR (Simov & Jordanov, 2002) – a reasoner that is currently being developed and complies with the DAML+OIL model-theoretic semantics. It is a modular component that can be plugged in to extend the query facilities already provided e.g. by Sesame. It addresses most of the classic reasoning tasks for description logics, including realization and retrieval. Few innovative services, such as model checking and minimal ontology extraction, are also integral part of the system. The full set of functional interfaces will allow a high level of management and querying of DAML+OIL ontologies.

OMM is developed by the project partner Sirma AI / OntoText Lab., BG\textsuperscript{12}.

**OntoView: Change Management for Ontologies**

OntoView (Klein et al., 2002b; 2002a) is a change management tool for ontologies and is implemented as part of the Ontology Middleware Module (it is not separately shown in Figure 11.1). Change management is especially important when ontologies will be used in a decentralized and uncontrolled environment like the Web, where changes occur without co-ordination. The main function of OntoView is to provide a transparent interface to arbitrary versions of ontologies. To achieve this, it maintains an internal specification of the relation between the different variants of ontologies. This specification consists of three aspects: (i) the *meta-data* about changes (author, date, time etc), (ii) the *conceptual relations* between versions of definitions in the ontologies, and (iii) the *transformations* between them. This specification is partly derived from the versions of ontologies themselves, but also uses additional human input about the meta-data and the conceptual effects of changes.

\textsuperscript{11}\url{http://www.cvs.home.org/}

\textsuperscript{12}Sirma AI / OntoText Lab., see \url{http://www.sirma.bg}
Figure 11.6: The result of a comparison of two ontologies with OntoView

To help the user to specify this information, OntoView provides the utility to compare versions of ontologies and highlight the differences. This helps in finding changes in ontologies, even if those have occurred in an uncontrolled way, i.e. possibly by different people in an unknown order. The comparison function is inspired by UNIX diff, but the implementation is quite different. Standard diff compares file version at line-level, highlighting the lines that textually differ in two versions. OntoView, in contrast, compares version of ontologies at a structural level, showing which definitions of classes or properties are changed.

There are different types of change. Each type is highlighted in a different color, and the actually changed lines are printed in boldface. An example of the visual representation of the result of a comparison is shown in Figure 11.6.

The comparison function distinguishes between the following types of change:

- Non-logical change, e.g. in a natural language description. This are changes in the label of a concept or property, or in the comment inside definitions.
- Logical definition change. This is a change in the definition of a concept that affects its formal semantics. Examples of such changes are alterations of subclass
statements, or changes in the domain or range of properties. Additions or deletions of local property restriction in a class are also logical changes. The second and third change in the Figure 11.6 (class “Male” and property “hasParent”) are examples of such changes.

- Identifier change. This is the case when a concept or property is given a new identifier, i.e. a renaming.
- Addition of definitions.
- Deletion of definitions.

The comparison function also allows the user to specify the conceptual implication of the changes. For the first three types of changes, the user is given the option to label them either as “identical” (i.e. although the specification is changing, it still refers to the same concept), or as “conceptual change”. In the latter case, the user can specify the conceptual relation between the two version of the concept. For example, by stating that the property “hasParent1.0” is a sub-property of “hasParent2.0”.

Another function is the possibility to analyze effects of changes. Changes in ontologies do not only affect the data and applications that use them, but they can also have unintended, unexpected and unforeseeable consequences in the ontology itself (McGuinness et al., 2000b). The system provides some basic support for the analysis of these effects. First, on request it can also highlight the places in the ontology where conceptually changed concepts or properties are used. For example, if a property “hasChild” is changed, it will highlight the definition of the class “Mother”, which uses the property “hasChild”. This function can also exploit the transitivity of properties to show the propagation of possible changes through the ontology. A foreseen second effect analysis feature is a connection to FaCT (Horrocks, 1998), which allows to check the formal consistency of the suggested conceptual relations between different versions of definitions.

OntoView is developed by the project partners Free University of Amsterdam (VUB), NL\textsuperscript{13}, and Sirma AI / OntoText Lab., BG\textsuperscript{14}.

\textbf{Sesame: Repository for Ontologies and Data}

Sesame\textsuperscript{15} (Broekstra et al., 2002; Broekstra & Kampman, 2001) is a system that allows persistent storage of RDF data and schema information and subsequent online

\textsuperscript{13}VUB, see \url{http://www.cs.vu.nl}

\textsuperscript{14}Sirma AI / OntoText Lab., see \url{http://www.sirma.bg}

\textsuperscript{15}More information including an online demo can be found at (Administrator, 2003b), the SourceForge project website can be found at (Administrator, 2003a)
querying of that information. Sesame has been designed with scalability, portability and extensibility in mind.

![Available actions](image)

**Figure 11.7: Sesame: repository for ontologies and data**

Sesame itself has been implemented in Java, which makes it portable to almost any platform. It also abstracts from the actual repository used by means of a standardized API. This API makes Sesame portable to any repository (DBMS or otherwise) that is able to store RDF triples. Currently, only implementations based on DBMS’s exist. At the same time, this API enables swift addition of new modules that operate on RDF and RDF Schema data.

One of the most prominent modules of Sesame is its query engine. This query engine supports an OQL-style query language called RQL (cf. (Karvounarakis et al., 2001; Broekstra et al., 2000; Broekstra & Kampman, 2000)). RQL supports querying of both RDF data (e.g. instances) and schema information (e.g. class hierarchies, domains and ranges of properties). RQL also supports path-expressions through RDF graphs, and can combine data and schema information in one query. The streaming approach used in Sesame (data is processed as soon as available) makes for a minimal memory footprint. This streaming approach also makes it possible for Sesame to scale to huge amounts of data. In short, Sesame can scale from devices as small as palm-top computers to powerful enterprise servers.

A final feature of Sesame is its flexibility in communicating with other tools. Currently,
Sesame itself only supports communication over HTTP, support for other protocols is added through the Ontology Middleware Module on top of it. Sesame has now been released as Open Source under the GNU Lesser General Public License (LGPL).

Figure 11.7 shows available actions at the web-interface for a Sesame repository running on "localhost". Currently the database "MySQL Test DB" of this Sesame repository is chosen and the user has several options for reading or modifying the content of this database.

Sesame is like Spectacle developed by the project partner ADministrator, NL.

**CORPORUM: Information Extraction**

The CORPORUM toolset (Engels & Bremdal, 2001a; 2000; 2001b; 2002) consists of two parts, viz. OntoExtract (cf. Figure 11.8 showing some options of OntoExtract for automatic ontology generation) and OntoWrapper (cf. Figure 11.9 showing the generation of templates for wrapping information sources). Hence, it has two related, though different, tasks: interpretation of natural language texts and extraction of specific information from free text.

Whereas the former process can be performed autonomously by CORPORUM tools, the latter task requires a user who defines business rules for extracting information from tables, (phone) directories, home-pages, etc. Although this task is not without its challenges, most effort focuses on the former task, which involves natural language interpretation on a syntactic and lexical level, as well as interpretation of the results of that level (discourse analysis, co-reference and collocation analysis, etc.).

The CORPORUM system outputs a variety of (symbolic) knowledge representations, including semantic (network) structures and visualizations thereof, light-weight ontologies, text summaries, automatically generated thesauri (related words/concepts), etc. Thus, extracted information is represented in RDF(S), augmented with Dublin Core meta data (cf. (DC, 2003)) wherever possible, and submitted to the Sesame data repository mentioned previously.

CORPORUM is developed by the project partner CognIT, NO.\(^6\)

**11.2.2 OIL: Ontology Inference Layer for the Semantic Web**

The OTK tool suite discussed above exploits ontologies as its common operating ground: e.g. an ontology was created and refined manually (OntoEdit) or extracted semi-automatically (OntoExtract), raw information sources were structured on the basis of an ontology (OntoWrapper), this structured data was stored and managed in an

\(^6\)CognIT, see [http://www.cognit.no](http://www.cognit.no)
ontology-based repository (Sesame and OMM), and the data could be queried using the vocabulary from an ontology. Finally, information could be shared (OntoShare), searched (QuizRDF) or browsed (Spectacle) by users on the basis of such ontological vocabularies.

All of this of course requires the existence of a language to express such ontologies. Some basic requirements for such a language are:

- Sufficient expressivity for the applications and tasks mentioned in the preceding
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Figure 11.9: OntoWrapper: Information extraction

- Sufficiently formalized to allow machine processing.
- Integrated with existing Web technologies and standards.

Although much work has been done on ontology languages in the AI community (see e.g. (Corcho & Gómez-Pérez, 2000) for a recent overview), it is particularly the 3rd requirement that motivated the OTK consortium to design a new language (sometimes called “baptized OIL”) for our purposes. In this section, we will briefly describe the
constructions in the OIL language, and then discuss its most important features and design decisions.

**Combining Description Logics with Frame Languages**

The OIL language (Fensel et al., 2000c; 1999; 2000b; Fensel, 2002) is designed to combine Frame-like modelling primitives with the increased (in some respects) expressive power, formal rigor and automated reasoning services of an expressive Description Logic. OIL also comes “Web enabled” by having both XML and RDF(S) based serializations (as well as a formally specified “human readable” form, which we will use here\(^\text{17}\)). The Frame structure of OIL is based on XOL (Karp et al., 1999), an XML serialization of the OKBC-lite knowledge model (Chaudhri et al., 1998). In these languages classes (concepts) are described by Frames, which consist of a list of super-classes and a list of slot-filler pairs. A slot corresponds to a role in a DL, and a slot-filler pair corresponds to either a universal value restriction or an existential quantification. OIL extends this basic Frame syntax so that it can capture the full power of an expressive Description Logic. These extensions include:

- Arbitrary boolean combinations of classes (called class expressions) can be formed, and used anywhere that a class name can be used. In particular, class expressions can be used as slot fillers, whereas in typical frame languages slot fillers are restricted to being class (or individual) names.

- A slot-filler pair (called a slot constraint) can itself be treated as a class: it can be used anywhere that a class name can be used, and can be combined with other classes in class expressions.

- Class definitions (frames) have an (optional) additional field that specifies whether the class definition is primitive (a subsumption axiom) or non-primitive (an equivalence axiom). If omitted, this defaults to primitive.

- Different types of slot constraint are provided, specifying universal value restrictions, existential quantification and various kinds of cardinality constraint.

- Global slot definitions are extended to allow the specification of superslots (subsuming slots) and of properties such as transitivity, and symmetry.

- Unlike many frame languages, there is no restriction on the ordering of class and slot definitions, so classes and slots can be used before they are defined.

\(^{17}\text{http://www.ontoknowledge.org/oil/syntax/}\)
• OIL also provides axioms for asserting disjointness, equivalence and coverings with respect to class expressions.

Many of these points are standard for a Description Logic, but are novel for a Frame language. OIL is also more restrictive than typical Frame languages in some respects. In particular, it does not support collection types other than sets (e.g. lists or bags), and it does not support the specification of default fillers. These restrictions are necessary in order to maintain the formal properties of the language (e.g. monotonicity) and the correspondence with Description Logics.

Web Interface

As part of the Semantic Web activity of the W3C, a very simple Web-based ontology language had already been defined, namely RDF Schema. This language only provides facilities to define class- and property-names, inclusion axioms for both classes and properties (subclasses and subproperties), and to define domain and range constraints on properties. Instances of such classes and properties are defined in RDF.

OIL has been designed to be a superset of the constructions in RDF Schema: all valid RDF Schema expressions are also valid OIL expressions. Furthermore, the syntax of OIL has been designed such that any valid OIL document is also a valid RDF(S) document when all the elements from the OIL-namespace are ignored. The RDF Schema interpretation of the resulting subdocument is guaranteed to be sound (but of course incomplete) with respect to the interpretation of the full OIL document.

This guarantees that any RDF Schema agent can correctly process arbitrary OIL documents, and still correctly capture some of the intended meaning. The full details of how this has been achieved, and the trade-offs involved in this can be found in (Broekstra et al., 2001).

Layering

For many of the case study applications shown in Sections 11.4, 11.5 and 11.6, it is unlikely that a single language will be ideally suited for all uses and all users. In order to allow users to choose the expressive power appropriate to their application, and to allow for future extensions, a layered family of OIL languages has been described. The sub-language OIL Core has been defined to be exactly the part of OIL that coincides with RDF(S). This amounts to full RDF(S), without some of RDF’s more dubious constructions: containers and reification.

The standard language is called “Standard OIL”. When extended with the ability to assert that individuals and tuples are, respectively, instances of classes and slots, it
is called “Instance OIL”. Finally, “Heavy OIL” is the name given to a further layer that will include as yet unspecified language extensions. This layering is depicted in Figure 11.10.

Figure 11.11 illustrates an OIL ontology (using the human readable serialization), developed in a skills management case study by Swiss Life (cf. Section 11.4).

```prolog
class-def Department
  instance-of ITDept Department

class-def Skills
  slot-constraint SkillsLevel cardinality 1

slot-def HasSkills
  domain Employee
  range Skills

slot-def WorksInProject
  domain Employee
  range Project
  inverse ProjectMembers

class-def defined ITProject
  subclass-of Project
  slot-constraint ResponsibleDept has-value ITDept

slot-def ManagementLevel
  domain Employee
  range one-of "member" "head-of-group" "head-of-dept" "CEO"

class-def Publishing
  subclass-of Skills

class-def DocumentProcessing
  subclass-of Skills

class-def DesktopPublishing
  subclass-of Publishing and DocumentProcessing

instance-of GeorgeMiller Employee
  related HasSkills GeorgeMiller DesktopPublishing3

instance-of DesktopPublishing3 DesktopPublishing
  related SkillsLevel DesktopPublishing3 3
```

Figure 11.11: OIL illustration
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The following points are noteworthy:

- **Skills** are restricted to being of a single level through a cardinality constraint (i.e. a person can only have one particular skill level in any given skill),
- **WorksInProject** and **ProjectMembers** are defined to be each others inverse,
- **ITProjects** are defined to be exactly those projects whose **ResponsibleDept** is the **ITDept**,
- **DeskTopPublishing** is defined to be in the intersection of **Publishing** and **DocumentProcessing**.

**Current Status**

Meanwhile, OIL has been adopted by a joined EU/US initiative that developed a language called DAML+OIL. In November 2001, the W3C started a Working Group (WG) for defining a Web Ontology language. This WG was chartered to take DAML+OIL as its starting point, now continuing on the evolving standard OWL (Ontology Web Language). Over 40 of the W3C members from academia and industry are currently participating in this effort. One of the core recommendations for this working group that we distilled from our own experiences is the urgent need for a layering of such languages.

Other efforts are underway to define extensions for the ontology language, such as an ontology-query language, or an extension with rules (which would allow for example role chaining, as done in Horn Logic).

**11.3 Configuration of Tools in the Case Studies**

Similar to LEGO pieces the OTK tools can be plugged together in various ways to meet specific requirements. Each OTK case study has a different configuration that is briefly shown in the following subsections.

---

18 For information about DAML+OIL cf http://www.daml.org/2001/03/daml+oil-index and http://www.w3.org/TR/daml+oil-reference.
20 The LEGO Group, see http://www.lego.com/
21 It is noteworthy that BOR could not be explored in any case study due to the fact that the developing partner OntoText was introduced to the project at a late stage. The tool was designed and implemented in an impressively short period of time, but was only finished in the final phase of On-To-Knowledge.
By introducing the tools used in each case study, we already present the part on selection of tools of each feasibility study (cf. Sections 11.4, 11.5 and 11.6). By integrating the feasibility study parts into a separate section we aim at giving a general overview of the coverage of tools in the case studies.

### 11.3.1 Tools @ Swiss Life

The case study at Swiss Life was the first one to start, unfortunately it has been also the first one to end. An internal restructuring at Swiss Life led to a pre-final closure of the case study. However, it was planned to cover a broad range of tools (cf. Figure 11.12, the dark grey shaded tools were planned to be used).

![Figure 11.12: Covering of tools @ Swiss Life case study](image)

The case study started right at the beginning of the project and was the first test ground for the early versions of the tools. On the one hand, the case study was a major kick-off that leaded in the end to deploying an up-and-running and integrated tool suite. On the other hand, since the tools were obviously not fully functional from the very beginning, the first prototype of the case study relied only to some extent on the tools that were envisioned for the final application (as shown in Figure 11.12).

OntoEdit was used to model the skills domain. The plugins OntoKick, Mind2Onto, OntoFiller and Sesame Plugin (cf. Sections 7.1, 7.2, 8.1 and 10.1) were actually initiated by requirements coming out of this first case study and they were partially used in it. Sesame served as central repository.

OntoExtract and OntoWrapper were envisioned to extract skill profiles out of existing documents, but they could only be tested. Same holds for QuizRDF and Spectacle,
they were tested as query and navigation interfaces on top of Sesame. OntoShare and the Ontology Middleware Module were developed rather late in the project. Similar to the EnerSearch case study, pre- and post-trials should help to evaluate the technology and the ontology itself.

### 11.3.2 Tools @ BT

The BT case study is centered around OntoShare (cf. Figure 11.13, the dark grey shaded tools are used in this case study).

![Figure 11.13: Covering of tools @ BT case study](image)

OntoEdit was used to develop the underlying ontology, Sesame served as central storage and query engine (e.g. the user profiles of OntoShare are derived out of RQL queries (cf. Section 11.2.1)). Though not included into the evaluation (cf. Section 11.5), we used the information presentation layer of Spectacle as a web-based access to OntoShare and QuizRDF as an enhanced query facility.

### 11.3.3 Tools @ EnerSearch

Main parts of the EnerSearch case study consisted of a user-focused and technology-focused evaluation of the OTK tools (cf. Figure 11.13, the dark grey shaded tools are used in this case study).

Firstly, in a field experiment QuizRDF and Spectacle were compared against the EnerSEARCHer, a traditional keyword based search engine.
Secondly, Sesame and the Ontology Middleware Module were tested on scalability and interoperability issues. OntoExtract and OntoWrapper, both part of the CORPORUM tool suite, provided the necessary support for generating automatically ontologies for the user-focused scenario.

### 11.4 Skills Management @ Swiss Life

#### 11.4.1 Introduction

Swiss Life (Switzerland) is a large insurance company serving customers around the world. Their vision is to build an organizational memory with an intranet based portal that offers a single entry point to the knowledge space of the company. The case study (cf. (Lau & Sure, 2002)\(^2\)) explores different parts of the intranet with a main focus on the introduction of an advanced skills management application.

We now describe how we instantiated in close cooperation with our project partner Swiss Life the On-To-Knowledge Methodology (presented in Part II) in the case study.

\(^2\)Further information on the Swiss Life case study can be found in the On-To-Knowledge deliverables (Novotny & Lau, 2000; 2001; Novotny et al., 2001)
11.4.2 Feasibility Study

Problems & Opportunities

“Skills Management” (Edvinson & Malone, 1997; Stader & Macintosh, 1999) makes skills of employees explicit. There exist only few publications that describe sophisticated skills management applications in detail (cf., e.g., (Liao et al., 1999; Becerra-Fernandez, 2000; Sure et al., 2000; Maedche, 2002b); (Dittmann et al., 2003) addresses the social aspects implied by such sophisticated applications), but many companies internally build up their own skills management applications, typically on top of database systems (cf., e.g., (Elbert, 2001)).

The following typical objectives of skills management were taken as a starting point to develop own application scenarios. The objectives are grouped by their respective organizational level.

- Employees:
  - Help in finding suitable knowledge for specific problems.
  - Support in developing own skills in a most focused way. This includes support for planning ones own career.

- Management:
  - Search of suitable employees for projects and positions (staffing).
  - Overview of current skills and development needs/potential of employees.

- Company:
  - Find the right employee for the right position to enhance the productivity of the company.
  - HR development measures can be deduced by comparing the strategy with employees' skills and thereby detecting missing skills.
  - Measure and improve the intellectual capital of the company.

We followed the principle “Start small, but think big!” and created a roadmap (cf. Figure 11.15) that increases stepwise the required level of effort and the level of complexity. As shown in the following enumeration, we start with support for employees at their desktop and end with support for the decision making process at the strategic level of the company.
1. **Peoplefinder:** With the switch from line organisation to project organisation and shorter project running times, assembling staff for a project team is increasingly becoming a management task. This requires an excellent overview of the skills of the available staff. Making skills explicit allows for an advanced expert search within the intranet.

2. **Human Resource (HR) Development:** Similar to skill profiles there exist also job profiles. Employees might explore their future career path by matching their current skill profile vs. job profiles. An extension is the subsequent offering of internal learning modules, that help employees in reaching required levels of expertise that are required for certain jobs.

3. **Knowledge Gap Analysis:** Having available all skills of employees, a company is able to find out knowledge gaps. For instance if a new project is planned one might find out whether all required skills are available in the company\(^\text{23}\). Thus, a company can detect in which areas they might need to improve the skills of their employees.

4. **Intellectual Capital:** Measuring and improving the intellectual capital might help to improve the shareholder value of a company. Explicit skill profiles as

\(^{23}\text{Of course an equally important aspect that is not covered by this item is to find out whether the person having the skills is available for the project.}\)
an integral part of corporate decision support systems enables an up-to-date measuring of skills.

Within Swiss Life there already existed several applications, typically databases, that contained valuable information about employees, e.g. their contact information, their functions and roles and even (for some of them) skill profiles in a legacy skills database. The integration of these different knowledge sources offered large potential for the case study:

- Existing knowledge can be re-used and does not have to be captured again.
- The maintenance of each source is already organized and therefore the maintenance task of the skills management application is significantly reduced.

These benefits made a “Quick Win” solution\textsuperscript{24} feasible as a starting point for the case study.

To ensure that all integrated knowledge sources were used in the same way, ontologies were used as a common mean of interchange to face two major challenges:

- Firstly, being an international company located in Switzerland, Swiss Life has internally four official languages, viz. German, English, French and Italian.
- Secondly, there exist several spellings of same concepts, e.g. “WinWord” vs. “MS Word”.

To tackle these problems, the development of OntoFiller, \textit{cf.} Section 8.1, and of the Domain Lexicon, \textit{cf.} Section 7.3, were initiated.

**Focus of KM Application**

This case study serves as a starting point for introducing skills management. The \textbf{peoplefinder} scenario was therefore the main focus of the resulting KM application.

To illustrate the application we already present a screenshot of the developed prototype in Figure 11.16. The prototype enables any employee to integrate personal data from numerous distributed and heterogeneous sources into a single coherent personal homepage. Any home page will contain:

\textsuperscript{24}It is often argued that the introduction of new knowledge management solutions should start with “Quick Wins” that show rather quickly and without much effort the potential value of KM.
Figure 11.16: Skills management prototype

- General contact information, such as functional unit, room, or telephone number (organizational data),
- other public descriptions, such as education, current position,
- details of personal skills, and
- a section that employees are free to fill in with personal interests, hobbies and categories, such as “I am a member of the professional associations...”, or “I am familiar with the following specialized literature...” (not shown in Figure 11.16, the section is below the skill profile).

Last, but not least, the complete skills tree is available for navigation and browsing on the left side.
People

The prototype should reflect the skills of employees of different departments. Obviously, the management of those departments were core stakeholders in the case study. A major effort was the development of an appropriate ontology for the skills management application. Therefore not only management support for the application but also the help of domain experts from departments was needed to capture relevant aspects of their domain. Three departments took part in the case study: Human Resource, Private Insurance and Information Technology. From each department a domain expert was named by the management as additional stakeholder who supported the ontology development.

11.4.3 Kickoff

Capture Requirements Specification

The ontology for the envisaged skills management application needed to reflect two main requirements:

- Integration of existing sources, therefore the ontology needs to reflect the relevant conceptual structures of the integrated sources.
- Representation of skills relevant for the three participating departments and their domains.

We started by capturing competency questions that cover the "competency" an ontology should have to answer certain questions. Initially that was simply done in a Word document as shown in Figure 11.17. An example for a competency question is: "Which of our employees have experience with the programming language 'Java'?'”.

In the formalization step, one might derive the concepts Employee and Programming Language, the relationship have experience with the domain Employee and the range Programming Language and the instance Java as a particular Programming Language out of the competency question. However, the actual modelling of particular concepts, relationships and instances is done during the formalization into the target ontology.

The extraction of concepts and relations out of the competency questions does not exploit the competency questions to their full potential. During later stages of the ontology development lifecycle the link back from concepts (or relations) to the competency questions gives valuable information why a certain concept or relationship is modelled, i.e. it provides more context. Especially when the ontology evolves over time
and people are not so familiar any more with their initial design decisions, this linkages gives some kind of explanation. Therefore the OntoKick plugin was developed (cf. Section 7.1), that captures the requirements for ontologies including the competency questions within OntoEdit, keeps track of the extraction of concepts and relations and stores the requirements and links along with the ontology. An example of the competency questions in OntoKick is shown in Figure 11.18.

First experiments with extracting an ontology semi-automatically by using typical information extraction tools did not satisfy the needs for a clearly structured and easily understandable model of the skills. The domain experts and potential users felt very uncomfortable with the extracted structures and chose rather to build the ontology “manually”.

It was agreed upon the modelling experts and the domain experts to start with a rather “lightweight” ontology that consists mainly of a tree-like structure of skills and to extend it afterwards with cross-taxonomical relationships.
Create Semi-Formal Ontology Description

During the kickoff phase two workshops with three domain experts\(^{25}\) are held. The first one introduces the domain experts to the ideas of ontologies. Additional potential knowledge sources are identified by the domain experts, that are exhaustively used for the development of the ontologies, e.g., a book of the Swiss Association of Data Processing (“Schweizerischer Verband fuer Datenverarbeitung”) describing professions in the computing area in a systematic way similar to an ontology.

To develop the semi-formal description of the ontology we used a commercially available mind mapping tool. It is typically used for brainstorming sessions and provides simple facilities for modelling hierarchies very quickly and intuitively. The early modelling stages for ontologies contain elements from such brainstorming sessions, therefore

\(^{25}\)Thanks to Urs Gisler, Valentin Schoeb and Patrick Shann from Swiss Life for their efforts during the ontology modelling.
such tool support is very helpful. This triggered the development of the Mind2Onto framework, cf. Section 7.2, to bridge the gap between semi-formal ontology description and target ontology.

11.4.4 Refinement

Refine Semi-Formal Description of Ontology

During the refinement phase we integrated and formalized the semi-formal ontology descriptions into a single coherent skills ontology. The domain experts initially developed three different skill mind maps, for each department a separate one. During the refinement phase it was necessary to combine the three into a single coherent one.

An important first step was the elimination of inconsistencies and of some overlaps, which had to be resolved. This happened for example in the computer science part of the skills trees, where the departments IT and private insurance have the same concepts like “T.prof” (which is a Swiss Life specific application). Both departments use this concept, but each uses a different view, the IT from the development and the private insurance from the users view. Additionally the personal skills of any employee are graded according to a generic scale of four levels: basic knowledge, practical experience, competency, and top specialist. The employees will grade their own skills themselves. As known from personal contacts to other companies (e.g. Credit Suisse, ABB and IBM), such an approach proved to produce highly reliable information.

Figure 11.19 gives an impression of the size the mind map reached rather quickly. Within two weeks the domain experts modelled around 700 skills in a tree-like structure.

Formalization into Target Ontology

An important aspect during the formalization was (i) to give the skills proper names that uniquely identify each skill and (ii) to decide on the hierarchical structure of the skills. We discussed two different approaches for the hierarchical ordering: we discovered that categorization of skills is typically not based on an is A-taxonomy, but on a much weaker has subtopic relationship. Common to both is the transitivity, but they differ in their inheritance capabilities. The has subtopic relationship does not imply the inheritance of relations from the superconcept to the subconcept of the relationship, the is a relationship does.

However, for our first prototype this distinction made no difference due to missing cross-taxonomical relationships, there simply was nothing to inherit. But, according to (Guarino & Welty, 2002), subsumption provided by is A taxonomies is often misused
and a later formal evaluation of the skills ontology according to the proposed OntoClean Methodology possibly would have resulted changes of the ontology.

A problem that came up very early was the question where to draw the line between concepts and instances. E.g., is the programming language Java instantiated by “jdk1.3”
or is “jdl1.3” so generic that it still belongs to the concept-hierarchy? Another problem was the size of the ontology. What is the best depth and width of each skills tree? During the formalization we encountered several rather typical problems in ontology engineering like the mentioned ones. We will now present some of our design decisions that were taken.

**Abstraction Levels and Size**

In our scenarios typically several people were involved in creating first draft versions of the ontology during early stages in the kickoff phase. Due to different backgrounds and mind models of the developers they used different abstraction levels. This made it in the beginning rather difficult to merge the three models into a single coherent ontology.

Typical problems rose from differing numbers of branches per node and more general from how deep and wide the ontology is at all. Many iterations in the ontology development process were necessary to align e.g. the three skills ontologies in the Swiss Life case study and finally to merge them together.

We stress that the ontology modelling process should start with a definition of the abstraction level, which is strongly dependent on the usage of the ontology. In the skills management scenario, we had to go down to a more precise level during the modelling process due to the high number of employees and the need to differentiate them for the intended project staffing functionality.

First feedback from test users of the skills management system and the underlying ontology showed that the skills trees were too large for browsing. Most users prefer shallow trees with a list of concepts on each node on a more abstract level. The reasons for this were the high time consuming for finding concepts deeply into the structure and the amount of possible concepts, which can be chosen. The latter reason is based on the integrated skills ontology of all departments.

A suggestion from the test users was to define user views on the ontology depending on the department where the user comes from. This would lead to much smaller skills trees and more usable ones in the according departments. Employees with broader skills can change from the department /domain view to the interdisciplinary view on the whole ontology. Though views are common to the database community, no concept for defining and using views on ontologies was available at that time. An initial approach is presented in (Völz et al., 2002; 2003).

As a summary, it is a challenging task to find the right balance between the requirements of different users of the skills management system. While some want to have a ontology as large as possible, the other ones feel comfortable with a small ontology.
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**Concepts vs. Instances**

To draw the borderline between concepts and instances can be a tricky task, as already known from expert systems. Though experienced knowledge engineers with a practical background prefer not to distinguish between concepts and instances during the modelling process at all (we refer to, e.g. Hans Akkermans from the Free University of Amsterdam, who was pleading for that), our underlying architecture made it necessary to make this distinction upfront (meanwhile an initial approach for solving such problems has been presented in (Motik et al., 2002)). As mentioned above it is difficult to distinguish between leaf nodes of the concept hierarchy and instances.

As a rule of thumb we decided to count the possible instances and decide if this would be enough to justify a concept or an instance. In the case of the skills “Java” and “jdlk.3” we assumed that not so many employees will use “jdlk.3” so that our decision was to take “Java” as leaf node. This decision is also dependent on the definition of the abstraction and depth/width of the ontology, which builds a trade-off. Though there exists the simple heuristic to take every leaf node as an instance, this seems not to be correct for all use cases. But at all it is strongly dependent on the intended usage of the ontology, which determines the boarder.

**De-contextualization of Concepts**

Continuing the discussion of the ontology modelling for the skills management case study, a further difficulty emerged with the “de-contextualisation” of ontology concepts. We had the problem that the ontology developers used concept names, such as “basics” in the ontology. For a human reader the meaning of such a concept is only comprehensible if its super-concept is known.

This problem does not occur when browsing the ontology, because super-concepts remain visible. But when users select an element as a skill then just “basics” occurs in his homepage, i.e. de-contextualization of this concept is made. The same problem occurred with “informatics” which occurs as a sub-concept of “skill”, “function” and “education” resulting in three different meanings of the concept (“informatics-skills”, “informatics-function” and “informatics-education”).

It is no solution to force the ontology developers to use concept names that include the context of this concept. This would result in very long concept names. Furthermore, the engineers often forget about this problem and it is very hard to explain them why the concept name has to show the whole context. Therefore, we decided to “re-contextualize” the concept in the homepage by showing the path to the root concept of the ontology. So far we made good experiences in the skills management case study and the EnerSearch case study, where Spectacle also shows the navigational paths.
At the end of the refinement phase the “target skills ontology” consisted of about 700 concepts, which could be used by the employees to express their skill profile.

11.4.5 Evaluation, Application & Evolution

As mentioned before, the case study was not carried out as it was planned. In particular the evaluation phase could not be carried out. Still, we considered the following aspects for the evolution of our skills management application.

Competencies and skills from employees evolve over time. Therefore the ontologies need to be constantly evaluated and maintained by experts from the human resource department. New skills might be suggested by the experts themselves, but they are likely to be suggested by employees that are searching for particular skills and cannot find them in the current ontology. Suggestions should include both, the new skill itself as well as the position in the skills tree where it should be placed. To guarantee the quality of the ontology we planned the following evaluation strategy: While employees should suggest new skills, the experts should decide which skills should change in name and/or position in the skills tree and, additionally, decide which skills will be deleted. This was seen as necessary to keep the ontology consistent and to avoid that e.g. similar if not the same concept appeared even in the same branch. For each domain there should exist a designated ontology manager who decides if and how suggested skills were finally integrated.

11.4.6 Main Lessons Learned @ Swiss Life

Complexity of Ontologies needed

According to the insight we have gained at Swiss Life during our participation in the On-To-Knowledge project Knowledge Management applications typically need ontology languages with a medium degree of expressiveness, reaching from simple taxonomies to hierarchies of concepts with properties and semantic relationships between concepts, including simple cardinality constraints. The more complex ontologies mainly result from the integration with other application systems. For example, the Skills Management application (SkiM) only uses a simple taxonomy for the available skills. However, to realize the application logic a more complex ontology lies underneath, although the user will never see it (cf. Figure 11.11). An extension of SkiM to cover functionalities like gap analysis, the integration with career planning and keeping track of attended training courses would require an additional degree of detail in the ontology.
Lessons Learned from Applying the Methodology

We experienced that the creation of an ontology is in its early phases a brainstorming activity and not a pure engineering task. Hence, brainstorming tools (e.g. like the used Mind Manager) are valuable add-ons that support the early stages of ontology engineering. The main purpose of these tools is to support the quick and intuitive capturing of knowledge. Especially domain experts not familiar with modelling issues felt comfortable with this tool, in fact they even suggested to use the Mind Manager due to the fact that they were familiar with it. However, at a certain point the process gets less and less brainstorming-driven and more construction-oriented. At Swiss Life, ontology modelling was done directly by a group of domain experts who have been guided and supported by experts in ontology design. In our experience, the domain expert become lost how to structure the ontology when it gets too big or has been changed around too often, because then they loose their feeling of directedness. It becomes more and more difficult to decide where to put which concepts and how to divide the ontology into substructures.

The (not surprising) conclusion is that ontology modelling is a design task which requires certain skills of its own. Ideally, the domain experts have those skills themselves. As such experts rarely exist (yet) the only way to go is to support domain experts by people who have those skills (as we did at Swiss Life). However, the interaction between the domain experts and the ontology design experts is difficult because there is nearly no common ground upon which they can build a common understanding: the domain experts do not understand the design issues (including especially too sophisticated design guidelines), the design experts do not understand the domain (in Swiss Life we had the lucky situation that one domain was IT where the design experts where also domain experts).

We dealt with this situation by up-skilling the domain experts with some basic modelling knowledge. We held several workshops, in the beginning to train them and then to support them during the more advanced modelling phases that were more engineering oriented. Within two weeks they were able to model a first skills hierarchy including over 700 skills from three different domains by themselves. Approximately six more weeks were needed to restructure their initial versions in collaboration with modelling experts into an appropriate hierarchy. This was due to time constraints of the participating domain experts. It has to be mentioned that all domain experts were highly self-motivated which certainly had a significant influence on the results produced.
11.5 Community of Knowledge Sharing @ BT

11.5.1 Introduction

The case study (cf. (Davies et al., 2003)\(^2\)) on “Communities of Knowledge Sharing”\(^2\) was carried out within BT’s Research and Development organisation – BTextact Technologies.

BT (United Kingdom) is a leading company on the telecom market. BTextact Technologies is the subdivision of BT that focuses on the development and application of new technologies. Knowledge sharing is regarded as an essential internal business process and therefore BTextact not only has a tradition in developing and selling knowledge sharing facilities, but also in applying them internally.

We now describe how we instantiated in close cooperation with our project partner BT the On-To-Knowledge Methodology (presented in Part II) in the case study.

11.5.2 Feasibility Study

Problems & Opportunities

The notion of communities of practice (cf. (Seely-Brown & Duguid, 1991)) has attracted much attention in the field of knowledge management. Communities of practice are groups within (or sometimes across) organisations who share a common set of information needs or problems. They are typically not a formal organizational unit but an informal network, each sharing in part a common agenda and shared interests or issues. In one example it was found that a lot of knowledge sharing among copier engineers took place through informal exchanges, often around a water cooler. The trends towards flexible working and globalization has led to interest in supporting dispersed communities using Internet technology (cf. (Davies, 2000)).

The challenge for organizations is to support such communities and make them effective. Provided with an ontology meeting the needs of a particular community of practice, knowledge management tools can arrange knowledge assets into the pre-defined conceptual classes of the ontology, allowing more natural and intuitive access to knowledge. Knowledge management tools must give users the ability to organize information into a controllable asset. Building an intranet-based store of information is not sufficient for knowledge management; the relationships within the stored information are vital. These relationships cover such diverse issues as relative importance,

\(^2\)Further information on the BT case study can be found in the On-To-Knowledge deliverables (Krohn & Davies, 2001; Duke & Davies, 2002b; 2002a)

\(^2\)Due to internal restructuring, the case study changed from a call center help desk scenario to the here described application scenario.
context, sequence, significance, causality and association. The potential for knowledge management tools is vast; not only can they make better use of the raw information already available, but they can sift, abstract and help to share new information, and present it to users in new and compelling ways.

Focus of KM Application

The case study is centered around the OntoShare system which facilitates and encourages the sharing of information between communities of practice within (or perhaps across) organizations and which encourages people – who may not previously have known of each other's existence in a large organization – to make contact where there are mutual concerns or interests. As users contribute information to the community, a knowledge resource annotated with metadata is created. Ontologies are defined using RDF Schema (RDFS) and populated using the Resource Description Framework (RDF).

We will briefly summarize the functionality of OntoShare (Figure 11.20 shows a screenshot of the OntoShare system). It is an ontology-based WWW knowledge sharing environment for a community of practice that models the interests of each user in the form of a user profile. In OntoShare, user profiles are a set of topics or ontological concepts (classes declared in RDFS) in which the user has expressed an interest. OntoShare has the capability to summarize and extract key words from WWW pages and other sources of information shared by a user and it then shares this information with other users in the community of practice whose profiles predict interest in the information. OntoShare is used to store, retrieve, summarize and inform other users about information considered in some sense valuable by an OntoShare user. This information may be from a number of sources: it can be a note typed by the user him/herself; it can be an intra/Internet page; or it can be copied from another application on the user’s computer.

The goal of the case study is to introduce the newly developed ontology based OntoShare system as a successor of the pre-existing knowledge sharing system. As a major part this case study therefore includes a user-focussed evaluation of OntoShare.

People

The user group for the study consisted of approximately 30 researchers, developers and technical marketing professionals from the research and development arm of a large telecommunications firm. The interests of the users fell into 3 main groupings, similar to the domains of the domain experts: conferencing, knowledge and information management and personalization technologies. It was felt that three separate yet
overlapping topic areas would constitute an interesting mix of interests for the purposes of the trial.

11.5.3 Kickoff & Refinement

Since Kickoff and the Refinement actually were highly connected, we present them in a single section. The majority of the ontology development was carried out at a workshop held at the case study company’s premises and run by a knowledge engineer. A selection of 6 key people from the user group were invited to attend the workshop. It was felt that as a whole, they would be able to cover the domain of interest for the whole of the user group. The workshop included a presentation that described in basic terms what an ontology is and how ontologies can be applied.

It also included a demonstration of the OntoShare tool which introduced the tool to the users as well as showing the use of an ontology in a practical application. Following this, the ontology development took place. Similar to the Swiss Life case study (cf.
Section 11.4), it was very much brainstorming oriented during the kickoff. The resulting semi-formal ontology description in form of a mind map™ is depicted in Figure 11.21.

![Mind map](image)

**Figure 11.21: Mind map @ BT**

The following is a description of the steps that were carried out subsequently.

1. A brief discussion took place on the number of concepts that was felt to be appropriate. Two suggestions of 20 and 50 were made. These were made in the context of the OntoShare tool and how its interface dealt with the ontology.

2. Each participant was asked to come up with 5+ topics that they felt were important to them. These were then collected. Some early organisation of the hierarchy took place at this stage.

3. Further organisation into a hierarchy then took place. This included adding and removing concepts and moving whole sub-branches of the proposed ontology.

4. The depth of the hierarchy was considered to be too deep. The UI aspects were considered at this stage and a decision taken to restrict the depth to a maximum of three levels where possible.
5. It was remarked that organizational groupings (i.e. knowledge management, conferencing, etc.) had been introduced at the top level of the hierarchy. It was decided that this might introduce unwanted boundaries for the users and that they might feel that they could only add documents to their particular part of the hierarchy. Also, some of the sub-branches straddled the top-level areas. The top-level was then removed.

6. The number of subconcepts per concept was considered in terms of the UI. It was felt that a maximum of 10-15 subconcepts would be manageable by the user. Concepts of minor importance were then removed or combined at this stage in order to achieve this.

7. The suitability of the overall ontology was then considered and a few additional refinements were made. The resulting ontology contained 10 top-level concepts and a total of 52 concepts with a maximum depth of three levels.

The group was able to produce this ontology at the workshop which meant that most of the refinement stage (i.e. the organization of concepts and relationships) had been carried out in tandem with the kickoff stage.

The over-riding lesson learned here is that user groups such as the one in this trial can be expected to produce lightweight ontologies.

### 11.5.4 User-Focused Evaluation

Of the three forms of evaluation in the On-To-Knowledge methodology, the most appropriate for use in the case study is user-focused. The tools rely on a high degree of user interaction and as such the users are the best resource for determining whether they meet their objectives. Various user-focused evaluation methods were employed. This section will describe these and the rationale for their use. The objectives of the evaluation were to determine:

- what the users think of sharing knowledge in an environment such as that used in the case study;
- whether the use of an ontology helps with the storing and sharing of knowledge;
- whether the ontology evolution process is effective;
- whether the ontology developed as part of the case study was effective; and
- the good and bad points of the knowledge sharing environment.
11.5 Community of Knowledge Sharing @ BT

The principal means of evaluating the views of the users was with the use of questionnaires. Questionnaires have the benefit of allowing the views of a high proportion of the users to be canvassed without burdening them a great deal. The questionnaires consisted of a mixture of open questions that required a qualitative response and a series of statements that required a quantitative response indicating the level to which the respondent agreed or disagreed. This mixed approach is endorsed by Eason who states:

"Structured questions have the virtue of easy analysis and direct comparability. Their weakness is that they pre-define the answers it is possible to give and may not therefore permit the user to report the most important issues. We have always found it useful to use a structured approach to reveal issues and, once an issue is located, to use an unstructured method to explore the nature of the issue."  
(Eason, 1988)

A ‘pre-trial’ questionnaire and a ‘post-trial’ questionnaire were developed. The ‘pre-trial’ questionnaire was intended to determine the nature of the users in the case study in terms of the way (and how often) they access, receive and share information. The ‘post-trial’ questionnaire was intended to extract the user’s views of and experiences with the OntoShare system.

Particular focus was placed upon the users’ views on the usage of an ontology within the tool and the evolution of that ontology. An additional form of evaluation involved the analysis of usage statistics that were collected by an OntoShare module developed exactly for this purpose. This was able to record every interaction that occurred on the OntoShare server along with the user who performed it. This allows analysis to take place on the use of different OntoShare functions by the group as a whole as well as the behavior of individuals (which can then be cross-referenced with the questionnaire responses).

The combination of methods should allow an evaluation of the individual OntoShare functions to be made. The usage of the ontology can also be analyzed by recording the distribution of documents added to the concepts in the ontology and the evolution of the ontology over the course of the case study period. The final form of evaluation was an expert usability analysis. This involved an assessment of the OntoShare user interface and allowed a thorough inspection to be made by an independent expert. It generally results in a more objective and far reaching analysis than would be the case if it was carried out by someone connected to the development of the tool. The detailed results of the evaluation can be found in (Duke & Davies, 2002a). In Section 11.5.6 we will mention the most important results of the evaluation.
11.5.5 Application & Evolution

When a user shares some information in OntoShare, the system will match the content being shared against each known concept in the community’s ontology. Each ontological concept is characterized in OntoShare by a set of terms (keywords and phrases). Following the matching process, the system suggests to the sharer a set of concepts to which the information could be assigned. The user is then able to accept the system recommendation or to modify it by suggesting alternative concept(s) to which the document should be assigned.

It is at this point that an opportunity for ontology evolution arises. Should the user indeed override the system’s recommended classification of the information being shared, the system will attempt to modify the ontology to better reflect the user’s conceptualization, as follows. The system will automatically extract the keywords and key phrases from the information given by the user. The set of such words and phrases are then presented to the user as candidate terms to represent the class to which the user has assigned the information. The user is free to select zero or more terms from this list and/or type in words and phrases of his own. The set of terms so identified is then added to the set of terms associated with the given concept, thus modifying its characterization.

We call this approach usage-based ontology evolution and in this way the characterization of a given concept evolves over time, this evolution being based on input from the community of users. We believe that this ability to change as users’ own conceptualization of the given domain changes is a powerful feature which allows the system to better model the consensual ontology of the community.

Clearly, this level of evolution is limited to changing the semantic characterization of ontological classes and does not support, for example, the automatic suggestion of new concepts to be added to the ontology. More advanced ontology evolution is the subject of ongoing research (cf., e.g., (Stojanovic et al., 2002a)).

We have seen above how users also indirectly annotate the information as a side-effect of sharing it with the community and we discuss and motivate this approach below. Pragmatically speaking, it is the case at the time of writing that only a very small proportion of WWW- and intranet-based information resources are annotated with RDF (meta)data. It is therefore beneficial to provide a system wherein such annotation effectively occurs as a side-effect of normal usage.

Another important observation is that it is in the general case impossible to cover the content of a document exhaustively by an RDF description. In practice, RDF descriptions can never replace the original document’s content: any given RDF description of a set of resources will inevitably give one particular perspective on the information described. Essentially, a metadata description can never be complete since all possible
uses for or perspectives on data can never enumerated in advance. Our approach accommodates this observation however in the sense that each community will create its own set of metadata according to its own interest in and perception of information that is added to its storage facility. It is very possible that the same information could be shared in two separate communities and emerge with different metadata annotations in each.

### 11.5.6 Main Lessons Learned @ BT

This section will suggest and discuss a number of recommendations for the evolution of the case study tools and deployment process. A set of lessons learned from the experience of carrying out the case study is presented. Firstly, recommendations concerned with improving OntoShare are considered. These have come to light as a direct result of the user-focused evaluation exercise.

- **Give careful consideration to the nature of the virtual community.**
  The evaluation showed that the majority of users were passive in their use of OntoShare i.e. they were happy to receive e-mails and read documents but did not add items to the system. As a result, the experience of the majority of OntoShare users is determined by the actions of the few who actually add items to the system. If those few users did not exist, the knowledge sharing benefits would not be forthcoming. Depending on the local organizational culture, dependence on a relatively small proportion of the user community may or may not be appropriate. Many successful communities are of this nature but in some cases alternative strategies may be required to reduce the dependence upon active users. In their responses to questionnaires, users made some useful suggestions in this regard. One user made the suggestion that OntoShare needed to be “regularly seeded with potentially relevant information or gain critical mass usage to offer a positive benefit and justify the effort of maintaining profiles and entering articles or information”. This could be carried out manually by a knowledge engineer or automatically by an information agent and could benefit the system by ensuring sufficient data was added that was of interest to a wider cross section of the users. Both methods have drawbacks in that the manual process is time-consuming and the automatic method introduces the risk of downgrading the quality of information that is shared. The recommendation is to experiment with a combination of user, knowledge engineer and agent added data that can be varied depending upon user input and the nature of the community.

- **Provide better interface access.** A commonly occurring criticism of the system was its use of a Java applet to provide the interface. This proved to be slow to load and required a login step in order that the user could be recognized.
It was originally preferred instead of a HTML-based interface because displaying the Ontology (with a collapsing folder structure) would have proved difficult in that format. An alternative would be to provide an application, however this needs to be installed and re-installed every time a change is required which would have been disruptive for a system in its infancy. Also, different versions are required for different operating systems. The Java applet was so unpopular that using one of the alternatives now seems more attractive. The use of JavaScript and DHTML should be considered to allow the interface to operate in a standard browser. If this is not appropriate then the use of an installed application would probably be the best course of action.

- **Provide wider access to functions.** Another drawback with the system that was widely mentioned was the need to login to the system to provide comments, add items, etc. Alternative methods of accessing individual functions of OntoShare should be explored. These might include direct links in notification e-mails to a comment adding facility and support in a web browser for dropping a URL into the system. The intention should be to reduce the effort that is required to use each function.

- **Use richer ontological representation.** The OntoShare ontology currently contains concept relationships of the topic/subtopic type. Other relations are inferred by OntoShare and the user can request to see these. A better way of presenting these to the user is required. This might be a toggle where the relationships are indicated on screen when it is turned on.

- **Provide better support to new users.** When users first login they are often daunted by the interface. Better support should be provided to help them set up their profile and gain familiarity with the available functions. This could be in the form of a 'splash screen' that is shown on the first use of the tool or that can be disabled once users become familiar. This would show tips on usage and a short description of each function.

- **Inform users about an ontology change.** When changes to the ontology are accepted or rejected by the users, they should be notified of the outcome and invited to adjust their profiles accordingly. This will ensure that users can gain access to items added to new areas without having to login and browse the concepts.

The following lessons in relation to the development of ontologies have been learnt:

- **Physical presence is required.** The approach used to produce a domain ontology *i.e.* a group of experts in a focused workshop led by a knowledge engineer
who is physically present, proved to be fruitful. The domain experts have limited
time available, hence it is necessary to be very focused. Had this capture been
carried out over a period of time involving a number of disparate people it would
have probably been a drawn out process, lacking in focus.

- **Domain experts can be expected to produce a taxonomy.** A simple
  ontology in the form of a taxonomy is the most likely outcome from a group of
domain experts asked to contribute in this way. More complex ontologies require
considerably more effort. The OntoShare system is suited to a simple ontology
with topic/subtopic relations.

- **The methodology provides an effective framework for the introduction
  of an ontology-based application.** The application of the methodology to the
case study resulted in the rapid development of an ontology that performed well
in its intended application. Users reported that they found it to be an appropriate
ontology for their domains despite the limited amount of time that was available
for ontology development.

In terms of the evaluation objectives introduced in Section 11.5.4, the following can be
stated:

- Users are generally happy to receive shared knowledge from OntoShare and will
  often read it if it appears interesting and they have enough time. Only a minority
  of users actively share documents in OntoShare (mainly due to time pressures)
  so steps should be taken to make it as easy as possible to share. Data shared
  by users should be augmented with data added by a Knowledge Engineer or an
  information agent.

- Users reported that they found it useful to have the ontology available both when
  browsing for items and when adding items to the system.

- The ontology evolution process proved to be effective. Users were happy to create
  new concepts and these were accepted by the other users. Users reported that
  they found this facility useful although they were less inclined to make use of the
  interesting/not interesting features to evolve individual concept characterisations.
  Better access to facilities such as these has been recommended in order to
  further their usage.

- The ontology that was developed proved to be effective in the case study. It
  performed well in its intended application - measured by the distribution of doc-
  uments that were added to its concepts. Users reported that they found it to be
  an appropriate ontology for their domains of interest.
The results of this evaluation will be used in the continued development and exploitation of OntoShare and related tools.

11.6 Virtual Organization @ EnerSearch

11.6.1 Introduction

EnerSearch is an industrial research consortium focused on IT and energy. Its aim is to create and disseminate knowledge on how the use of advanced IT will impact the energy utility sector, particularly in view of the fact that this industry branch is being liberalized across Europe. EnerSearch has a structure that is very different from a traditional research company. Research projects are carried out by a varied and changing group of researchers spread over different countries (Sweden, US, Netherlands, Germany, France). Many of them, although funded for their work, are not even employees of EnerSearch. Thus, for its knowledge creation function EnerSearch is organized as a virtual research organization. Due to this wide geographical spread, EnerSearch has the character of a virtual organization also from the knowledge distribution point of view. In addition, for the general public interest it maintains a website\(^\text{28}\) where it publishes many of its research results as papers, reports and books. Thus, dissemination of produced knowledge on IT and energy is a key function for EnerSearch. Within the On-To-Knowledge project, EnerSearch investigates whether Semantic Web methods and tools might be helpful to improve on this function, especially focused on its web information provisioning.

Goal of the case study (cf. (Sure & Iosif, 2002)\(^\text{29}\)) on “Virtual Organization” is to enhance the knowledge transfer to researchers in different disciplines and countries, and to specialists from shareholding companies interested in getting up-to-date information about R&D results on IT in Energy. Ontologies will help to enable a content based search on research topics. A special focus in this case study is on the user focussed evaluation of ontology based tools from OTK (QuizRDF and Spectacle) vs. typical keyword based retrieval (EnerSEARCHer) during an experiment.

We now describe how we instantiated in close cooperation with our project partner EnerSearch the On-To-Knowledge Methodology (presented in Part II) in the case study.

\(^{28}\)EnerSearch, see http://www.enersearch.se/

\(^{29}\)Further information on the EnerSearch case study can be found in the On-To-Knowledge deliverables (Iosif et al., 2001; Iosif & Yigge, 2002; Iosif & Mika, 2002)
11.6.2 User-Focussed Evaluation

Since the ontology development was not within the main focus of the case study, we restrict our attention to the experiment about the user-focussed evaluation. In the following we describe how we designed the experiment and present some results. We start by naming potential threads for the experiment and how we face them. Next, we enumerate potential hypothesis for our experiment. Then we show the setting up of the experiment, including the selection of users and the technical solution. Last, but not least, we present some results of the experiment and conclude by a brief summary.

Potential Threads

We identified several potential threads that might affect the experiment. We list the threads and explain our strategy for avoiding them:

- **Users have not time**: One of the major problem with conducting a case study is to make the users interested in doing an evaluation. The test scenario will take 1 to 1.5 hours to finish. Even though our test persons are well aware of the project there has always been the risk that the test users will have problem of finding the time to finish the tests. We designed our experiments from the user perspective. Instruction guides on how to use the tools were sent out in advance, in this way we minimised the chance of getting user problems with the actual test scenario.

- **Users are not interested**: By introducing the case study for our users before the actual test scenario we increased the interest for the project. The major part of the test users also had earlier experiences of the semantic web.

- **Too few users for a comparative study**: An important issue is the choice of subjects who are going to participate. Practical concerns often constraint the experimentation possibilities, for example the accessibility and availability of certain types of subjects. We have identified several types of users and divided them into three different groups according to their background and skills, particularly with respect to their familiarity and expertise with the EnerSearch web, knowledge management, knowledge acquisition tools and techniques. We ended up with 45 test persons that we believe is enough to do statistical comparative studies.

- **Too few comparable tools for a comparative study**: The EnerSearch consortium already uses a tool, the EnerSEARCHer, that is an non-ontology based search tool. It is a normal free text search tool. By combining two other ontology based tools, QuizRDF and Spectacle, we think that we have a good mix for
the case study. With the ontology based search tool, QuizRDF, the user could start simple query consisting of only small number of search terms in order to get a picture on what kind of information that is available in the database. The second ontology based search tool, Spectacle, presents the information according to the inherent structuring that is offered by the ontology and thus gives valuable context for the user.

- **Transfer error for a comparative study:** A problem within the subject experiments is that if one gives a subject the same exact search task to do with two different tools there will be most probably be a transfer error. This means that is rather certain that they will be unlikely to repeat errors the second time they do the task, and that they will remember how they did something and will not need to figure it out the second time around. To avoid this transfer effect, we design three different but comparable scenarios, each involving the same kind of knowledge acquisition task in the same domain but involving a different aspect of the knowledge base.

- **System design:** The system must be logical and effective to use.

**Hypotheses to be explored**

In sum, in designing Semantic Web experiments different design dimensions are of importance: variations in information modes, in target user groups, and in individual information-processing styles (cf. (Iosif & Mika, 2002)). Any experiment must be based on one or more clearly formulated hypotheses that can be verified or falsified, for example by empirical-statistical methods. A possible list of testable hypotheses regarding Semantic Web-based information seeking is:

1. Users will be able to complete information-finding tasks in less time using the ontology-based semantic access tools than with the current mainstream keyword-based free text search.

2. Users will make fewer mistakes during a search task using the ontology-based semantic access tools than with the current mainstream keyword-based free text search.

3. The reduction in completion and number of mistakes will be more noticeable for less experienced users.

4. The reduction in time will also be more noticeable for users lacking a detailed knowledge of the underlying technical system implementation.
5. The ontology-based semantic access tools will be perceived as more useful than free text search by different types of persons for a broad range of domains and knowledge-acquisition scenarios.

6. The effort for developing and maintaining the ontology and information structure will not significantly exceed the effort to develop and maintain the free text approach.

In a field experiment we tested hypotheses such as these for their significance. Furthermore we investigated how their validity varies with different information modes, target user groups, and individual information-processing styles.

**Setting up the Experiment**

The involvement of knowledge users in the experiment from the beginning is important because of the interaction between the users and tasks on the one hand, and their pre-knowledge, or lack thereof, of domain and/or systems on the other hand. We identified several types of target users for the tests through conducting a set of pre-trial interviews. As a result, the evaluation experiment includes three different types of interest groups.

One group consists of staff members from four different shareholder companies (the companies involved in the case study are: Sydkraft AB, Sweden, Iberdrola from Spain, Electricidade de Portugal, and ECN, The Netherlands). A second group consists of researchers from different scientific fields, several having at some time participated in EnerSearch projects. The third and final group intends to represent more or less a general outside audience and consists of students (studying at the department of software engineering and computer science at the Blekinge Institute of Technology in Sweden).

Finding information on a personal basis is important for all of these three groups, but for various reasons (that well reflect those found in geographically spread virtual organizations) they are generally limited in their time to invest for searching knowledge. The majority of the test users are familiar with the EnerSearch web and have used it before. There were of course also those who had never heard of the EnerSearch web but were introduced to and instructed on how the EnerSearch web is functioning.

We divided the total of 45 test users into six groups. We then mixed up the order of the questions for each group as well as the tool that each user group should use for answering each question, *i.e.* each group had three blocks – one block per available tool – with ten questions each. We now enumerate the questions that we posed to the test users:
1. Name a Knowledge Management methodology?
2. What approaches are used to describe business processes?
3. How large energy savings did the multi-agent system simulation of building control indicate?
4. When is it reasonable to adapt to changing communication conditions of a channel?
5. How does energy prices in Sweden compare to prices in Europe?
6. How does the liberation of an energy market influence the effectiveness of DSM measures?
7. How can you model the communication between intelligent agents on a society level?
8. How can spot pricing affect a distributor?
9. Name an organization that works with preparing protocol and equipment standards?
10. Who are the owners of EnerSearch?
11. What will happen to the price levels of electricity in Europe the next few years?
12. In what project has Claes Badenschneider been active?
13. Which are the three main mechanisms for a proper utility strategy according to Brousseau et al.?
14. What is the name of the building in Ronneby where a lot of field tests have been performed?
15. When did Hans Ottosson design and implement his first load management system?
16. To whom should a registration for ISPLC 2001 be sent?
17. What are the case studies in the On-To-Knowledge project?
18. What are the two technology-related problem areas where improvements are needed with respect to PLT?
19. To what e-mail address should general questions to EnerSearch be sent?
20. How can agents communicate with devices in an intelligent building?
21. What is life cycle cost and how to calculate it?
22. Which approach could be used to improve utility -customer relationship?
23. How does agent load management benefits the customer?
24. What styles of decision making could be distinguished?
25. What are some of the aspects to consider when assessing the costs of agent based load management?
26. How does load management effects pricing?
27. What are some of the weaknesses of the existing tools used to manage documents?
28. How is Information Technology changing the way organizations operate?
29. What is the name for an interorganizational relationship in which independent organizations share their resources, knowledge, costs and risks in order to produce a product?
30. Where can we find information on virtual organizations?

Please note that some questions were misleading or misspelled on purpose to check how fault-tolerant the used tools are.

The test persons used three different tools: the two ontology-based semantic tools QuizRDF and Spectacle on the one hand and the free text search tool EnerSEARCHer on the other hand. The On-To-Knowledge tools QuizRDF and Spectacle have the following advantages compared to a free text search tool like the EnerSEARCHER:

1. QuizRDF has the advantage that the user can start with simple queries consisting of only small number of search terms in order to get a picture of what kind of information is available in the EnerSearch knowledge base. There is a continuum here from the common keyword-based search to different levels of semantic search.

2. The browsing tool Spectacle presents information according to the inherent structuring that is offered by an underlying domain ontology. This gives a valuable semantic context for the user not available through standard information retrieval tools. The information is presented in such a way that the path that leads to the information adds to the users’ understanding of the semantic role of the information. Each concept chosen is “surrounded” by other ontologically similar concepts. Semantic generalizations and specializations (in different dimensions) are also offered to the user when browsing for information.
Technical Settings of the Experiment

The following Figures 11.22 - 11.25 show screenshots of all three tools during a user trial including the GUI that was used to guide users through the questionnaire during the experiment. The tools are all accessible with a typical browser.

![EnerSEARCHer](image)

Figure 11.22: EnerSEARCHer (free text)

Figure 11.22 shows the setting during the experiment for the EnerSEARCHer. The screen is split into two parts, viz. frames.

On the left hand one sees a frame that is used to guide users through the questionnaire during the experiment. After a user is logged into the system, (s)he gets presented question by question in the upper part and can type in the answers. Along with each answer a user should also note how easy (s)he found to answer a particular question (on a scale from 1-“easy” to 5-“very hard”). If a user could not find any answer (s)he could push the “I give up button”. Each user had to answer 30 questions, i.e. 10 with each tool. The questions were mixed up for different user groups.

On the right hand the currently active tool for answering a question (EnerSEARCHer, QuizRDF or Spectacle) was presented to the user, i.e. the tool a user had to use for answering a question was given in this frame. Here one sees the GUI of EnerSEARCHer,
where one can easily recognize a typical query interface for keyword based search engines.

![EnerSEARCHer results](image)

**Figure 11.23: EnerSEARCHer results**

In our first example screenshot Figure 11.22 the user “Victor Iosif” was currently trying to answer the question 26 “How does load management effects pricing?”. He had to answer the question with EnerSEARCHer. E.g., other users were given QuizRDF or Spectacle. Figure 11.23 shows how EnerSEARCHer presents a result list corresponding to a query to the user (in a typical keyword based search engine like manner).

Figure 11.24 depicts the query interface of QuizRDF. The user can start with entering keywords that (s)he is looking for – similar to a typical keyword based search like EnerSEARCHer. Additionally, (s)he can choose a concept (or “Class”) from a predefined ontology in the upper text box of QuizRDF. QuizRDF then returns documents that are relevant to the chosen concept and/or the given keywords. In the lower part a typical search result is presented. Additionally to the name of a document, QuizRDF gives a short summary of a found document and metadata according to the predefined ontology.

Figure 11.25 illustrates the interface of Spectacle. On the left hand one sees an explorer-tree like browsing structure which is according to the underlying ontology. Spectacle offers the user some predefined views on the ontological structure, e.g., to start a search.
by looking for “Authors”, “Projects” or “Year”. These concepts were identified as an intuitive starting point for the search. Known Projects are shown as childs of the "Projects"-Node, e.g. the On-To-Knowledge project. On the right hand of the interface one can see on the upper side the currently chosen navigational path, e.g. “By Project/OnToKnowledge”. Below the user gets presented the context of a chosen concept,
vis. related concepts. Users may follow these links to narrow down their navigational search. At the bottom one can see a result list indicating the relevant documents for the currently chosen navigational path in the ontology.

Some Results

Each log entry of the experiment contains the following items: question number, answer (text), name of the user, time duration for answering the question, the user group to which the user belongs, the tool used for getting the answer and how easy the user found to answer this question with the particular tool (on a scale from 1-“easy” to 5-“hard” plus 6-“I give up”). In this analysis we concentrated on getting an impression for the hypothesis 1 and 2 (cf. Section 11.6.2), the complete results can be found in (Iosif & Mika, 2002).

Figure 11.26 shows the calculated results for answering the question: “How relatively often did users give (W)rong, (R)ight or (N)o answers with each tool?”. The figure shows the following preliminary results: For EnerSEARCHer, 23,19% of the questions answered in total (with EnerSEARCHer) were wrongly answered, 37,68% were answered right and in 39,19% of the cases the user gave up, thus resulting in having no answer at all for the question. 10,20% of the questions answered by using QuizRDF were answered wrong, 57,14% were answered right and in 32,65% the user gave up. 23,73% of the questions answered by using Spectacle were answered wrong, 40,68% were answered right and in 35,59% cases the user gave up.

![Figure 11.26: How relatively often did users give (W)rong, (R)ight or (N)o answers with each tool?](image)

Thus, as a first result, our hypothesis 2, “Users will make fewer mistakes during a search task using the ontology-based semantic access tools than with the current mainstream
keyword-based free text search”, is supported by this result.

Figure 11.27 shows the calculated results for answering the question: “What relative average amount of time needed users for (W)rong, (R)ight or (N)o answering of one single question?” We highlight the most relevant detail of this figure (the reader might use the figure for further interpretations): To answer a question right, users needed in average the shortest amount of time with QuizRDF (25,77%), followed by EnerSEARCHer (34,71%) and Spectacle (39,52%).

![Figure 11.27: What relative average amount of time needed users for (W)rong, (R)ight or (N)o answering of one single question?](image)

Thus, as a second result, our hypothesis 1, “Users will be able to complete information-finding tasks in less time using the ontology-based semantic access tools than with the current mainstream keyword-based free text search”, is partially supported by this result.

### 11.6.3 Main Lessons Learned @ EnerSearch

To demonstrate the real value of Semantic Web we need to carry out field experiments. We have outlined a number of hypotheses that we tried to answer to in our case study. We also have described what kind of variables have to be taken into account, how data collection, evaluation, experiment procedure and system design can be done, and we have sketched the importance of the information processing.

Our results indicate that
11.7 Overall Lessons Learned in On-To-Knowledge

1. our hypothesis 2, “Users will make fewer mistakes during a search task using the ontology-based semantic access tools than with the current mainstream keyword-based free text search”, is supported by our results, and

2. our hypothesis 1, “Users will be able to complete information-finding tasks in less time using the ontology-based semantic access tools than with the current mainstream keyword-based free text search”, is partially supported by our result.

As a general conclusion we summarize that the ontology based tools are generally at least as good as the keyword based tool and to some extent they are better. The complete results, e.g. including also the results for other hypotheses, can be found in (Iosif & Mika, 2002). This deliverable also contains a chapter on technology-focussed evaluation of the On-To-Knowledge tool suite.

11.7 Overall Lessons Learned in On-To-Knowledge

We conclude this chapter presenting the main lessons learned from applying the methodology in the case studies of On-To-Knowledge. Further information about the project can e.g. be found in the Final Project Report (Fensel et al., 2002).

- Early ontology development is often unstructured brainstorming rather than careful design. Such brainstorming is currently unsupported by many ontology engineering tools like Protégé or OilEd (cf. Section 13.2). We relied on an integrated a commercially successful and widely used brainstorming tool. We extended the functionalities of this tool to meet our requirements, in particular we connected the tool and OntoEdit via the plug-in Mind2Onto to close the gap between capturing and formalization of knowledge.

- Different processes drive KM projects, but “Human Issues” might dominate other ones (as already outlined by Davenport). We had to learn hard lessons there, two of the case studies were heavily affected by major internal restructurings of the companies, viz. the Swiss Life and the BT case studies.

- Guidelines for domain experts in industrial contexts have to be pragmatic, otherwise they are unlikely to be understood and to be used at all.

- Collaborative ontology engineering requires physical presence and advanced tool support. On the one hand we not only had to train, support and guide domain experts, but also to personally motivate them to contribute to our project. On the other hand they could work in the mean time by themselves on “their part of the ontology” due to the strong support of the tools.
12 OnToWeb

In this chapter we present work performed within the thematic network OnToWeb. In Section 12.1 we introduce the main goals of the network and present an overview of our contributions within the network. The focus in the following sections is on two topics: (i) the creation of the OnToWeb Semantic Portal on top of our conceptual architecture for SEmantic portALs (SEAL) (cf. Section 12.2) and (ii) the evaluation of ontology based tools in the workshop on "Evaluation of Ontology based Tools (EON)" (cf. Section 12.3).

References: This chapter is mainly based on (Studer et al., 2002), (Maedche et al., 2002b), (Sure, 2002c), and (Sure & Angele, 2002).

12.1 About the Thematic Network

The EU IST-2000-29243 "OnToWeb: Ontology-based Information Exchange for Knowledge Management and Electronic Commerce" thematic network\(^1\) is a part of the Information Societies Technologies (IST) Programme of the European Union (EU). The thematic network has currently over 100 partners coming from academia and industry. Most of them are located in Europe, but there exist also strong links to communities in the United States of America and Asia. The main objectives of OnToWeb are described in the OnToWeb Annex:

"The goal of OnToWeb Network is to bring researcher and industrials together enabling the full power ontologies may have to improve information exchange in areas such as: information retrieval, knowledge management, electronic commerce, and bioinformatics. It will also strengthen the European influence on standardization efforts in areas such as web languages

\(^1\)OnToWeb, see http://www.ontoweb.org
(RDF, XML), upper-layer ontologies, and content standards such as catal-
ogues in electronic commerce."
(OntoWeb, 2001)

The OntoWeb Annex continues with the expected main results:

1. A technical roadmap on the state of the art of the WWW of the next generation
   plus guides to Industrial and Commercial Applications.

2. A series of European and international workshops that bring together leading
   researchers and industrials.

3. A web portal on advanced knowledge management and electronic commerce.

4. Contributions in content and language standardization.

5. A scientific journal and educational material.

Inherently the major goal of the thematic network OntoWeb is the dissem-
ination of related research in numerous deliverables as well as workshop
and conference proceedings. The work described in this thesis contributed
mainly to the items 1, 2 and 3 as described in the following enumeration
that is corresponding to the previous one.

1. The main Parts II, III and IV of this work, i.e. the On-To-Knowledge
   Methodology, OntoEdit and the case studies, have been contributed to a se-
   ries of technical roadmap deliverables, cf. (Gómez-Pérez et al., 2002b; 2002a;
   Fernández-López et al., 2002; Léger et al., 2002a; 2002b).

2. As part of the activities in the “Special Interest Group on Tools (SIG4)” a work-
   shop on “Evaluation of Ontology-based Tools (EON2002)” was held (cf. (Sure &
   Angele, 2002)). The workshop included an experiment for evaluating different
   state-of-the-art Ontology Engineering Environments. We describe the aims, re-
   sults and lessons learned of the workshop in Section 12.3.

Furthermore, OntoEdit’s collaborative and inferencing capabilities (cf. Part III)
have been presented at two OntoWeb sponsored conferences, viz. at the ISWC
2002\(^2\) (cf. (Sure et al., 2002a)) and the ODBASE 2002\(^3\) (cf. (Sure et al., 2002b)).

\(^2\)First International Semantic Web Conference: The Semantic Web (ISWC 2002)”, cf. (Horrocks &
Hendler, 2002), see http://iswc.semanticweb.org/.

\(^3\)First International Conference on Ontologies, Databases, and Applications of Semantics for Large-
Scale Information Systems (ODBASE 2002)”, co-located with the “Confederated International
Conferences: On the Move to Meaningful Internet Systems (CoopIS, DOA, and ODBASE 2002)”,
3. A Semantic Portal for the OntoWeb Community has been established (cf. (Spyns et al., 2002b)) on top of the conceptual architecture SEAL for “SEmantic portALs” (cf. (Maeche et al., 2002b; Studer et al., 2002)). The work on the portal has also been described in a series of OntoWeb deliverables, cf. (Studer et al., 2001b; 2001a; Major et al., 2002). This work was performed in collaboration with our partner, the StarLab at the Free University of Brussels headed by Robert Meersman. They provided the advanced browsing and querying facilities of the OntoWeb Semantic Portal based on the DOGMA Server (cf. (Meersman, 1999; Jarrar & Meersman, 2002; Spyms et al., 2002a)). A detailed description of the collaborative results can be found in (Spyms et al., 2002b). We illustrate the OntoWeb Semantic Portal in the following Section 12.2.

12.2 SEmantic portAL (SEAL) of OntoWeb

In this section we present the AIFB part of the OntoWeb Semantic Portal. Providing the complete picture (including the work of our project partner, the StarLab of the Free University of Brussels (VUB)) is beyond the scope of this work, a detailed description of the complete portal, including the advanced querying and browsing facilities provided by the DOGMA Server (cf. (Meersman, 1999; Jarrar & Meersman, 2002; Spyms et al., 2002a)) can be found in (Spyms et al., 2002b).

We start with a motivation for our architecture for Semantic Portals in Section 12.2.1 and show different aspects on web information integration in Section 12.2.2 and website management in Section 12.2.3. Then we illustrate the implementation of the OntoWeb Semantic Portal in Section 12.2.4 with a focus on the underlying process model for publishing content in Section 12.2.5. We conclude by describing future directions for SEAL and OntoWeb in Section 12.2.6.

12.2.1 Motivation for Semantic Portals

The recent decade has seen a tremendous progress in managing semantically heterogeneous data sources. Core to the semantic reconciliation between the different sources is a rich conceptual model that the various stakeholders agree on, an ontology. The conceptual architecture developed for this purpose now generally consists of a three layer architecture comprising (cf. (Wiederhold, 1993; Wiederhold & Genesereth, 1997))

1. heterogeneous data sources (e.g., databases, XML documents, but also data found in HTML tables),

2. wrappers that lift these data sources onto a common data model (e.g. OEM (Papakonstantinou et al., 1995) or RDF (Lassila & Swick, 1999)),
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3. integration modules (mediators in the dynamic case) that reconcile the varying semantics of the different data sources.

Thus, the complexity of the integration/mediation task could be greatly reduced.

Similarly, in recent years the information system community has successfully strived to reduce the effort for managing complex web sites (Anderson et al., 1999; Ceri et al., 1999; 2000; Fraternali & Paolini, 1998; Fernandez et al., 2000; Mecca et al., 1999). Previously ill-structured web site management has been structured with process models, redundancy of data has been avoided by generating it from database systems and web site generation (including management, authoring, business logic and design) has profited from recent, also commercially viable, successes (Anderson et al., 1999). Again we may recognize that core to these different web site management approaches is a rich conceptual model that allows for accurate and flexible access to data. Similarly, in the hypertext community conceptual models have been explored that implicitly or explicitly exploit ontologies as underlying structures for hypertext generation and use (Crampes & Ramwez, 2000; Rossi et al., 2000; Goble et al., 2001).

SEAL is our conceptual architecture for SEMantic PortALs that aims at facilitating the management of community web sites and web portals on an ontology basis. The ontology supports queries to multiple sources (a task also supported by semi-structured data models (Fernandez et al., 2000)), but beyond that it also includes the intensive use of the schema information itself allowing for automatic generation of navigational views\(^4\) and mixed ontology and content-based presentation. The core idea of SEAL is that Semantic Portals for a community of users that contribute and consume information (Staab et al., 2000) require web site management and web information integration. In order to reduce engineering and maintenance efforts SEAL uses an ontology for semantic integration of existing data sources as well as for web site management and presentation to the outside world. SEAL exploits the ontology to offer mechanisms for acquiring, structuring and sharing information between human and/or machine agents.

The SEAL conceptual architecture (cf. Figure 12.1; details to be explained subsequently below) depicts the general scheme. Approaches for web site management emphasize on the upper part of the figure and approaches for web information integration focus on the lower part while SEAL combines both with an ontology as the knot in the middle.

The origins of SEAL lie in Ontobroker (cf. (Decker et al., 1999)), which was conceived for semantic search of knowledge on the Web and also used for sharing knowledge on the Web (cf. (Benjamins & Fensel, 1998; Benjamins et al., 1999)), also taking

\(^4\)Examples are navigation hierarchies that appear as has-part-trees or has-subtopic trees in the ontology.
advantage of the mediation capabilities of ontologies (cf. Fensel et al., 2000a). It then developed into an overarching framework for search and presentation offering access at a portal site (cf. Staab et al., 2000). This concept was then transferred to further applications (cf. Angele et al., 2000; Sure et al., 2000) and constitutes the technological basis for several Semantic Portals, viz. (i) the “OntoWeb Semantic Portal” (which is, as mentioned before, also based on the DOGMA Server approach of the StarLab, cf. Spyns et al., 2002b), (ii) the portal of the Institute AIFB that is also called “AIFB Semantic Portal”6, and (iii) the “KA2 Community Web Portal”7. It now combines the roles of information integration in order to provide data for the Semantic Web and for a Peer-to-Peer network with presentation to human Web surfers.

12.2.2 Web Information Integration

One of the core challenges when building a data-intensive web site is the integration of heterogeneous information on the WWW. The recent decade has seen a tremendous
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7KA2 Community Web Portal, http://ka2portal.aifb.uni-karlsruhe.de
progress in managing semantically heterogeneous data sources (Wiederhold & Gene-
sereth, 1997; Fernandez et al., 2000). The general approach we pursue is to "lift" all the
different input sources onto a common data model, in our case RDF(S) (cf. (Lassila
& Swick, 1999; Brickley & Guha, 2002)). Additionally, an ontology acts as a semantic
model for the heterogeneous input sources. As mentioned earlier and visualized in our
conceptual architecture in Figure 12.1, we consider different kinds of data sources of
the Web as input.

1. First of all, to a large part the Web consists of static HTML pages, often semi-
structured, including tables, lists, etc. We have developed an ontology-based
HTML wrapper that is based on a semi-supervised annotation approach. Thus,
based on a set of predefined manually annotated HTML pages, the structure of
new HTML pages is analyzed, compared with the annotated HTML pages and
relevant information is extracted from the HTML page. The HTML wrapper is
currently extended to also deal with heterogeneous XML files.

2. We use an automatic XML (cf. (Bray et al., 2000)) wrapping approach that has
been introduced in (Erdmann & Studer, 2001; Erdmann, 2001). The idea behind
this wrapping approach is that these XML documents refer to an DTD that has
been generated from the ontology. Therefore we automatically generate a
mapping from XML to our data model so that integration comes for free.

3. Data-intensive applications typically rely on relational databases. A relational
database wrapping approach (Stojanovic et al., 2002c) maps relational database
schemas onto ontologies that form the semantic basis for the RDF statements
that are automatically created from the relational database.

4. In an ideal case content providers have been registered and agreed to describe and
enrich their content with RDF-based meta data according to a shared ontology.
In this case, we may easily integrate the content automatically by executing an
integration process. If content providers have not been registered, but provide
RDF-based meta data on their Web pages, we use ontology-focused meta data
discovery and crawling techniques to detect relevant RDF statements.

12.2.3 Web Site Management

One difficulty of community portals lies in integrating heterogeneous data sources.
Each source may be hosted by different community members or external parties and
fulfills different requirements. Therefore typically all sources vary in structure and de-
sign. Community portals like (in our case) the web site of our own institute require
coherence in hosted information on different levels. While the information integration
aspect (see previous section) satisfies the need for a coherent structure that is provided by the ontology we will now introduce various facilities for construction and maintenance of web sites to offer coherent style and design. Each facility is illustrated by our conceptual architecture (cf. Figure 12.1).

- **Presentation view:** Based on the integrated data in the warehouse we define user-dependent presentation views. First, as a contribution to the Semantic Web, our architecture is dedicated to satisfy the needs of software agents and produces machine understandable RDF. Second, we render HTML pages for human agents. Typically queries for content of the warehouse (cf. Figure 12.1) define presentation views by selecting content, but also queries for schema might be used, e.g. to label table headers.

- **Input view:** To maintain a portal and keep it alive its content needs to be updated frequently not only by information integration of different sources but also by additional inputs from human experts. The input view is defined by queries to the schema, i.e. queries to the ontology itself. Similar to (Grosso et al., 1999) we support the knowledge acquisition task by generating forms out of the ontology. The forms capture data according to the ontology in a consistent way which are stored afterwards in the warehouse.

- **Navigation view:** To navigate and browse the warehouse we automatically generate navigational structures by using combined queries for schema and content. First, we offer different user views on the ontology by using different types of hierarchies (e.g. is-a, part-of) for the creation of top level navigational structures. Second, for each shown part of the ontology the corresponding content in the warehouse is presented. Therefore especially users that are unfamiliar with the portal are supported to explore the schema and corresponding content.

- **(General) View:** In the future it is planned to explore techniques of handling updates on these views. A first approach has been presented in (Volz et al., 2002; 2003).

### 12.2.4 Implementation of the OntoWeb Semantic Portal

The OntoWeb Semantic Portal serves as a platform for the OntoWeb community members to disseminate their activities, events, publications and other related information. The general objective of the portal is described in the OntoWeb Annex:

*The network will provide a portal offering an integrated access to all kind of information related to the network. This portal will offer browsing as well*
as advanced querying facilities as provided by ontology-based approaches to community portals.”
(OntoWeb, 2001)

The OntoWeb Semantic Portal (cf. Figure 12.2) combines the SEAL architecture with the DOGMA approach (cf. (Spyns et al., 2002b)) and as such it is structured according to an ontology which serves as a shared basis for supporting communication between humans and machines (cf. Section 3.3). Our approach aims at semi-automatic construction of a community portal using the community’s meta data to enable information provision, querying and browsing of the portal.

![Figure 12.2: The OntoWeb Semantic Portal](image)

For this purpose we could reuse the SEAL architecture and the DOGMA approach, but we also had to provide facilities for content management. In particular, to ensure
the content quality of the portal we added a process model for reviewing newly inserted content. The process model and its implementation in a publishing workflow are described in the next section.

The ontology is used for several purposes, as sketched in the following.

- **Portal generation & navigation**: The top level navigational structure of the portal is derived from the ontology, i.e. the portal itself is generated from the ontology. As indicated above, this allows for a flexible conceptual modelling of the portal instead of hardwired structure.

- **Acquisition of internal content**: Content can be directly fed into the portal through automatically generated forms. The fields of the forms are derived from the ontology, e.g. for the concept Publication exists the relation hasAuthor with the range Person. When entering data about a new publication a specific form for Publication has therefore a field for capturing authors. This kind of knowledge acquisition was already successfully applied in the Protégé community and is an integral part of Protégé 2000 (cf. (Noy et al., 2000)).

- **Integration of external content**: Each community member can provide meta data, e.g. meta data describing his organization, staff, research directions or publications. All meta data that are structured according to the OntoWeb ontology are transferred into the portal via syndication. The meta data are typically stored in the headers of HTML documents. The enrichment of documents with meta data is usually called annotation (see also Section 5.3).

- **Querying & browsing**: The query and browsing facility on top of DOGMA makes use of the ontology to provide an enhanced searching. Users not only can use keywords for queries, but they also can use the ontology itself to create queries. Typically the precision of the derived answers is much higher than in purely keyword-based retrieval search engines. Also, the user has similar to the well-known Yahoo! directory (cf. (Labrou & Finin, 1999)) a context that allows for refining or generalizing a query. An example is shown in Section 5.4 in Figure 5.3.

In a nutshell, the upper two levels in the conceptual architecture of SEAL (as shown in Figure 12.1) are implemented as KAON Portal (further details can be found e.g. in (Motik et al., 2002; Bozsak et al., 2002)). It generates content objects and provides browsing as well as a query frontend. The lower part of the conceptual architecture, viz. the replication of distributed knowledge into the storage facility of the portal, is done by the collaboration of the KAON Syndicator and the DOGMA Server. Please
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8Protégé Project, see http://protege.stanford.edu/
note that only gathered meta data is replicated and not, e.g., documents. The storage consists of (i) a content management system that allows for creation and management of documents (but not annotations), (ii) the RDF management system that stores ontologies and associated annotations, i.e. meta data, of the content management system.

The syndication process works as follows: the OntoWeb community members provide meta data on their web sites. The meta data are then syndicated into the OntoWeb portal with the KAON Syndicator and are available through the query and browsing interface of the OntoWeb portal. Since these issues exceed the scope of the work we would like to mention the following links to further information:

- Detailed information about the querying and browsing interface that is provided by our project partner StarLab at the Free University of Brussels can be found in (Spyns et al., 2002b). The underlying DOGMA approach, also provided by StarLab, is described e.g. in (Jarrar & Meersman, 2002; Spyns et al., 2002a).

- Further information on how to annotate documents, e.g. by using the OntoMat–Annotizer, are provided by the S-CREAM methodology for (semi-automatically) annotating documents with meta data (cf. (Handschuh et al., 2001; 2002)).

- The idea on collecting meta data from community members originates from the KA2 Community Web Portal, cf. (Benjamins & Fensel, 1998; Benjamins et al., 1999; Staab et al., 2000) for further information. They proposed an extension of HTML 4.0 (cf. (Raggett et al., 1998)), viz. HTML-A (cf. (Erdmann et al., 2000), to annotate HTML pages.

The basic content management features, including the workflow component described in the next section, are provided by the CMF framework\footnote{CMF stands for "Content Management Framework", see http://cmf.zope.org/}, an extension of the ZOPE web application server\footnote{ZOPE, see http://www.zope.org/}. ZOPE and CMF provide the necessary basic infrastructure for the portal, viz. a basic content management framework (CMF) that is flexible and easily extensible. They are both available as open source software, therefore we could re-use the existing components and could extend them with our own (ontology-based) modules.

### 12.2.5 Process Model

OntoWeb as such is an open community. Open communities pose additional constraints since data that is (re)published through the portal could be provided by arbitrary
people. In order to guarantee quality of data in such an environment an additional model regulating the publishing process is required, which prevents foreseeable misuses. To support this requirement the established SEAL architecture was extended with a workflow component which regulates the publishing process. In the following we will begin with introducing the concept of a publishing workflow in general. Afterwards we explain how we instantiated this generic component in OntoWeb.

Publishing Workflows

A publishing workflow is the series of interactions that should happen to complete the task of publishing data. Business organizations have many kinds of workflow. Our notion of workflow is centered around tasks. Workflows consist of several tasks and several transitions between those tasks. Additionally workflows have the following characteristics: (i) they might involve several people, (ii) they might take a long time, (iii) they vary significantly in organizations and in the computer applications supporting these organizations respectively, (iv) sometimes information must be kept across states, and last but not least, (v) the communication between people must be supported in order to facilitate decision making. Thus, a workflow component must be customizable. It must support the assignment of tasks to (possibly multiple) individual users. In our architecture these users are grouped into roles and tasks are represented within a workflow as a set of transitions which cause state changes. Each object in the system is assigned a state, which corresponds to the current position within the workflow and can be used to determine the possible transitions that can validly be applied to the object. This state is persistent supporting the second characteristic mentioned above. Due to the individuality of workflows within organizations and applications we propose a generic component that supports the creation and customization of several workflows.

In fact, each concept in the ontology, which is used to capture structured data within a portal, can be assigned a different workflow with different states, transitions and task assignments. As mentioned above, sometimes data is required to be kept across states. For example, envision the process of passing bills in legislature, a bill might be allowed to be revised and resubmitted once it is vetoed, but only if it has been vetoed once. If it is vetoed a second time, it is rejected forever. To model this behavior, the state machine underlying our workflow model needs to keep information that “remembers” the past veto. Thus, variables are attached to objects and used to provide persistent information that transcends states. Within our approach variables also serve the purpose of establishing a simple form of communication between the involved parties. Thus, each transition can attach comments to support the decision made by future actors. Also meta data like the time and initiator of a transition is kept within the system.
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Workflow in the OntoWeb Portal

Figure 12.3 depicts the default publishing workflow within the OntoWeb portal. In the portal there exist three different types of user roles: user, reviewer and manager. Typically, all portal users have assigned the role user, additionally they might be reviewer or manager. Furthermore, there exist three states: private, pending, and published.

![Publishing workflow diagram](image)

Figure 12.3: Publishing workflow in the OntoWeb portal (i)

In the private state the respective object is only visible to a user himself, the pending state makes it additionally visible to reviewers. In the published state, a given object is visible to all (possibly anonymous) users of the portal. If a user creates a new object the object is in private state. If a user has additionally either a reviewer or a manager role the published state is immediately available through the publish transition. For “normal” users such a transition is not available, instead the object can only be sent for a review leading to the pending state. In the pending state either managers or reviewers can do the transition to the published state (by applying the transition publish) or retract the object leading back to the private state.

The reject transition deletes the object completely. When an object is in the private state, only the user who created it and users with manager roles can view and change

\[11\] This is currently only true within the portal, the content syndicated from other OntoWeb member web sites is trusted. We assume that this kind of data already went through some kind of review.
it. Once an object is in *published* state the modification by the *user* who created it resets the object into *pending* state, thus the modification must be reviewed again. This does not apply to modifications by site *managers*.

We will illustrate the publishing process by an example from the OntoWeb portal itself. Figure 12.4 shows a compilation of a series of relevant parts of screenshots that were captured during a typical review process. The numbers shown in the figure refer to the following actions:

1. **Status: visible**
   - After a *user* entered a new conference, this newly created content object has the state *visible*. It is now visible for the *user*, but not for other *users*.

2. **Submit for review**
   - The *user* submits the object for review.

3. **Status: pending**
   - The object has now the state *pending*.

4. **Pending review**
   - A *reviewer*\(^{12}\) is assigned to review the *pending* object.

---

\(^{12}\) Currently all reviewers get reviewing requests, in the future it is planned to assign reviews according...
5. After checking the content the reviewer publishes the object.

6. The object is now in the state published and therefore publicly available.

However, the work on the OntoWeb portal is an ongoing effort, we will now sketch the future directions for the development of the OntoWeb portal.

12.2.6 Future Directions

It is important to mention that in our current SEAL architecture (and implementation) we mainly apply static information integration building on a warehousing approach. Means for dynamic information integration are currently approached for Peer-2-Peer (P2P) networks, e.g. in the PADLR project.\(^{13}\) P2P applications for searching and exchanging information over the Web have become increasingly popular. The “Edutella”\(^{14}\) approach (cf. (Nejdl et al., 2002b; 2002a)) builds upon the RDF meta data standard aiming to provide an RDF-based meta data infrastructure for P2P applications, building on the recently announced JXTA framework.\(^ {15}\)

Currently there exist two other ontology-based portals developed by members of OntoWeb, viz. the Roadmap Portal\(^ {16}\) and the Edu Portal, each portal having its own ontology as a backbone. Currently the next task for the AIFB and related partners is to integrate all three portals. There exist three different layers for a possible integration approach, each requiring different steps.

1. **Meta data integration:**
   a) Align the three ontologies to meet different requirements.\(^ {18}\)
   b) Publish meta data according to aligned ontology in all three portals.

---

\(^{13}\)PADLR stands for “Personalized Access to Distributed Learning Repositories”, see http://www.learninglab.de/workspace/padlr/

\(^{14}\)Edutella project, see http://edutella.jxta.org

\(^{15}\)JXTA “is short for Juxtapose, as in side by side. It is a recognition that peer to peer is juxtapose to client server or Web based computing – what is considered today’s traditional computing model”, cf. http://www.jxta.org/

\(^{16}\)Roadmap Portal, provided by the Universidad Politecnica de Madrid (UPM), see http://babage.dia.fi.upm.es/ontoweb/vpl/OntoRoadMap/index.html

\(^{17}\)Edu Portal, provided by the Knowledge Media Institute at the Open University and the Queen Mary University of London, see http://qmir.dcs.qmul.ac.uk/ontoweb/

\(^{18}\)An approach for mapping ontologies is e.g. presented in (Maedche et al., 2002a). The OntoMap plugin presented in Section 8.3 already provides an initial implementation for generating mappings. However, all related partners in OntoWeb agreed to start with one single consolidated ontology and to extend the scenario in the future. Main reason for this is to get up and running integrated portals as soon as possible.
c) Syndicate meta data from Edu/Roadmap Portals into the Semantic Portal.

d) **Note:** This means that contents of the Edu/Roadmap Portals are exported to RDF (according to the OntoWeb ontology) and syndicated into the Semantic Portal. This would actually reflect the current architecture of OntoWeb.

2. **Layout alignment:**

   a) Use the layout from the OntoWeb Semantic Portal, *i.e.* use Edu/Roadmap Portal technology, but align layouts to the Semantic Portal to create a uniform look & feel

   b) Unify website layout to the one from the Semantic Portal by using the style files of the Semantic Portal.

   c) Add additional navigational tabs in the interface of the Semantic Portal for Edu/Roadmap Portals that link to the other – still separate – portals.

   d) **Note:** This means that the existing portals remain separate, but a uniform look is provided and the top level navigational structure is the same for all three portals.

3. **Technology integration:**

   a) The content and functionalities of the Edu/Roadmap Portals are transferred into the Semantic Portal, *i.e.* the Semantic Portal is extended by needed functionalities and covers afterwards also the content and functionalities of the Edu/Roadmap Portals.

   b) **Note:** This requires the complete re-implementation of the Edu/Roadmap Portals.

Discussions between all related partners led to the consensus to head for the first option. This consensus is mainly based on the following reasons:

- The solution fits perfectly in the overall OntoWeb portal architecture. The two additional portals are treated as any other web site of OntoWeb members that contributes meta data to the OntoWeb Semantic Portal via syndication.

- The Semantic Web is likely to be highly distributed, the three portals serve as show cases for Semantic Web technologies and should reflect that.
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In this section we present work on evaluation of ontology based tools. This work was performed as part of the work of the “Special Interest Group on Tools (SIG4)” of the OntoWeb thematic network and it presents the state-of-the-art on evaluation of such tools. We introduce the aims of the EON workshop in Section 12.3.1 and illustrate the experiment that was carried out as part of it in the Section 12.3.2 and our contribution to the experiment in Section 12.3.3. After presenting the results of the workshop in Section 12.3.4, we finally sketch future directions for evaluation research on ontology based tools in Section 12.3.5.

12.3.1 Workshop Description

In the “Evaluation of Ontology-based Tools (EON 2002)” workshop the intention was to bring together researchers and practitioners from the quickly developing research areas “ontologies” and “Semantic Web”. Currently the semantic web attracts researchers from all around the world. Numerous tools and applications of Semantic Web technologies are already available and the number is growing fast. However, deploying large scale ontology solutions typically involves several separate tasks and requires applying multiple tools. Therefore pragmatic issues such as interoperability are key if industry is to be encouraged to take up ontology technology rapidly.

The main aim of this workshop was therefore to encourage and stimulate discussions about the evaluation of ontology-based tools. For the future this effort might lead to benchmarks and certifications.

The workshop was divided in two parts: (i) presentations of accepted papers and (ii) discussion of the “EON 2002 Experiment”. The experiment was initiated during the OntoWeb-3 meeting\(^3\) by the participants of the Special Interest Group on Tools (SIG3). The general question was how to evaluate ontology related technologies. To break down this rather complex task into a pragmatic one, the group decided to focus on ontology engineering environments (OEE) as a starting point. These tools are rather common and widely used by the Semantic Web Community and some of the participating members were even tool provider themselves.

It was not intended to provide “yet another ranking of tools”, e.g. XML.com recently

---

\(^3\)EON 2002, held on 30th September 2002 in Siguenza, Spain (cf. (Sure & Angele, 2002)). The workshop was co-located with the conference EKAW 2002 (cf. (Gómez-Pérez & Benjamins, 2002)). Further information, including the proceedings and the experiment contributions, can be found at http://km.aifb.uni-karlsruhe.de/eon2002/.

\(^3\)The OntoWeb-3 meeting was held from 12-14th June 2002 in Sardinia, cf. http://www.ontoweb.org/ for further information.
provided a list of currently available “ontology editors”\textsuperscript{21}. Interestingly enough, many of the tools were unknown even to participants of the OntoWeb Special Interest Group on Tools (SIG3). Tools were listed with their sets of features, but simply listing those features does unreveal how to use them for modelling! Thus, in the experiment it was rather intended to stimulate discussions about design rationales behind the tools that point to directions for future evaluation series. Therefore, an important aspect of the experiment was to keep it as open as possible without putting constraints on the participants to get unbiased pictures of their modelling habits.

For the future the experiment should provide a first basis for “ontology developers guidelines” to support their decision which tool to use for modelling ontologies for specific purposes.

The experiment was based on a domain description, viz. the travelling domain, for which an ontology should be modelled by using a preferred OEE. Submissions to the experiment should include (i) a brief description about design decisions and (ii) the resulting ontology itself. The description should answer the following items with respect to the used OEE:

- What modeling decisions need to be considered during the design?
- What limitations occur?
- ... and why?
- What problems arise due to using different representation languages for export?
- What are the lessons learned from modelling this experiment?

The generated ontologies should be exported into a common representation language. However, most OEEs were designed having specific design rationales from representation formalisms in mind. Therefore they typically have a strong support for their “home language”. To make the results more comparable people were encouraged to provide not only an “home language” export, but also an RDF(S) export.

The next Sections 12.3.2 and 12.3.3 contain the domain description for the travelling domain and a description on how the domain was modelled with OntoEdit. We then conclude by presenting some overall results of the workshop in Section 12.3.4.

12.3.2 Travelling Domain Description

This description of the domain was initially taken for the experiment from (Gómez-Pérez et al., 2002a).

"Let's consider that we are in charge of developing an application for our travel agent in New York, and that we have decided to make use of an ontology to represent explicitly the knowledge that will be used by it. We will focus to travelling and lodging, but leisure time, cultural events, tours, etc., will be considered in further stages of our ontology.

We know that when a client makes a trip, he chooses: transport and accommodation.

Hence, we start by determining the means of transport that are currently available for a travel agency. We will have in our ontology the following ones: planes, trains, cars, ferries, motorbikes and ships. There are no other kinds of transport. From all of them, the travel agency is specially interested in flights, as it is the means of transport mostly used by its customers. In fact, customers are usually interested in the kind of planes that they will fly on: Is it a Boeing, or is it an Airbus? Furthermore, they are even interested in the specific model of the plane in which they will fly (a Boeing 717 or a Boeing 777). We know that each model of transport belongs only to one kind of transportation (e.g., it's either a plane, or a bus, or a car, etc.).

For each flight, the agency knows: the arrival date, the departure date, the arrival city, the departure city, the arrival airport, the departure airport, the prices on first class, business class and economy class, the departure time and arrival time. Time and date will be considered as absolute date.

As for the destinations of customers' travels, they are diverse. Some customers ask for trips to the Statue of Liberty in New York; other ask for trips to Washington, San Francisco, Seattle. There are customers interested in visiting Europe: the most common destinations are London, Paris (either the city or Disneyland Paris) and Madrid. Others are interested in more places, such as Cairo (Egypt). We know that the client can use the following transport to move inside the city: underground, city buses, taxis, and rental cars.

Concerning hotels, the agency recommends in all the cities: hotels, and Bed and Breakfasts. Hotels rank from 1 star hotels to 5 star hotels and each hotel belongs to one of these five categories. For all of them, the agency knows their facilities: address, telephone number, URL, capacity, number of rooms, available rooms, descriptions, dogs allowed, distance to the beach, distance to skiing, etc. The agency also knows the facilities of the rooms: number of beds, rates, TV available, Internet connection, etc.

Once we have defined what are the main elements in our domain, we can go further and try to represent some common sense constraints and deductions that can be performed with them. For instance, we know that it is not
possible to go from America to Europe by train, car, bike or motorbike. Having this information in our system will avoid it to search for possible itineraries using these means of transport when a customer wants to travel to Europe. Another example of this kind of constraint may be related to the distance between the origin and destination of our trip and the available means of transport. If distance between two cities is between 400 and 800 miles, and there is no airport close to one of them, the customer will prefer going by car or by train. The customer also prefer to go by car or train if he hates travel by plane. Distances can be either in km or miles.

Finally, we want to represent knowledge about a concrete trip. John is travelling from Madrid to NY on April 5th, 2002 to see the Statue of Liberty and continuing on to Washington on April 11th. He plans to return to Madrid on April 15th. He has selected two hotels belonging to the Holiday Inn chain in New York and Washington.


12.3.3 Engineering the Model with OntoEdit

For engineering the travelling domain model with OntoEdit (cf. (Sure, 2002c)) we performed the two Knowledge Meta Process steps “Kickoff” and “Refinement” of the On-To-Knowledge Methodology.

Kickoff

In the first step, a semi-formal description of the ontology is created by sketching the most relevant elements of the domain. The early stages of ontology development are often driven by brainstorming like knowledge acquisition sessions. In other projects (cf., e.g., Chapter 11) we made good experiences with creating mind maps as a first draft of relevant elements for a domain. Especially domain experts who were not familiar with modeling preferred using a mind mapping tool instead of directly modeling with an ontology editor. Figure 12.5 shows the mind map created from the natural language description of the domain. We rely on a commercial tool for the creation of electronically mind maps, the MindManager 2002 Business Edition22.

When collaborating with domain experts the time needed for knowledge acquisition is essential, especially in industrial environments. The advantage of using mind maps is (i) the quick generation of a graphical representation of relevant domain elements

(ii) by using an intuitive and rather well-known tool. The creation of this mind map took less than 20 minutes.

However, when it comes to terms of a formal model of the domain, this representation is no longer suitable. This representation does not clearly distinguish between the notions of concepts, relations etc. The only semantics for connections (branches or directed edges) in a mind map is that these elements are “associatively linked”. Closer related elements are typically marked with the same colors. Typically a mind map represents the key concepts and their relationships and to formalize it into an ontology, the ontology engineer has now to decide which elements are concepts, how is the hierarchical “is-a” structure and which elements are other named relationships. In some cases one might find prototypical instances, but constraints like the ones given at the end of the domain description are typically not found in mind maps.
Refinement

The Mind2Onto framework supports the transfer of the mind map\textsuperscript{m} into OntoEdit (cf. Section 7.2). To formalize the mind map\textsuperscript{m} we followed the steps (i) creation of an “is-a” hierarchy of concepts, (ii) adding attributes of concepts and relationships between concepts other than “is-a”, (iii) including prototypical instances and (iv) adding axioms that represent constraints and common sense deductions. At several points we needed to introduce further concepts, that were not obvious at first hand from the domain description but necessary to build a complete model. E.g. we introduced a concept Journey to combine several trips, some others are mentioned in the text below. This reflects the fact that the mind map\textsuperscript{m} is typically covering only the most relevant elements of a domain, but is not intended to represent more complex relationships in a formally consistent way.

Figure 12.6 shows the resulting concept hierarchy. When defining a Trip we made the following assumption to narrow down multiple possible interpretations in the description: Not only for flights, but for every Trip the arrival and departure date, arrival and departure city is known.

A Flight is a specialization of Trip for which in addition the arrival and departure airport and the prices for first, business and economy class are known. The grey shaded relationships shown in Figure 12.7 illustrate the inherited relationships for the selected concept Flight, i.e. the domain of them is Trip. The relationships without shading have as a domain Flight itself.
We made some simple assumptions for defining ranges of the relationships: e.g. the dates are coded as STRING which directly points to the XML Schema definition for strings (http://www.w3.org/2001/XMLSchema#String) – the same holds e.g. for prices/INTEGER. The relationship means_of_transport is firstly defined for Trip with the range Means_of_transport. We then refined it for Flight by specializing the range to Plane that is a subconcept of Means_of_transport (cf. Figure 12.8).

Figure 12.7: Relationships of Flight

Figure 12.8: Relationships for Plane
Accommodation (cf. Figure 12.9) has the subconcepts Hotel and Bed and Breakfast. Beside relationships for the facilities mentioned in the description (address, available rooms etc. ...) one can see relationships to Room and City.

![Concept hierarchy diagram](image1)

Figure 12.9: Relationships of Accomodation

To model the star ranking schema for hotels we added further specializations of Hotel, e.g. One-Star-Hotel (see later in the subsection about instances how we model a particular hotel as an instance). To model that each hotel belongs to one star category, we defined Hotel as an “abstract” concept, i.e. there are no instances of this concept allowed, and all subconcepts like One-Star-Hotel as “concrete” concepts (cf. Figure 12.10). Same holds e.g. for Means of transport and its subconcepts.

![Edit Hotel diagram](image2)

Figure 12.10: “Abstract” vs. “concrete” concepts
We introduced Destination as a superconcept of City (cf. Figure 12.11). For further axioms on top we also included Attraction, Country and Continent. The concepts are related via the located in relationship, e.g. an Attraction is located in a City, a City is located in a Country and a Country is located in a Continent. As shown later this relationship is transitive. City and Attraction are also subconcepts of Destination, i.e. they are multiply inherited. Alternatively one could consider to add Destination as a subconcept of Place, too. In the current scenario that would have no effect. Modelling it this way seemed more intuitive to us.

Last but not least, a Journey has potentially many parts, i.e. it can be related via has part to many instances of Trip that belong to this Journey. For completeness we included also the inverse relationship part of for Trip with the range Journey and defined these two relationships as invers (see later paragraph on axioms).

![Relationships of City](http://www.ontoweb.org/sig3/experiment/ontoedit (\@home\eon2002\OntoEdit)](http://www.ontoweb.org/sig3/experiment/ontoedit (\@home\eon2002\OntoEdit)

Figure 12.11: Relationships of City

We modelled several instances, e.g. shown in Figures 12.12, 12.13 and 12.14\(^2\). Part of them were given in the first part of the description (e.g. the cities New York, Washington etc. and the attractions Statue of Liberty and EuroDisney), others were given in the last section with an example journey for John (cf. Figure 12.14). As shown, John makes two flights (from Madrid to NY and from Washington to Madrid) and one trip with a motorcycle (from NY to Washington).

\(^2\)It is noteworthy that the instances shown in Figure 12.13 are not directly instances of Means of Transport, but rather of it's subconcepts. However, OntoEdit shows in this instance view for a selected concept all instances from the concept itself and its subconcepts.
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Figure 12.12: Instances of City and Attraction

Figure 12.13: Instances of Means of transport and Three Stars Hotel
On top we defined several axioms: located in is transitive (cf. Figure 12.15), e.g. has part is inverse to part of (cf. Figure 12.16), the subconcepts of Hotel are pairwise disjoint (cf. Figure 12.17).

Figure 12.14: Instances of Flight and Trip

Figure 12.15: Transitive relationships
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**Figure 12.16: Inverse relationships**

**Figure 12.17: Disjoint concepts**
A more complex axiom is given in the description by “it is not possible to go from America to Europe by train, car, bike or motorbike” (without restricting the generality we excluded bike because it was not given in the previous section for means of transport). We defined a general axiom in F-Logic that can be used to check whether this constraint holds for all given instances (see also Figure 12.18):

\[
\text{FORALL } T \left( \begin{array}{c}
\text{check(“You cannot travel from North-America to Europe by train, car or motorbike!”}, T) \\
  \leftarrow \text{EXISTS } M, D, A \\
  T \cdot \text{Trip[departure_city} \rightarrow D; \text{arrival_city} \rightarrow A; \\
  \text{means_of_transport} \rightarrow M] \\
  \text{AND } D \cdot \text{City[located_in} \rightarrow \text{“North_America”]} \\
  \text{AND } A \cdot \text{City[located_in} \rightarrow \text{“Europe”]} \\
  \text{AND }(M \cdot \text{Train OR } M \cdot \text{Car OR } M \cdot \text{Motorbike}).
\end{array} \right)
\]

Other given constraints can be formalized similar to this (cf., e.g., Section 9.2 for more examples). To perform a check we simply query for all values of the 2-ary predicate check.

![Figure 12.18: General axioms](https://www.ontoweb.org/sigs/experiment/ontoweb.png)

OntoEdit can be connected to the inference engine Ontobroker (cf. Section 6.6). We are thereby able to perform queries for concepts, relationships, instances etc. E.g. we can ask for all cities and where they are located in. If we enable the axiom for transitivity of the relationship located in (like shown in Figure 12.19) we receive as an answer to that query that e.g. New York is located in USA (an instance of the concept Country) as well as the fact the New York is located in North America (an instance of the concept Continent).

Disabling the axiom for transitivity of the relationship located in (like shown in
12.3 Evaluation Efforts

Figure 12.19: Inferencing with Ontobroker in OntoEdit

Figure 12.20) obviously leads to less answers. Thus, only the fact that New York is located in USA is derived.

Figure 12.20: Switching axioms off in OntoEdit

12.3.4 Main Lessons Learned in EON2002

We conclude this chapter by summarizing the main lessons learned in the EON2002 workshop.

- There exist at least three main categories in which tools can be divided: (i) Frame-oriented tools, (ii) Description Logic-oriented tools and (iii) Natural Language Processing-oriented tools. From the experiment descriptions and discussions at the workshop we derived the following main distinctions of tools and related modelling habits of their users. Quite naturally, the usage of a particular type of tool typically reflected the background of its user since most of the participants in the experiment were members of the corresponding tool developing crews.
- Frame-oriented tools included OntoEdit (Sure, 2002c), Protégé (Noy, 2002), SemTalk (Fillies, 2002) and WebODE (Corcho et al., 2002). Their users tried to stay as close as possible to the given domain description while modelling the domain ontology (cf. Section 3.2) according to the description. *E.g.* they used as concept names the concepts given in the description and modelled only very few additional concepts, that were in the text not explicitly stated.

- Description Logic-oriented tools included OilEd (Bechhofer, 2002), Loom (Gangemi, 2002) and OpenKnoME (Rogers, 2002). Most noteworthy was, that DL models require a rather complete covering of a domain. Therefore some users tended to model numerous additional concepts. One included numerous concepts from a top-level ontology (cf. Section 3.2). Another one modelled a detailed description of available transport vehicles and included atypical forms of vehicles such as amphibious vehicles, flying cars or water taxis.

- Natural Language Processing-oriented tools included TERMINAE (Aussenac-Gilles et al., 2002). An important aspect for their users is that the meaning of words and phrases is specific to a domain and can be inferred by observing the regularities of their use (in documents for instance). Thus, they also tend to model those concepts given in the description. The main interest is not to provide a powerful representation but rather the linkage of an ontology and corresponding texts. *E.g.* for given terminological forms the different occurrences of the corresponding terms in the text are given as well as an enumeration of used synonyms. For instance, the terminological form `meansOfTransport` gives the different occurrences of the term in the text, and it says that other terms in the text, “kind of transport” and “kinds of transportation”, are used as synonyms (this example is taken from (Aussenac-Gilles et al., 2002)).

- Another important result of the discussion was regarding the use of the modelled ontologies as a backbone for application systems, *e.g.* a tourist booking system. From a systems point of view, the derived models imply different implementations based on the different notions for modelling constraints. The focus of the discussion was on the distinction between Frame-based and Description Logic-based ontologies, since they presented the majority in the experiment.

- In the Frame-based ontologies the constraints were modelled by using predicates that are “true” or “false” (cf. Section 12.3.3). A violation of these constraints would typically result in an error message, that can be displayed to users. *E.g.* when considering the constraint “it is not possible to go from America to Europe by train, car, bike or motorbike”, one would get an error
message if telling the system that one travels by car from Europe to America. In Description Logic-based models, the model itself does not allow for such facts. However, during the discussion it was unclear how systems based on such ontologies would handle this.

- In Frame-based ontologies the concept hierarchy is explicitly defined whereas in Description Logic models the hierarchy is derived by an inference engine by using subsumption and might change whenever definitions for concepts change. Compared on a qualitative level, Frame-based ontologies are therefore likely to be more stable in their taxonomical structure than Description Logic-based ontologies. When using ontologies for navigational purposes, the Frame-based ontologies therefore seem to be more user-friendly, since users like to follow known paths through navigational structures.

In the end all participants found the discussion and the results very fruitful and agreed that this workshop as a starting point should lead to more formal evaluations of such tools.

12.3.5 Future Directions for EON Experiments

It is planned to continue with performing experiments in different directions. A roadmap for further experiments was set up\textsuperscript{24} considering different dimensions that need to be evaluated. Thereby the more general evaluation framework for technology oriented evaluation presented in Section 4.6 was refined particularly for OEEs.

We will briefly describe the objectives of the experiments, what needs to be done to set up the experiments, who are the intended participants and what is the expected output.

Experiment 1. Evaluation of knowledge models

- **Objective**
  - To analyze which aspects can be and cannot be represented in each tool
  - To analyze how different ontology aspects must be represented in each tool

- **What**
  - Provide problem description in a domain that must be modelled in each tool

\textsuperscript{24}The author would like to thank Oscar Corcho, Asunción Gómez-Pérez and Natalya F. Noy, who initiated this roadmap for future experiments. It was presented by Oscar Corcho at the EON 2002 workshop.
- What characteristic does the description needs to fulfill?
  * Clear and concise?
  * Ambiguous enough? → it allows exploiting the main features of each tool
- No commitments about how ontologies should be modelled

- **Who**
  - KR\textsuperscript{25} experts from each group use their own ontology development tool to model the problem

- **Output**
  - Conclusions and guidelines
    * Which components can be represented with each tool
    * Which information has not been represented
    * Which workarounds are needed in each tool to represent components that are not directly supported in their model (for instance, reification of n-ary relations, need for creating complex logical axioms to represent some pieces of information, etc.)
    * How to represent axioms or constraints
    * How to represent components that allow obtaining new knowledge

### Experiment 2. Usability and edition functionality

- **Objective**
  - To analyze the usability of ontology tools.
    * Clarity and consistency of the user interface
    * Learning time
    * Stability, help system, etc.

- **What**
  - A description of a problem in a domain
  - We can reuse the description of experiment 1\textsuperscript{26}

- **Who**

\textsuperscript{25}KR” stands for “Knowledge Representation”.

\textsuperscript{26}“That means the description of the EON 2002 experiment”, cf. Section 12.3.2.
- KR experts (usability, stability, clarity of the tool’s knowledge model, etc.)
- KR novices (learning)
  * How much training is needed?

**Output**

- Conclusions and guidelines
  * Which functionalities, knowledge models, etc., are easier to learn and use
  * How much knowledge was represented, how long it took, etc.

**Experiment 3. Scalability**

**Objective**

- To analyze hardware and time resources needed to manage large ontologies
  * Thousands of components

**What**

- Select the set of ontologies
  * Mainly concept taxonomies (*e.g.*, UNSPSC)
  * With many relationships between concepts: densely interconnected graphs (*e.g.*, WordNet, Cyc)
  * With many thousands of instances (*e.g.*, UMLS)
- Which measures?
  * Time needed to open/save ontologies
  * Time needed to show the concept hierarchy
  * Time needed to create/update/remove ontology components
  * Time needed to compute simple/complex queries Memory resources needed

**Who**

- No special requirements on people

**Output**

- Conclusions and metrics
  * How large are the ontologies that can be managed in each tool
Experiment 4. Navigability

- **Objective**
  - To analyze how ontology tools allow navigating large ontologies

- **What**
  - Select the set of ontologies
    - As in previous experiment
  - Which measures?
    - How easy is it to search for a component (graphically, text based, etc.)
    - How easy is it to extend the ontology with new components (concepts, instances, relations, etc.)
      - The user must first have an idea about where are the terms he needs, how to extend them, whether what he is trying to do has been already represented somewhere else or not, etc.
    - How easy is it to obtain a small part of the ontology
    - How easy is it to integrate components from different ontologies
    - How easy is it to read the documentation provided (in whatever formats it is provided by the tool)
    - Etc.

- **Who**
  - No special requirements on people

- **Output**
  - Conclusions and metrics
    - How large are the ontologies that can be navigated in each tool
    - How well did tools perform with respect to the above mentioned measures

Experiment 5. Interoperability

- **Objective**
  - To analyze how ontologies can be exchanged (exported and/or imported) between:
    - Tools
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- Ontology-related tools
- General knowledge & software-engineering tools
  * Ontology languages

- **What**
  - Select the set of ontologies
    * The ontologies developed in experiment 1\textsuperscript{27}

- **Who**
  - KR experts to evaluate results

- **Output**
  - Conclusions, metrics and guidelines:
    * Quality of exportations and importations
    * Interoperability
    * How exported/imported ontologies can be integrated in different systems
    * In which cases it is better to use one ontology tool or another for different domains and with different modelling/reasoning needs.

**Experiment 6. Other functionalities**

- **Objective**
  - To create a list of functionalities of each tool

The proposal for the next EON 2003 workshop is already submitted \textit{(cf. (Sure et al., 2003b))}, it is currently being discussed which of the described experiments will be carried out as part of the workshop.

\textsuperscript{27}That means the description of the EON 2002 experiment, \textit{cf. Section 12.3.2}
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Part V

Related Work & Conclusions

“The important thing is not to stop questioning.”
— Albert Einstein
13 Related Work

This part contains (i) related work and (ii) conclusions. In this chapter we present related work on methodologies in Section 13.1, on tools in Section 13.2 and on related case studies in Section 13.3.

13.1 Related Work on Methodologies

A first overview on methodologies for ontology engineering can be found in (Fernández-López, 1999). More recently, there have been joint efforts of OntoWeb members (cf. Chapter 12), who produced an extensive state-of-the-art overview of methodologies for ontology engineering (cf. (Gómez-Pérez et al., 2002b; Fernández-López et al., 2002)). There exist also deliverables on guidelines and best practices for industry (cf. (Léger et al., 2002a; 2002b)) with a focus on applications for E-Commerce, Information Retrieval, Portals and Web Communities. With respect to this work, especially the following approaches are noteworthy.

Since we believe that one of the main strong points is the tool support we offer for our methodology, we already give pointers to tools in the next section, whenever tool support is available for a methodology.

CommonKADS (Schreiber et al., 1999) is not per se a methodology for ontology development. It covers aspects from corporate knowledge management, through knowledge analysis and engineering, to the design and implementation of knowledge-intensive information systems. CommonKADS has a focus on the initial phases for developing knowledge management applications, we therefore relied on CommonKADS for the early feasibility stage. E.g. a number of worksheets is proposed that guide through the process of finding potential users and scenarios for successful implementation of knowledge management. CommonKADS is supported by PC PACK, a knowledge elicitation tool set, that provides support for the use of elicitation techniques such as interviewing, i.e. it supports the collaboration of knowledge engineers and domain experts.
**Cyc** (Lenat & Guha, 1990) arose from experience of the development of the Cyc knowledge base (KB)\(^1\), which contains a huge amount of common sense knowledge. Cyc has been used during the experimentation in the High Performance Knowledge Bases (HPKB), a research program to advance the technology of how computers acquire, represent and manipulate knowledge\(^2\). Until now, this methodology is only used for building the Cyc KB. However, Cyc has different micro-theories showing the knowledge of different domains from different viewpoints. In some areas, several micro-theories can be used, and each micro-theory can be seen from different perspectives and with different assumptions. The Cyc project strongly enhanced the visibility of the knowledge engineering community, but at the same time it suffered from his very high goal to model “the world”. Recently this goal has been lowered and now one has divided this too complex task into smaller ones, e.g. the Cyc top-level ontology was separated.

Recently, the **DOGMA** modelling approach (Jarrar & Meersman, 2002; Spyns et al., 2002a) has been presented. The database-inspired approach relies on the explicit decomposition of ontological resources into *ontology bases* in the form of simple binary facts called lexons and into so-called ontological commitments in the form of description rules and constraints. The modelling approach is implemented in the DOGMA Server, e.g. underlying (jointly with AIFB technology) the OntoWeb Semantic Portal (cf. Chapter 12), and accompanying tools such as the DOGMAModeler tool set.

The **Enterprise Ontology** (Uschold & King, 1995) (Uschold et al., 1998) proposed three main steps to engineer ontologies: (i) to identify the purpose, (ii) to capture the concepts and relationships between these concepts, and the terms used to refer to these concepts and relationships, and (iii) to codify the ontology. In fact, the principles behind this methodology influenced many work in the ontology community and they are also reflected in the steps kickoff and refinement of our On-To-Knowledge Methodology and extended them. Explicit tool support is given by the Ontolingua Server, but actually these principles heavily influenced the design of most of the more advanced ontology editors.

The **KACTUS** (Bernaras et al., 1996) approach requires an existing knowledge base for the ontology development. They propose to use means of abstraction, i.e. a bottom-up strategy, to extract on ontology out of the knowledge base as soon as an application in a similar domain is built. There is no specific tool support known for this methodology.

**METHONTOLOGY** (Gómez-Pérez, 1996; Fernández-López et al., 1999) is a methodology for building ontologies either from scratch, reusing other ontologies as they are, or by a process of re-engineering them. The framework enables the construction of ontologies at the “knowledge level”. The framework consists of: identification

---

\(^{1}\)Cyc knowledge base, see [http://www.cyc.com](http://www.cyc.com)

\(^{2}\)HPKB, see [http://reliant.teknowledge.com/HPKB/about/about.html](http://reliant.teknowledge.com/HPKB/about/about.html)
of the ontology development process where the main activities are identified (evaluation, configuration, management, conceptualization, integration implementation, etc.); a lifecycle based on evolving prototypes; and the methodology itself, which specifies the steps to be taken to perform each activity, the techniques used, the products to be output and how they are to be evaluated. METHONTOLOGY is partially supported by WebODE. Our combination of the On-To-Knowledge Methodology and OntoEdit is quite similar to the combinations of METHONTOLOGY and WebODE. In fact, they are the only duet that has reached a comparable level of integration of tool and methodology. However, we not only cover the development of ontologies, but have a much broader spectrum and include e.g., also the subsequent usage of ontology-based applications in our methodological framework. Also the support for collaboration is much stronger in the On-To-Knowledge Methodology and OntoEdit.

SENSUS (Swartout et al., 1997) is a top-down and middle-out approach for deriving domain specific ontologies from huge ontologies. The methodology is supported by Ontosaurus. The approach does not cover the engineering of ontologies as such, therefore offers a very specialized methodology.

TOVE (Uschold & Grueninger, 1996) proposes a formalized method for building ontologies based on competency questions. We found the approach of using competency questions, that describe the questions that an ontology should be able to answer, very helpful and integrated it in our On-To-Knowledge Methodology.

13.2 Related Work on Tools

An early overview of tools that support ontology engineering can be found in (Duineveld et al., 2000). However, like in the previous section on related work on methodologies, there have been recently joint efforts of OntoWeb members (cf. Chapter 12), who provided an extensive state-of-the-art overview on ontology related tools, including Ontology Engineering Environments (cf. (Gómez-Pérez et al., 2002a)). A sign for the growing interest in Ontologies and tools that support ontology engineering is the (also recently) published comparison of ontology editors on XML.com (cf. (Denny, 2002)).

An evaluation of ontology engineering environments has been performed as part of the EON 2002 workshop (cf. Section 12.3 and (Sure & Angele, 2002)). With respect to this work, especially the following tools are noteworthy.

APECKS (Tennison & Shadbolt, 1998) is targeted mainly for use by domain experts, possibly in the absence of a knowledge engineer, and its aim is to foster and support debate about domain ontologies. It does not enforce consistency nor correctness, and instead allows different conceptualisations of a domain to coexist.

Chimaera (McGuinness et al., 2000a) is primarily a merging tool for ontologies. It
contains only a simple editing environment and relies on the Ontolingua Server for more advanced modelling.

The **DOGMAModeler** is a set of tools for ontology engineering. It relies on ORM (cf., e.g., (Halpin, 2001)) as graphical notion and its cross-bonding ORM-ML to ensure easy exchange (cf. (Demey et al., 2002)). It supports the database-inspired DOGMA ontology engineering approach and is coupled with the DOGMA Server as a backend.

**KAON Ontomodeller** (Motik et al., 2002; Bozsak et al., 2002) belongs to the KAON tool suite that is currently evolving in collaboration with our partner institute FZI. The system is designed to be highly scalable and relies on an advanced conceptual modelling approach that balances some typical trade-offs to enable a more easily integration into existing enterprise information infrastructure. Compared to this work, the KAON tool suite does not provide such a range of specialized support for collaboration and inferencing. However, since both approaches rely on the OntoMat plugin framework (but they differ in their internal data structures) it is foreseen to integrate the two approaches to make e.g. the methodology plugins exchangeable.

**OilEd** (Bechhofer et al., 2001) is a graphical ontology editor that is dedicated to modelling of DAML+OIL ontologies. Thus, on the one hand it is dependent on a particular representation language, but on the other hand offers strong support for modelling such ontologies. A key aspect of OilEd is the use for FaCT (Horrocks, 1998) to classify ontologies and check consistency via translation from DAML+OIL to the SHIQ description logic. However, the tool is not extensible e.g. by plugins, nor does is provide sophisticated support for collaboration aspects.

The **Ontolingua** (Farquhar et al., 1996) Server is a set of tools and services that support the building of shared ontologies between distributed groups. It provides access to a library of ontologies and translators to languages such as Prolog, CLIPS and Loom. The set of tools was one of the first sophisticated ontology engineering environments with a special focus on the collaboration aspects. However, the development has not kept pace with the evolving current standards such as RDF or DAML+OIL, nor with the state-of-the-art technology.

**Ontosaurus** (Swaartout et al., 1996) consists of two modules: an ontology server, which uses Loom as knowledge representation system, and an ontology `browser server` that dynamically creates HTML pages to display the ontology hierarchy. Translators exist from Loom to Ontolingua, KIF, KRSS and C++. Similar to the Ontolingua Server, it was a milestone in the development of OEEs, but the development has not kept pace with the evolving standards and technologies.

**Protégé** (Noy et al., 2000) is a well established ontology editor with a large user community. The design of the tool is very similar to OntoEdit since it actually was the first editor with an extensible plugin structure and it also relies on the frame paradigm for modelling. Numerous plugins from external developers exist. It also
supports current standards like RDF(S) and DAML+OIL. Recently also support for axioms was added through the “PAL tab” (Protégé axiom language, cf. (Hou et al., 2002)). However, compared to OntoEdit, the inferencing support is not as strong since Ontobroker is fully integrated into OntoEdit. OntoEdit also has advanced capabilities for the distributed development of ontologies. In a nutshell, both tools are quite equal, but each tool has its strengths on particular areas.

WebODE (Arpírez et al., 2001) is an “ontology engineering workbench” that provides various service for ontology engineering. Similar to OntoEdit, it is accompanied by a sophisticated methodology of ontology engineering, viz. METHONTOLOGY (cf. (Gómez-Pérez, 1996; Fernández-López et al., 1999)). In contrast to OntoEdit and Protégé it (both Java standalone applications) is purely web-based and is built on top of an application server. At the same time this gives WebODE an equal level of extensibility. For inferencing services it relies on Prolog. It provides translators to current standards such as RDF(S) and DAML+OIL. OntoEdit has particularly more advanced support for collaboration through specialized plugins and a better integration of the inferencing capabilities. OntoEdit also makes use of inferencing for various purposes. In a nutshell, WebODE is comparable to OntoEdit and Protégé, but again, each tool has its strength on particular areas.

WebOnto (Domingue, 1998) and the accompanying tool Tadzubo support graphical ontology engineering and in particular the argument between users on the ontology design, using text, GIF images and even hand drawn sketches. The strength of this approach lies in the advanced support for communication between ontology engineers and domain experts. However, the tool is not extensible nor does it provide sophisticated and specialized inferencing support.

13.3 Related Work on Case Studies

The growing interest in the Semantic Web is explicated in a growing number of projects in that area. Again, similar to the sections on related work on methodologies and tools, there exist joint efforts of OntoWeb members (cf. Chapter 12), who provided an extensive state-of-the-art overview on projects, business scenarios, initiatives and case studies (cf. (Gómez-Pérez et al., 2002b; Léger et al., 2002a; Brown et al., 2002)). With respect to this work, especially the following initiatives are noteworthy.

The DARPA–DAML programme\(^3\) is a huge effort in the US that actually combines numerous projects in the area of the Semantic Web. The project has similar objectives as the On-To-Knowledge project (cf. Chapter 11). As sketched in Section 6.1, their efforts for designing representation languages, viz. DAML and OIL, were joint into

---

\(^3\)Darpa Agent Markup Language, see http://www.daml.org/
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DAML+OIL. In general, there exist strong links and numerous collaborations between DAML and On-To-Knowledge/OntoWeb.

KA2 (Benjamins & Fensel, 1998; Benjamins et al., 1999) was an initial effort that formed the community around “Knowledge Acquisition”. As such it is the predecessor of OntoWeb and many partners from KA2 are now continuing their collaboration within OntoWeb. As shown in Section 12.2, the community portal of KA2 provided ideas and technology that is re-used in the OntoWeb Semantic Portal.

With respect to our conceptual architecture for SEmantic portALs, SEAL, we would like to mention the following related work. Given the aforementioned difficulties with managing complex Web content (cf. Section 12.2.1), several approaches tried to facilitate database technology to simplify the creation and maintenance of data-intensive websites. Systems, such as ARANEUS (cf. (Mecca et al., 1999)) and AutoWeb (cf. (Ceri et al., 2000)) also take a declarative approach. In contrast to SEAL that relies on standard Semantic Web technologies these systems introduce their own data models and query languages, although all approaches share the idea to provide high-level descriptions of websites by distinct orthogonal dimensions. The idea of leveraging mediation technologies for the acquisition of data is also found in approaches like Strudel (cf. (Fernandez et al., 2000)) and Tiramisu (cf. (Anderson et al., 1999)), they propose a separation according to the aforementioned task profiles as well. Strudel does not concern the aspects of site maintenance and personalization. It is actually only an implementation tool, not a management system. Closest to our approach come OntoWebber (cf. (Y. Jin, 2001)) and IIPS, the “Intelligent Information Presentation System”, (cf. (Lei et al., 2002)), but both concentrate more on the aspect of modelling explicit site models that include also layout information. From our point of view the SEAL framework and it’s application as the OntoWeb portal is rather unique with respect to the collection of methods used and the functionality provided.
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In this chapter we summarize the main contributions of this work in Section 14.1 and, last but not least, present an outlook to future work and research directions in Section 14.2.

14.1 Summary

The On-To-Knowledge Methodology and its accompanying tool support provide an advanced framework for engineering ontology based applications that is highly re-usable for different kinds of domains. We integrated, adapted and extended existing (similar) methodologies. The On-To-Knowledge Methodology is based on the separation of two processes:

(i) the Knowledge Meta Process for developing and employing ontology based knowledge management applications, and

(ii) the Knowledge Process for running them.

The accompanying tools are an extension of the already existing ontology engineering environment OntoEdit and provide specialized support for steps of the Knowledge Meta Process.

We presented the application of the On-To-Knowledge Methodology and its accompanying tool support in a large spectrum of practical scenarios for ontology based knowledge management applications. The scenarios and implementations range

(i) from corporate intranets to the Web,

(ii) from industry to academia, and

(iii) from prototypes to productive systems.
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The presented work has been performed in the EU project On-To-Knowledge and the EU thematic network OntoWeb, both having a large visibility in the Semantic Web community. The lessons learned in On-To-Knowledge are (in a nutshell):

- **Early ontology development** is often unstructured brainstorming rather than careful design.

- **Different processes drive KM projects**, but “Human Issues” might dominate other ones.

- **Guidelines for domain experts in industrial contexts** have to be pragmatic, otherwise they are unlikely to be understood and to be used at all.

- **Collaborative ontology engineering** requires **physical presence and advanced tool support**.

The lessons learned in OntoWeb are (in a nutshell):

- There currently exist (at least) three main categories in which ontology engineering tools can be divided:
  
  1. **Frame-oriented tools**: their users tend to model ontologies as close as possible to a given natural language domain description.
  
  2. **Description Logic-oriented (DL) tools**: in comparison to the Frame-oriented tools, these users tend to model numerous additional concepts to get a rather complete coverage of a domain.
  
  3. **Natural Language Processing-oriented tools**: their users have a main interest in providing a linkage of an ontology and corresponding texts. Thus, in comparison to Frame- and DL-oriented tools, their aim is not to provide a powerful representation.

- Applications that are built on top of ontologies and that are modelled with such tools have the following specialities:
  
  1. In the Frame-based ontologies constraints are modelled by using predicates that are “true” or “false”. A violation of these constraints would typically result in an error message, that can be displayed to users. In Description Logic-based models, the model itself does not allow for such facts.
  
  2. In Frame-based ontologies the concept hierarchy is explicitly defined whereas in Description Logic models the hierarchy is derived by an inference engine by using subsumption and might change whenever definitions
for concepts change. Compared on a qualitative level, Frame-based ontologies are therefore likely to be more stable in their taxonomical structure than Description Logic-based ontologies. When using ontologies for navigational purposes, the Frame-based ontologies therefore seem to be more user-friendly, since users like to follow known paths through navigational structures.

The following outlook presents future extensions and indicates already existing impact of this work on other projects.

14.2 Impacts & Outlook

We finally conclude by presenting some impact that this work already has on current research projects combined with a future outlook on the upcoming research agenda for ontology based knowledge management.

Tighter Integration of Mind Maps

The usage of mind maps\textsuperscript{m} for the initial stages of ontology engineering (by using the Mind2Onto framework, \textit{cf.} Sections 7.2, 11.4 and 11.5) has already successfully been reused in other projects, \textit{e.g.} in the German thematic network “Kompetenznetzwerk Wissensmanagement”\textsuperscript{1}. What is needed next is the tighter technical integration which enables a round-tripping between mind maps\textsuperscript{m} and ontologies to overcome the modelling gap in between. Ideally, domain experts could create and maintain mind maps\textsuperscript{m} while ontology engineers create and maintain accompanying ontologies. Elements of such mind maps\textsuperscript{m} would need to be dynamically mapped into an ontology, changes in one of the entities would result \textit{e.g.} in a structured To-Do list for the other entity.

User-friendly Implementation of OntoClean

Though a mature methodology like OntoClean (\textit{cf.} (Guarino & Welty, 2002)) exists for the evaluation of ontologies, the research field is still rather immature in terms of applicability. The implementation of OntoClean in OntoEdit (\textit{cf.} Section 9.3) was a first step to operationalize the methodology. Still, a typical ontology engineer without special training will unlikely be able to apply the methodology efficiently and effectively. Therefore, a more user-friendly implementation of OntoClean is needed, that encapsulates the philosophical notions into understandable tasks. First discussions with

\textsuperscript{1}Kompetenznetzwerk Wissensmanagement, see \url{http://wimn.server.de}
some of the authors of the OntoClean methodology based on our initial implementation resulted in the idea to create a catalog of questions that helps classifying concepts according to the taxonomy of properties. However, a clear design concept is on the upcoming research agenda.

**Integrating Manual Ontology Engineering and Ontology Learning**

In this work we deal with the *manual* engineering of ontologies in contrast to (*semi*)-*automatic learning* of ontologies. *Ontology learning* (cf. (Maedche, 2002a)) is motivated by the need for quickly generated ontologies that reflect a large volume of content. The main advantage of applying machine learning techniques for ontology learning is seen in avoiding the “knowledge acquisition bottleneck” for the creation of large amounts of ontologies; some drawbacks are (i) the generation of rather weakly structured ontologies and (ii) missing methodological guidelines for integrating ontology learning in ontology engineering. A combination of manual engineering and automatic learning could (i) reduce the time needed during manual engineering and (ii) increase the level of quality gained during learning ontologies. A possible scenario for the tight integration of both approaches could be the manual creation of an initial ontology that is refined in alternating learning and manual sessions.

**Combining Ontologies with Data Mining**

The On-To-Knowledge Methodology has already been applied in other projects, e.g. the “SemiPort” project\(^2\) that aims at combining ontologies with data mining techniques to close the loops of engineering ontologies and using them (cf. (Gonzalez-Olalla & Stumme, 2002)). Usage patterns derived from the navigational footprints users of an ontology based system leave are potentially valuable, e.g. for evaluating how frequently certain ontology parts are used. In the Swiss Life case study on skills management (cf. Section 11.4) it was initially planned to keep track of the usage patterns to provide suggestions which parts of an ontology might need modifications. However, the SemiPort project goes a step further and explores how to use such usage patterns for a more efficient searching in knowledge portals (cf. (Stojanovic et al., 2002d)) such as constituted by our SEAL approach (cf. Section 12.2).

**Maturity Levels for Knowledge Management**

The VISION project\(^3\) will provide a strategic roadmap towards next-generation organisational knowledge management. The On-To-Knowledge Methodology and related

---

\(^2\)http://km.aifb.uni-karlsruhe.de/semiport/

\(^3\)EU IST-2002-38513 VISION project, see http://www.fzi.de/vision/
case studies already served as a valuable input for the collection of best KM practices in the “VISION” project. However, in this work we only partially covered aspects of introducing knowledge management into organizations (cf. Section 4.1). As part of the work in VISION, a holistic approach for the introduction and improvement of KM in organizations is developed (cf. (Hefke & Trunko, 2002)) with a special focus on guidelines for enabling ambient access to knowledge within next-generation applications.

**Making the Semantic Web a Success**

A key issue for making the Semantic Web a large success story is to make the creation of meta data as easy as possible. On the one hand that requires support for the (semi-) automatic annotation of textual documents and the “deep web”, i.e. databases, on the other hand Semantic Web technologies need to be integrated into sophisticated applications (cf., e.g., (Smolle & Sure, 2002)) and, even more important, into standard products (cf., e.g., (Fillies & Sure, 2002)).

Ideally, such technologies are deeply embedded into the daily working desktop (cf. (Staab & Schmitz, 2002)).

Finally, knowledge workers will not perceive technologies anymore, but are used to receive the right answers at the right time in the right context.
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Appendix

‘Synonyms, ordered by estimated frequency’ search for noun ‘appendix’:

Sense 1
appendix – (supplementary material that is collected and appended at the back of a book)
=> addendum, supplement, postscript – (textual matter that is added onto a publication; usually at the end)

Sense 2
appendix, vermiform appendix, vermiform process, cecal appendage – (a vestigial process that extends from the lower end of the cecum and that resembles a small pouch)
=> process, outgrowth, appendage – (a natural prolongation or projection from a part of an organism either animal or plant; ‘a bony process’)

— Derived from WordNet 1.7.1, Copyright 2001 by Princeton University. All rights reserved.
A OntoEdit Outside

This appendix provides (i) a detailed view on OntoEdit from a users' perspective (it therefore extends the description OntoEdit in Section 6.2) and (ii) the example ontology that was used as a running example in Parts II and III. In this chapter, we start the more detailed description of OntoEdit by depicting the historical evolution of OntoEdit and then illustrate step by step the basic functionalities of OntoEdit from a users' perspective. The next Chapter B focusses on the internal aspects of OntoEdit, viz. the implementation of the OntoMat framework. Then, in Chapter C we present the DAML+OIL features, that OntoEdit supports. Finally, we present the example ontology in Chapter D.

History & Facts

The development of OntoEdit was initiated at the Institute AIFB by Alexander Maedche (now: Research Center FZI, Research Group WIM, Karlsruhe) and Dirk Wenke (now: chief developer of OntoEdit at Ontoprise GmbH, Karlsruhe, Germany), and is currently being continued by the constant efforts of Dirk. OntoEdit evolved during the last years from the status of university prototype to commercial product and is now distributed by the company Ontoprise GmbH\(^1\).

During the course of the On-To-Knowledge project (see Chapter 11) OntoEdit was re-implemented by instantiating the OntoMat plugin framework. Several additional plugins for OntoEdit were developed driven by the requirements coming from the case studies in On-To-Knowledge to support different steps of the methodology (see Chapters 4 and 5). These plugins will be described in the following sections. The experiences made with OntoEdit within the project resulted in valuable feedback and guided further directions of OntoEdit's development (e.g. bug fixes, requirements, functionalities).

\(^1\)http://www.ontoprise.de
OntoEdit is developed purely in Java. There exist several distributions aiming at different audiences. E.g. while the freely available OntoEdit Free Edition offers basic functionalities, the OntoEdit Inferencing Edition provides also sophisticated inferencing and, e.g. visualization. The following descriptions are based on OntoEdit version 2.6.

We will now briefly introduce the basic functionalities of OntoEdit.

Main GUI

Figure A.1 depicts the main elements of the GUI. The different menu items on top will be described in the following sections. The buttons represent short cuts to functionalities provided in the menus like “New ontology” or “Save ontology”.

![Figure A.1: The main GUI of OntoEdit](image)

File Menu

The “File” menu (cf. Figure A.2) allows for the following actions:

- **New ontology**: cf. Section A
- **Open ontology**: Allows for browsing through local directories to open existing ontologies.
- **Import / Export**: One may import and export ontologies in numerous representation languages like F-Logic (Kifer et al., 1995), RDF(S) (Brickley & Guha, 2002), DAML+OIL (Horrocks et al., 2001) and in future OWL (Smith et al., 2002). Future evolving formats may be supported by plugins for OntoEdit (cf. Section 6.3).
- **Save ontology / Save ontology as ...**: Usually ontologies are stored in OntoEdit’s internal format, viz. OXML (Ontoprise, 2002c). Other formats are supported by ‘Import / Export’.
- **Close ontology**: Closes an open ontology window (an example for an ontology window is shown in the next section).

- **Exit**: Terminates the execution of OntoEdit.

**New Ontology**

To create a “New ontology” one first has to enter a URI that identifies this ontology uniquely (cf. Figure A.3), e.g. like http://this.is.an/example. If this ontology is to be put on the WWW, one might prefer to choose an URL where the ontology will be made available.

![Creating new ontology](image)

Figure A.3: Insert a URI

A new ontology window (cf. Figure A.4) opens showing several tabs. The “Concepts & Relations” tab is opened with just a root concept called DEFAULT_ROOT_CONCEPT.
We will now describe the tabs shown in Figure A.4 except for the tabs “General Axioms” and “Inferencing” that are described in the Sections 8.3 and 9.4.

![Figure A.4: Create a new ontology](image)

**Concepts & Relations**

Possible actions in the “Concepts & Relations” tab are:

- **Search for a specific concept** *(cf. Figure A.5)*
  
  - To search for a specific concept you can enter the concept name to search for, e.g. “Person”. Finally click the lens button to search.

  ![Figure A.5: Search for a specific concept](image)

- **Concept context menu** *(cf. Figure A.6)*
  
  - To open the context menu one may right click a concept.

- **Insert a new concept** *(cf. Figure A.7)*
  
  - To insert a concept one may either click on the insert-button or select it from the popup-menu that appears after a right-mouse-button click. Then one may “windows-like” enter the identifier of the new concept.
• Delete a concept (not possible for the root concept)
  
  – Select a concept and press the minus button to delete it. One may also use the context menu (right click) to delete a concept.
  
  – All subconcepts of the selected concept will be deleted, too, if they don’t exist in another tree-branch.

• Edit a concept / concept properties (cf. Figure A.8)

  – **External representation(s):** any name or number that identifies uniquely the new concept in a certain language.

  – **Instantiation:**
    * **concrete:** it may exist an object of the given concept.
    * **abstract:** the concept describes only an abstract concept and needs to be specified with a subconcept in order to get a concrete concept (e.g. the root concept).
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![Edit Person](image)

Figure A.8: Edit selected concept / concept properties

- **Documentation**: you should document any assumptions and thoughts about the concept so other persons can understand and use the ontology, too. This can be done in multiple languages.

- **Insert, Delete and Edit**: one may use the “+”, “-” and “e” buttons to insert, delete and edit external representations and documentations.

  - Reorganize - Copy/Move (similar to well-known “copy-and-paste” functionality)
    
    This options allows for copying a concept as an new subconcept of another concept (multiple inheritance) or to move it to another placement in the concept-hierarchy. If one chooses one of these options, a dialog appears where one has to select the new superconcept.

- **Relation context menu (cf. Figure A.9)**

  - To open the context menu right click in the relation area or on a relation

- **Insert a new relation (cf. Figure A.10)**

  - To insert a new relation you need to select a concept first. Right click the concept to open it’s context menu. Select ’insert relation’ from the context menu.
* **Relation ID:** any name or number that identifies uniquely the new relation.

* **Range:** range of the relation (typically another concept, but the XML Schema data types (Biron & Malhotra, 2001) **String**, **Integer** and **Boolean** are supported for defining attributes)
* Some examples for defining ranges:
  * A concept Person has the relation cooperates with(Person, Person),
    so cooperates with has the range 'person' and tells with what
    other person (range) the person cooperates.
  * The relation owns car(Person, BOOLEAN) has the range
    BOOLEAN and says whether a person owns a car or not.
  * For relations inherited from superconcepts OntoEdit lets one refine
    / restrict the range of a relation. *I.e.* the superconcept Organization
    has a relation organizes with the range Events, the subconcept
    Institute inherits the relation organizes, but should be restricted
to organizing Workshops. So, one may double click the relation (has a
gray background, because it is inherited) in the relation view and
change the range from event to workshop.

* Min Card: The minimum cardinality is described best with an example:
  * A Car usually has exactly one Car owner: 'Min Card' and 'Max
    Card' are set to '1'.
  * A Car owner has at least one Car (otherwise it wouldn't be a
car owner): 'Min Card' is set to '1'.
  * A Person e.g. can own a Car, but doesn't need to own one: set 'Min
    Card' to '0'.
  * For relations inherited form superconcepts OntoEdit allows to refine
    / restrict the Min Card (see Range).

* Max Card:*
  * A Car owner can own more than one car so 'Max Card' is set to the
maximum allowed number of cars, *i.e.* 'Max Card' set to '10'.
  * For relations inherited form superconcepts OntoEdit allows to refine
    / restrict the the Min Card. (see Range).

* External Representation: one may enter a relation name for external
representation in different languages including special characters.

* Documentation: one should document any assumptions and thoughts
about the relation so other persons can understand and use the ontology,
too.

* Insert, Delete and Edit: this represents the usual functionality for
external representations and documentations.

Instances Tab

Possible actions in the "Instances" tab are:
- Insert a new instance
- Delete an instance
- Edit an instance (instance properties)

Instances will be displayed for each concept. So if you select a concept in the concept hierarchy, its instances will be displayed in the right area. One should have in mind that all instances of a subconcept are also instances of the concept itself. That means that an instance of Student will be an instance of Person, too, if Student is defined as a subconcept of Person.

To see all instances of the ontology, one simply clicks on the root concept. If relations of an instance contain values, one may expand the instance node to see its values.

**Instance Context Menu**

To open the instance context menu right click in the instances area (cf. Figure A.11).

![Instance Context Menu](image)

**Figure A.11: Context menu for instances**

- **Insert a new instance**: to insert a new instance one has to select it from the popup menu that appears after a right-mouse-button click. Then one may “windows-like” enter the identifier of the new instance.

- **Remove an instance**: to remove an instance one has to select the instance and then to select “remove instance” from the popup menu that appears after a right-mouse-button click.

- **Editing an instance**: selecting an instance and selecting “edit instance” from the popup menu enables the editing of it. The following dialog appears (Figure A.12), where one can select in the first column a relation and in the second column the value this instance should be related to. If the range of the relation
is String, Integer or Boolean one may enter the value in a text field, otherwise
a combo box appears where one can select one of the possible instances.

![Edit Person Interface](image)

Figure A.12: Editing an instance

### Relation Axioms Tab

The “Relation Axioms” tab is used to browse existing relations and to enter axioms
for relations, that means special properties of relations and relations to other relations
(cf. Figure A.13).

![Relation Axioms Tab](image)

Figure A.13: Relation axioms tab

- Symmetric relation \( a R b \Rightarrow b R a \)
  - *I.e.* \( \text{cooperates with}(\text{Person A, Person B}) \)  
  \( \Rightarrow \) \( \text{cooperates with}(\text{Person B, Person A}) \)
  If Person A cooperates with Person B it is true that Person B does also
  cooperate with Person A, therefore you might declare this relation to be
  symmetric.
• Transitive relation \( a \text{ R } b \text{ and } b \text{ R } c \implies a \text{ R } c \)

  – *I.e. can communicate in English with (Person A, Person B)*
  and *can communicate in English with (Person B, Person C)*
  \(\implies\) *can communicate in English with (Person A, Person C)*
  If Person A is able to communicate with Person B in English and Person B speaks English with Person C it is probably true that Person A is able to communicate in English with Person C.

• Inverse relation

  – *I.e. slower than (Car, Car)* is the inverse relation to *faster than (Car, Car)*
  – Relations can be defined as globally or locally inverse.

**Disjoint Concepts Tab**

The “Disjoint Concepts” tab allows to define disjoint concepts (*cf. Figure A.14*). One needs to multi-select concepts in the concept hierarchy and then click on the ‘+’ button to define them as pairwise disjoint. The editor automatically generates the necessary pairs if one selects more than two concepts.

To delete such a pair one needs to select the row in the right window and press ‘-’. Or one may select it from the popup menu that appears after a right mouse click.

![Figure A.14: Disjoint concepts tab](image)

**Identification Tab and Metadata Tab**

The two tabs “Identification” and “Metadata” (*cf. Figures A.15 and A.16*) offer the possibility of giving information about the ontology, e.g. the URI, authors, documentation, etc.
Edit Menu

The “Edit” menu offers typical undo/redo, cut and copy-and-paste functionalities which are not yet fully provided. A similar functionality to copy-and-paste is provided by the reorganization of the concept hierarchy (cf. Section A).
View Menu

The “View” menu shown in Figure A.17 allows for the following actions:

![Figure A.17: View menu](image)

- **Options**: This represents the so-called “Options Manager” of the OntoMat framework (cf. Section 6.3). All preferences for plugins can be set and changed here, e.g. one might add languages that should be supported (cf. Figure A.18).

- **Languages**: OntoEdit supports external representations and documentations in multiple languages. By default English, German and French are supported. Switching to a language means to change the currently shown external representation of concepts and relations in the “Concept & Relations” tab (cf. Section A).

- **Show namespaces**: OntoEdit supports XML namespaces (Bray et al., 1999) for the naming of concepts, relations and instances. This options switches on/off the visualization of namespaces in the GUI (e.g. one can see in this figure the namespaces of the concepts in the concept hierarchy).

Tools Menu

In the “Tools” menu all additional plugins can be managed. Initially the list of available (additonal) plugins is empty, one can only select to open the plugin management like shown in Figure A.19.
Figure A.18: Options for plugins

The plugin management allows for dynamically plugging in and out the plugins during runtime of OntoEdit (cf. Figure A.20). To make plugins available for plugging in, their class files need to be present in the classpath of OntoEdit. The complete package reference is needed to register a plugin with the “Add” button, e.g. edu.unika.aifb.sesame.SesameClientPlugin for the “SesameClientPlugin” plugin. By selecting plugins from the left part of the window and pressing the “>” button, one may register plugins. Deregistration works similar via the “<” button in combination with the right window.

After successfully registering plugins they are immediately available in OntoEdit as shown in Figure A.21. Plugins by default provide entries in the tools menu, but they might also provide buttons, e.g. the “OntologyGenerator” plugin provides “Generate ontology” as menu entry and as button, additional tabs or additional entries in the import and export menu (see above), to name but the typical possibilities.

Windows Menu

In the “Windows” menu one has the typical “Windows-like” features for managing multiple open ontology windows.
Figure A.20: Plugin management during runtime

Figure A.21: Tools menu (ii)

Help Menu

The “Help” menu includes information about the version of OntoEdit, contact information and a user’s guide which is similar to this section.
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This appendix provides a detailed view on the implementation of OntoEdit by instantiating the OntoMat framework. It therefore extends the rather conceptually oriented description in Section 6.3. The appendix starts with a brief description of the history of OntoMat, then continues with a description of all interfaces common to all OntoMat plugins followed by a brief illustration of OntoEdit’s core plugins and finally ends with the planned development steps of the OntoMat framework.

History & Facts

OntoMat was mainly developed by Siegfried Handschuh (Institute AIFB, University of Karlsruhe, Germany) and is publicly available as Open Source. OntoMat is developed purely in Java. The source code of the OntoMat plugin framework is available for download at Source Forge at http://sourceforge.net/projects/ontomat. Other tools based on this framework include the OntoMat-Annotation (also mainly developed by Siegfried Handschuh), a tool that is designed for supporting semi-automatic annotation of heterogeneous data sources (Handschuh et al., 2001; 2002).

Interfaces

In order to build a plugin for the OntoMat framework, either directly the OntoPlugin interface must be implemented or one of its descendants like OntoPluginServiceConsumer or OntoPluginServiceProvider.

In order to simplify the implementation of a plugin there are specialized classes that already implemented these interfaces. E.g. so-called tab-widget plugins are user interface tabs that appear in the main OntoEdit window beside the system tabs such as the classes tab. A tab-widget plugin is simple to write, but it is less powerful.
OntoPlugin

The following methods of the OntoPlugin interface must be implemented by a plugin.

- **init**: This method is called after instantiation of the plugin. The plugin should perform any initializations here. The plugin should try to load its preferences via the framework.

- **canExit**: If any of the plugin returns false, the exit process of the framework is interrupted.

- **exit**: plugin should perform cleanup operations here. First the plugin’s canExit() method is called from the framework. If it returns true, its exit() method is called. After that, the plugin is removed from the internal cache and its buttons and menu are removed from the GUI.

- **getPluginInfo**: The plugin can return here a short information message over itself, e.g. the copyright, the author and the intended purpose.

- **getPluginMenuName**: Should return a name for the plugin that can be displayed in a menu bar. Can return null when there should be no menu item for this plugin.

- **getPluginName**: Should return a user-friendly name for the plugin.

- **getToolbarActions**: plugins that require toolbar buttons should return the actions here. The buttons will appear in an own separator section.

- **getErrorMsg**: Should return an error message describing the status of the plugin. May return null if the status is ok.

- **getMenuActions**: plugins that require menu actions should return them here. The menu items will appear under the Tools | -getPluginMenuName- item.

- **getOptionsPane**: This method should return a subclass of JComponent that implements an option page for the plugin. The option pages will be displayed by the framework when users select the View | Options... menu item. The component should not extend the dimensions (350, 350) approximately. Using JScrollPane or better a JTabbedPane gives more space on the options pane. When the option component is about to be displayed, its setVisible(true) method is called. Again, if the component is to be hidden its setVisible(false) method is called. Any reading or writing of options should take place in that method.
OntoPluginServiceProvider

OntoPluginServiceProvider is the Java interface for an plugin that offer services in form of service classes. A plugin which implements this interface is hence called a service-provider. A plugin that implements the OntoPluginServiceConsumer interface is hence called a service-consumer.

A service-provider supplies on request an instance of the desired service class. The service class can be the plugin itself or a class on that the plugin refers. The service-provider may always return the same instance, or it may construct a new instance for each request. A service class specifies a interface protocol between the service-provider and the service-consumer.

The plugin framework has the function to act a as rendezvous between a service-consumer and a service-provider. The service-consumer may ask the framework to provide an instance of a “service”, based upon a reference to a Java Class object that represent that service.

If such a service has been registered with the framework, then the service-provider associated with the service is asked to provide an instance of that service.

- **getCurrentServices**: This method is not used by the framework yet. In future this method will get the current service selectors for the specified service. A service selector is a service specific parameter, typical examples of which could include: a parameter to a constructor for the service implementation class, a value for a particular service’s property, or a key into a map of existing implementations.

- **getService**: Invoked by the framework, this method requests an instance of a service.

- **getServiceClass**: Invoked by the framework, this method returns the service class.

- **releaseService**: Invoked by the framework, this method releases a reference to the specified service.

OntoPluginServiceConsumer

A plugin that implements the OntoPluginServiceConsumer interface registers its intent to be notified of new services.

- **serviceAvailable**: Invoked by the framework, the service-consumer is notified about a new service.
B OntoEdit Inside

- serviceRevoked: Invoked by the framework, the service-consumer is informed about the deletion of the service.

Core Plugins of OntoEdit

We now illustrate the core plugins of OntoEdit. They shape OntoEdit as an Ontology Engineering Environment on top of the OntoMat plugin framework.

- The GeneralPlugin is an implementation of the OntoPlugin interface. It is always loaded during run-time and cannot be removed with the management console. This plugin represents the host framework. In the option menu it represents the settings for OntoEdit.

- The OntologyServer is a service-provider. It releases the access to a service class with the interface IOntologyServer. This service class contains the data model of the ontology. It supplies for the service-consumer methods for the access to the concepts, relations and instances of the ontology. Complex data types are avoided as parameters of the methods in order to achieve a good information hiding of the service design and therefore to support modularization.

- The OntologyEditor is a service-consumer. It uses the service, which is defined by the IOntologyServer interface. The OntologyEditor supports the construction and modification of ontologies, it visualizes elements of the ontology, e.g. the concepts, relations and instances.

Future Developments of OntoMat

The OntoMat plugin framework will be constantly improved. For the future following functions are planned:


- Internet based update: The framework will support an update mechanism. This will permit it to examine whether on the home page of a plugin a new version is present and to offer this new version to load automatically.

- Recursive plugin architecture: a plugin consist of plugins. For that it needs to be able to act as a plugin container like the framework.
C DAML+OIL features supported by OntoEdit

This appendix provides a detailed description of OntoEdit’s support for importing and exporting DAML+OIL ontology language (cf. (Horrocks et al., 2001)). The description was posted to the “www-rdf-logic@w3.org” mailing list (cf. (Erdmann et al., 2001)).

Executive overview

According to the discussion about the capabilities of the different ontology editors, we would like to describe which language constructs of the DAML+OIL language are supported by OntoEdit 2.0 and which will be supported in future versions. Confer http://www.ontoprise.de/com/start_download.htm for additional information.

OntoEdit fully supports the following DAML+OIL constructs:

- `daml:Ontology`
- `daml:versionInfo, rdfs:comment, rdfs:label`
- `daml:Class, rdfs:Class, rdfs:subClassOf`
- `rdfs:Property`
- `daml:Restriction`
- `daml:cardinality, daml:minCardinality, daml:maxCardinality`
- `daml:onProperty, daml:toClass`
- `daml:inverseOf, daml:TransitiveProperty`
- `daml:disjointWith`
C DAML+OIL features supported by OntoEdit

We are working on the following features to include in OntoEdit:

- `daml:imports`
- `rdfs:subPropertyOf`
- `daml:DataTypeProperty, daml:ObjectProperty`

**Note:** DAML+OIL allows (and encourages) the use of “anonymous classes” that are defined by their properties\(^1\). In general, OntoEdit does not support these implicitly defined classes and expects named classes instead of class-expressions. Thus OntoEdit is somehow restricted to a more OO-like usage of DAML+OIL. Nevertheless, certain information contained in anonymous classes are handled by OntoEdit (cf. property-restrictions).

**Detailed description**

The structure of the following list mirrors roughly the structure of the DAML+OIL reference description (http://www.daml.org/2001/03/reference.html).

**Header**

<http://www.daml.org/2001/03/reference.html#Header>

The DAML+OIL header `daml:Ontology` for ontology definitions and `daml:versionInfo` for metadata information about the ontology are fully supported. Information from `daml:imports` is currently lost. This topic is on our mid-term to-do list, and already realized in OntoEdit’s basic datamodel. Thus only the GUI and import and export filters must be updated.

**Objects and datatype values**

<http://www.daml.org/2001/03/reference.html#Object>

OntoEdit supports instances of classes/concepts as well as atomic values. These atomic values are assumed to be “instances” of XML-Schema datatypes or of types that are derived from XML-Schema. Currently, XML-Schema definitions are not processed while importing DAML+OIL ontologies.

**Class elements**

<http://www.daml.org/2001/03/reference.html#Class>

**and class expressions**

\(^1\)The DAML+OIL concepts “class” and “property” are similar to the concepts “concept” and “relation” in (Bozašek et al., 2002)
The basic DAML+OIL constructs for defining classes and class hierarchies (daml:Class, rdfs:Class, rdfs:subClassOf) are supported.

The daml:disjointWith property of classes will be supported in the next implementation of OntoEdit.

The daml:disjointUnionOf property and all properties assigning equivalence between classes, properties or instances are not supported (e.g. daml:equivariantTo or daml:SameClassAs).

Enumerations
<http://www.daml.org/2001/03/reference.html#Enumerated>

The definition of a class that is defined by a closed list of its members (i.e. the daml:oneOf element) is not supported.

Property restrictions
<http://www.daml.org/2001/03/reference.html#Restriction>

Properties restrictions are handled by OntoEdit although they usually represent anonymous classes. If such an anonymous class is subclassed by a named class the value of the daml:onProperty property is assumed to represent a local property of the subclassing class and all properties of this property belong to the local property. The range of the property is assumed to be the single named class in daml:toClass.

The daml:Restriction is to define unqualified cardinality constraints are supported by OntoEdit. Their qualified parallels daml:cardinalityQ, daml:minCardinalityQ, and daml:maxCardinalityQ are not supported.

Boolean combination of class expressions
<http://www.daml.org/2001/03/reference.html#Boolean>

It is not planned to support the set operators (daml:intersectionOf, daml:unionOf, daml:complementOf) for classes.

Property elements
<http://www.daml.org/2001/03/reference.html#Property>

OntoEdit also supports both global properties and local properties that are restricted to single classes

A property may have at most one rdfs:domain (a named class), cf. daml:toClass above and at most one named class as its rdfs:range.

A distinction between daml:ObjectProperty and daml:DatatypeProperty is currently not made.
Modelling relation hierarchies with rdfs:subPropertyOf will be representable in future versions but will not be supported by the GUI, i.e. one might import/export rdfs:subPropertyOf statements but will not be able to model it explicitly.

Again, the equivalence properties of properties are not supported. The properties `daml:inverseOf` and `daml:TransitiveProperty` are supported, while uniqueness and unambiguousness are not.

**Instances**

http://www.daml.org/2001/03/reference.html#Instances

All legal RDF instances are handled as DAML+OIL instances by OntoEdit, irrespective of their actual serialized (XML/RDF) format. Again, the equivalence properties of instances are not supported.

**Datatype Values**

http://www.daml.org/2001/03/reference.html#Values

Atomic values are handled in the way as the DAML+OIL reference proposes. This is achieved by interpreting all XML-Schema datatypes as special built-in concepts.

`rdf:parseType=‘daml:collection’`

http://www.daml.org/2001/03/reference.html#collection

The DAML+OIL collections and its RDF primitives are not supported by OntoEdit.
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This appendix contains the ontology that is used as a running example in Parts II and III. It is represented in OXML (cf. (Ontoprise, 2002c)), the home storage format of OntoEdit.

```xml
<?xml version="1.0" encoding="UTF-8"?>
<!--Ontology written by Oxml2Writer, (c) Ontoprise GmbH-->
<oxml:ontology
  xmlns:a="http://this.is.an/example"
  xmlns:oxml="http://schema.ontoprise.com/oxml/core/2.0"
  xmlns:oxsd="http://schema.ontoprise.com/datatypes"
  xmlns:xsd="http://www.w3.org/2001/XMLSchema"
  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
  xsi:schemaLocation="http://schema.ontoprise.com/oxml/core/2.0 oxml2.0.xsd"
  id="http://this.is.an/example#"
  rootConcept="a:DEFAULT_ROOT_CONCEPT"
  rootRelation="a:DEFAULT_ROOT_RELATION">
  <oxml:concept id="a:DEFAULT_ROOT_CONCEPT"/>
  <oxml:concept id="a:Software">
    <oxml:externalRepresentation language="en">
      http://this.is.an/example#Software
    </oxml:externalRepresentation>
    <oxml:externalRepresentation language="de">
      http://this.is.an/example#Software
    </oxml:externalRepresentation>
    <oxml:subConceptOf concept="a:DEFAULT_ROOT_CONCEPT"/>
  </oxml:concept>
</oxml:ontology>
```
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```xml
<oxml:concept id="a:OEE">
  <oxml:externalRepresentation language="em">http://this.is.an/example#OEE</oxml:externalRepresentation>
  <oxml:externalRepresentation language="de">http://this.is.an/example#OEE</oxml:externalRepresentation>
  <oxml:subConceptOf concept="a:Tool"/>
</oxml:concept>

<oxml:concept id="a:OntoMat-Plugin">
  <oxml:externalRepresentation language="em">http://this.is.an/example#OntoMat-Plugin</oxml:externalRepresentation>
  <oxml:externalRepresentation language="de">http://this.is.an/example#OntoMat-Plugin</oxml:externalRepresentation>
  <oxml:subConceptOf concept="a:Tool"/>
</oxml:concept>

<oxml:concept id="a:Methodology">
  <oxml:externalRepresentation language="em">http://this.is.an/example#Methodology</oxml:externalRepresentation>
  <oxml:externalRepresentation language="de">http://this.is.an/example#Vorgehensweise</oxml:externalRepresentation>
  <oxml:subConceptOf concept="a:DEFAULT_ROOT_CONCEPT"/>
</oxml:concept>

<oxml:concept id="a:Architecture">
  <oxml:externalRepresentation language="em">http://this.is.an/example#Architecture</oxml:externalRepresentation>
  <oxml:externalRepresentation language="de">http://this.is.an/example#Architektur</oxml:externalRepresentation>
  <oxml:subConceptOf concept="a:DEFAULT_ROOT_CONCEPT"/>
</oxml:concept>
```
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<oxml:concept id="a:Application">
  <oxml:externalRepresentation language="en">
    http://this.is.an/example#Application
  </oxml:externalRepresentation>
  <oxml:externalRepresentation language="de">
    http://this.is.an/example#Anwendung
  </oxml:externalRepresentation>
  <oxml:subConceptOf concept="a:Software"/>
</oxml:concept>

<oxml:concept id="a:Tool">
  <oxml:externalRepresentation language="en">
    http://this.is.an/example#Tool
  </oxml:externalRepresentation>
  <oxml:externalRepresentation language="de">
    http://this.is.an/example#Werkzeug
  </oxml:externalRepresentation>
  <oxml:subConceptOf concept="a:Software"/>
</oxml:concept>

<oxml:concept id="a:Person">
  <oxml:externalRepresentation language="en">
    http://this.is.an/example#Person
  </oxml:externalRepresentation>
  <oxml:externalRepresentation language="de">
    http://this.is.an/example#Person
  </oxml:externalRepresentation>
  <oxml:subConceptOf concept="a:DEFAULT_ROOT_CONCEPT"/>
</oxml:concept>

<oxml:concept id="a:Role">
  <oxml:externalRepresentation language="en">
    http://this.is.an/example#Role
  </oxml:externalRepresentation>
  <oxml:externalRepresentation language="de">
    http://this.is.an/example#Rolle
  </oxml:externalRepresentation>
  <oxml:subConceptOf concept="a:DEFAULT_ROOT_CONCEPT"/>
</oxml:concept>

<oxml:concept id="a:Document"/>
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<xml:externalRepresentation language="en">
  http://this.is.an/example#Document
</xml:externalRepresentation>
<xml:externalRepresentation language="de">
  http://this.is.an/example#Dokument
</xml:externalRepresentation>
<xml:subConceptOf concept="a:DEFAULT_ROOT_CONCEPT"/>
</xml:concept>

<xml:concept id="a:PhD_Thesis">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#PhD_Thesis
  </xml:externalRepresentation>
  <xml:externalRepresentation language="de">
    http://this.is.an/example#Doktorarbeit
  </xml:externalRepresentation>
  <xml:subConceptOf concept="a:Document"/>
</xml:concept>

<xml:concept id="a:Annotation_Editor">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#Annotation_Editor
  </xml:externalRepresentation>
  <xml:externalRepresentation language="de">
    http://this.is.an/example#Annotationeditor
  </xml:externalRepresentation>
  <xml:subConceptOf concept="a:Tool"/>
</xml:concept>

<xml:concept id="a:Ontology">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#Ontology
  </xml:externalRepresentation>
  <xml:externalRepresentation language="de">
    http://this.is.an/example#Ontologie
  </xml:externalRepresentation>
  <xml:subConceptOf concept="a:DEFAULT_ROOT_CONCEPT"/>
</xml:concept>

<xml:concept id="a:Case_Study">
  <xml:externalRepresentation language="en">

  </xml:externalRepresentation>
</xml:concept>
D Example Ontology

</>

<oxml:relation id="a:supported_by">
  <oxml:externalRepresentation language="en">
    http://this.is.an/example#supported by
  </oxml:externalRepresentation>
  <oxml:subRelationOf relation="a:DEFAULT_ROOT_RELATION"/>
  <oxml:inverseRelationOf relation="a:supports"/>
</oxml:relation>

<oxml:relation id="a:supported_by">
  domain="a:Methodology"
  range="a:Software"
</>

<oxml:relation id="a:implements">
  <oxml:externalRepresentation language="en">
    http://this.is.an/example#implements
  </oxml:externalRepresentation>
  <oxml:subRelationOf relation="a:DEFAULT_ROOT_RELATION"/>
  <oxml:inverseRelationOf relation="a:implemented_by"/>
</oxml:relation>

<oxml:relation id="a:implements">
  domain="a:Software"
  range="a:Architecture"
</>

<oxml:relation id="a:implemented_by">
  <oxml:externalRepresentation language="en">
    http://this.is.an/example#implemented by
  </oxml:externalRepresentation>
  <oxml:subRelationOf relation="a:DEFAULT_ROOT_RELATION"/>
  <oxml:inverseRelationOf relation="a:implements"/>
</oxml:relation>

<oxml:relation id="a:implemented_by">
  domain="a:Architecture"
  range="a:Software"
</>
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<oxml:relation id="a:has_part">
  <oxml:externalRepresentation language="en">
    http://this.is.an/example#has_part
  </oxml:externalRepresentation>
  <oxml:subRelationOf relation="a:DEFAULT_ROOT_RELATION"/>
  <oxml:inverseRelationOf relation="a:part_of"/>
</oxml:relation>

<oxml:relation id="a:has_part">
  domain="a:Software"
  range="a:Software"
</oxml:relation>

<oxml:relation id="a:part_of">
  domain="a:Project"
  range="a:Case_Study"
</oxml:relation>

<oxml:relation id="a:part_of">
  domain="a:Software"
  range="a:Software"
</oxml:relation>

<oxml:relation id="a:part_of">
  domain="a:Case_Study"
  range="a:Project"
</oxml:relation>

<oxml:relation id="a:version">
  <oxml:externalRepresentation language="en">
    http://this.is.an/example#version
  </oxml:externalRepresentation>
  <oxml:subRelationOf relation="a:DEFAULT_ROOT_RELATION"/>
</oxml:relation>
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</oxml:relation>

<oxml:relation id="a:version"
    domain="a:Software"
    range="xsd:STRING"
/>

<oxml:relation id="a:has_role">
    <oxml:externalRepresentation language="en">
        http://this.is.an/example#has role
    </oxml:externalRepresentation>
    <oxml:subRelationOf relation="a:DEFAULT_ROOT_RELATION"/>
    <oxml:inverseRelationOf relation="a:carried_by"/>
</oxml:relation>

<oxml:relation id="a:has_role"
    domain="a:Person"
    range="a:Role"
/>

<oxml:relation id="a:developed_by">
    <oxml:externalRepresentation language="en">
        http://this.is.an/example#developed by
    </oxml:externalRepresentation>
    <oxml:subRelationOf relation="a:DEFAULT_ROOT_RELATION"/>
    <oxml:inverseRelationOf relation="a:develops"/>
</oxml:relation>

<oxml:relation id="a:developed_by"
    domain="a:Software"
    range="a:Person"
/>

<oxml:relation id="a:develops">
    <oxml:externalRepresentation language="en">
        http://this.is.an/example#develops
    </oxml:externalRepresentation>
    <oxml:subRelationOf relation="a:DEFAULT_ROOT_RELATION"/>
    <oxml:inverseRelationOf relation="a:developed_by"/>
</oxml:relation>
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/> 

<oxml:relation id="a:invented_by">
  <oxml:externalRepresentation language="en">
    http://this.is.an/example#invented by
  </oxml:externalRepresentation>
  <oxml:subRelationOf relation="a:DEFAULT_ROOT_RELATION"/>
  <oxml:inverseRelationOf relation="a:invent"/>
</oxml:relation>

<oxml:relation id="a:invented_by">
  domain="a:Architecture"
  range="a:Person" />
</oxml:relation>

<oxml:relation id="a:invent">
  <oxml:externalRepresentation language="en">
    http://this.is.an/example#invent
  </oxml:externalRepresentation>
  <oxml:subRelationOf relation="a:DEFAULT_ROOT_RELATION"/>
  <oxml:inverseRelationOf relation="a:invented_by"/>
</oxml:relation>

<oxml:relation id="a:invent">
  domain="a:Person"
  range="a:Architecture"
</oxml:relation>

<oxml:relation id="a:carried_by">
  <oxml:externalRepresentation language="en">
    http://this.is.an/example#carried by
  </oxml:externalRepresentation>
  <oxml:subRelationOf relation="a:DEFAULT_ROOT_RELATION"/>
  <oxml:inverseRelationOf relation="a:has_role"/>
</oxml:relation>

<oxml:relation id="a:carried_by">
  domain="a:Role"
  range="a:Person"
</oxml:relation>

<oxml:relation id="a:used_to_build">
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<xml:externalRepresentation language="en">
  http://this.is.an/example#used to build
</xml:externalRepresentation>
<xml:subRelationOf relation="a:DEFAULT_ROOT_RELATION"/>
</xml:relation>

<xml:relation id="a:used_to_build"
  domain="a:Tool"
  range="a:Application"/>

<xml:relation id="a:used_to_engineer">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#used to engineer
  </xml:externalRepresentation>
  <xml:subRelationOf relation="a:DEFAULT_ROOT_RELATION"/>
  <xml:inverseRelationOf relation="a:engineered_with"/>
</xml:relation>

<xml:relation id="a:used_to_engineer"
  domain="a:OEE"
  range="a:Ontology"/>

<xml:relation id="a:engineered_with">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#engineered with
  </xml:externalRepresentation>
  <xml:subRelationOf relation="a:DEFAULT_ROOT_RELATION"/>
  <xml:inverseRelationOf relation="a:used_to_engineer"/>
</xml:relation>

<xml:relation id="a:engineered_with"
  domain="a:Ontology"
  range="a:OEE"/>

<xml:relation id="a:has_participant">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#has participant
  </xml:externalRepresentation>
</xml:relation>
<xml:subRelationOf relation="a:DEFAULT_ROOT_RELATION"/>
<xml:inverseRelationOf relation="a:participates_in"/>
</xml:relation>

<xml:relation id="a:has_participant"
  domain="a:Project"
  range="a:Person"
/>

<xml:relation id="a:participates_in"
  domain="a:Person"
  range="a:Project"
/>

<xml:relation id="a:carries_out"
  domain="a:Person"
  range="a:Case_Study"
/>

<xml:relation id="a:carried_out_by"
  domain="a:Case_Study"
  range="a:Person"
/>
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<oxml:relation id="a:is_about"
    domain="a:Ontology"
    range="a:Topic"/>

<oxml:relation id="a:subtopic_of">
    <oxml:externalRepresentation language="en">
        http://this.is.an/example#subtopic_of
    </oxml:externalRepresentation>
    <oxml:subRelationOf relation="a:DEFAULT_ROOT_RELATION"/>
    <oxml:algebraicProperty property="transitive"/>
</oxml:relation>

<oxml:relation id="a:subtopic_of"
    domain="a:Topic"
    range="a:Topic"/>

<oxml:instance id="a:OntoEdit">
    <oxml:externalRepresentation language="en">
        http://this.is.an/example#OntoEdit
    </oxml:externalRepresentation>
    <oxml:instanceOf concept="a:OEE"/>
    <oxml:hasRelation relation="a:implements"
        instance="a:OntoMat"/>
    <oxml:hasRelation relation="a:developed_by"
        instance="a:Dirk_Wenke"/>
</oxml:instance>

<oxml:instance id="a:Mind2Onto">
    <oxml:externalRepresentation language="en">
        http://this.is.an/example#Mind2Onto
    </oxml:externalRepresentation>
    <oxml:instanceOf concept="a:OntoMat-Plugin"/>
    <oxml:hasRelation relation="a:developed_by"
        instance="a:York_Sure"/>
    <oxml:hasRelation relation="a:developed_by"
        instance="a:Markus_Zondler"/>
    <oxml:hasRelation relation="a:part_of"
        instance="a:OntoEdit"/>
    <oxml:hasRelation relation="a:supports"
<instance id="a:OntoAnalyzer">
  <externalRepresentation language="en">
    http://this.is.an/example#OntoAnalyzer
  </externalRepresentation>
  <instanceOf concept="a:OntoMat-Plugin"/>
  <developed_by" instance="a:Dirk_Wenke"/>
  <part_of" instance="a:OntoEdit"/>
  <supports" instance="a:On-To-Knowledge_Methodology"/>
  <implements" instance="a:OntoMat"/>
</instance>

<instance id="a:OntoClean_Plugin">
  <externalRepresentation language="en">
    http://this.is.an/example#OntoClean_Plugin
  </externalRepresentation>
  <instanceOf concept="a:OntoMat-Plugin"/>
  <developed_in" instance="a:On-To-Knowledge"/>
  <developed_by" instance="a:York_Sure"/>
  <developed_by" instance="a:Stefan_Lenhart"/>
  <part_of" instance="a:OntoEdit"/>
  <supports" instance="a:On-To-Knowledge_Methodology"/>
  <implements" instance="a:OntoClean_Methodology"/>
  <implements" instance="a:OntoMat"/>
</instance>
<xml:externalRepresentation language="en">
  http://this.is.an/example#OntoKick
</xml:externalRepresentation>

<xml:instanceOf concept="a:OntoMat-Plugin"/>
<xml:hasRelation relation="a:developed_by"
  instance="a:York_Sure"/>
<xml:hasRelation relation="a:developed_by"
  instance="a:ClauS_Boyens"/>
<xml:hasRelation relation="a:developed_in"
  instance="a:On-To-Knowledge"/>
<xml:hasRelation relation="a:implements"
  instance="a:OntoMat"/>
<xml:hasRelation relation="a:part_of"
  instance="a:OntoEdit"/>
<xml:hasRelation relation="a:supports"
  instance="a:On-To-Knowledge_Methodology"/>
</xml:instance>

<xml:instance id="a:Sesame_Plugin">
  http://this.is.an/example#Sesame Plugin
</xml:instance>

<xml:instanceOf concept="a:OntoMat-Plugin"/>
<xml:hasRelation relation="a:developed_by"
  instance="a:York_Sure"/>
<xml:hasRelation relation="a:developed_by"
  instance="a:Stefan_Lenhart"/>
<xml:hasRelation relation="a:developed_in"
  instance="a:On-To-Knowledge"/>
<xml:hasRelation relation="a:implements"
  instance="a:OntoMat"/>
<xml:hasRelation relation="a:part_of"
  instance="a:OntoEdit"/>
<xml:hasRelation relation="a:supports"
  instance="a:On-To-Knowledge_Methodology"/>
</xml:instance>

<xml:instance id="a:Protege">
  http://this.is.an/example#Protege
</xml:instance>

<xml:externalRepresentation language="en"/>
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<oxml:instanceOf concept="a:0EE"/>
</oxml:instance>

<oxml:instance id="a:WebODE">
  <oxml:externalRepresentation language="en">
    http://this.is.an/example#WebODE
  </oxml:externalRepresentation>
  <oxml:instanceOf concept="a:0EE"/>
</oxml:instance>

<oxml:instance id="a:SkiM"
  <oxml:externalRepresentation language="en">
    http://this.is.an/example#SkiM
  </oxml:externalRepresentation>
  <oxml:instanceOf concept="a:Application"/>
  <oxml:hasRelation relation="a:implements" instance="a:OTK_Architecture"/>
  <oxml:hasRelation relation="a:developed_in" instance="a:On-To-Knowledge"/>
</oxml:instance>

<oxml:instance id="a:OntoWeb_Portal"
  <oxml:externalRepresentation language="en">
    http://this.is.an/example#OntoWeb_Portal
  </oxml:externalRepresentation>
  <oxml:instanceOf concept="a:Application"/>
  <oxml:hasRelation relation="a:implements" instance="a:SEAL"/>
  <oxml:hasRelation relation="a:developed_in" instance="a:OntoWeb"/>
</oxml:instance>

<oxml:instance id="a:Dirk_Wenke"
  <oxml:externalRepresentation language="en">
    http://this.is.an/example#Dirk_Wenke
  </oxml:externalRepresentation>
  <oxml:instanceOf concept="a:Person"/>
  <oxml:hasRelation relation="a:develops" instance="a:OntoEdit"/>
  <oxml:hasRelation relation="a:has_role" instance="a:Developer"/>
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</xml:instance>

<xml:instance id="a:Siegfried_Handschuh">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#Siegfried_Handschuh
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Person"/>
</xml:instance>

<xml:instance id="a:York_Sure">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#York_Sure
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Person"/>
  <xml:hasRelation relation="a:participates_in">
    <instance id="a:On-To-Knowledge"/>
  </xml:hasRelation>
  <xml:hasRelation relation="a:participates_in">
    <instance id="a:OntoWeb"/>
  </xml:hasRelation>
</xml:instance>

<xml:instance id="a:Author">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#Author
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Role"/>
</xml:instance>

<xml:instance id="a:Developer">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#Developer
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Role"/>
</xml:instance>

<xml:instance id="a:This_Phd_Thesis">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#This_Phd_Thesis
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:PhD_Thesis"/>
  <xml:hasRelation relation="a:authored_by">
    <instance id="a:York_Sure"/>
  </xml:hasRelation>
</xml:instance>
<xml:hasAttribute relation="a:has_title" range="xsd:STRING">
  <xml:value>
    Methodology, Tools & Case Studies for Ontology-based Knowledge Management
  </xml:value>
</xml:hasAttribute>
</xml:instance>

<xml:instance id="a:OntoMat">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#OntoMat
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Architecture"/>
  <xml:hasRelation relation="a:invented_by" instance="a:Siegfried_Handschuh"/>
  <xml:hasRelation relation="a:implemented_by" instance="a:OntoEdit"/>
</xml:instance>

<xml:instance id="a:SEAL">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#SEAL
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Architecture"/>
</xml:instance>

<xml:instance id="a:OTK_Architecture">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#OTK_Architecture
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Architecture"/>
</xml:instance>

<xml:instance id="a:On-To-Knowledge_Methodology">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#On-To-Knowledge_Methodology
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Methodology"/>
</xml:instance>
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<xml:instance id="a:OntoClean_Methodology">
<xml:externalRepresentation language="en">
    http://this.is.an/example#OntoClean_Methodology
</xml:externalRepresentation>
<xml:instanceOf concept="a:Methodology"/>
</xml:instance>

<xml:instance id="a:Claus_Boyens">
<xml:externalRepresentation language="en">
    http://this.is.an/example#Claus_Boyens
</xml:externalRepresentation>
<xml:instanceOf concept="a:Person"/>
</xml:instance>

<xml:instance id="a:Heiko_Rudat">
<xml:externalRepresentation language="en">
    http://this.is.an/example#Heiko_Rudat
</xml:externalRepresentation>
<xml:instanceOf concept="a:Person"/>
</xml:instance>

<xml:instance id="a:Stefan_Lenhart">
<xml:externalRepresentation language="en">
    http://this.is.an/example#Stefan_Lenhart
</xml:externalRepresentation>
<xml:instanceOf concept="a:Person"/>
</xml:instance>

<xml:instance id="a:Markus_Zondler">
<xml:externalRepresentation language="en">
    http://this.is.an/example#Markus_Zondler
</xml:externalRepresentation>
<xml:instanceOf concept="a:Person"/>
</xml:instance>

<xml:instance id="a:OntoMat-Annotizer">
<xml:externalRepresentation language="en">
    http://this.is.an/example#OntoMat-Annotizer
</xml:externalRepresentation>
<xml:instanceOf concept="a:Annotation_Editor"/>
<xml:hasRelation relation="a:developed_by"/>
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```xml
<oxm:instance id="a:Siegfried_Handschuh"/>
<oxm:hasRelation relation="a:implements" instance="a:OntoMat"/>
</oxm:instance>

<oxm:instance id="a:On-To-Knowledge">
  <oxm:externalRepresentation language="en">
    http://this.is.an/example#On-To-Knowledge
  </oxm:externalRepresentation>
  <oxm:instanceOf concept="a:Project"/>
  <oxm:hasRelation relation="a:has_part" instance="a:BT_Case_Study"/>
  <oxm:hasRelation relation="a:has_part" instance="a:EnerSearch_Case_Study"/>
  <oxm:hasRelation relation="a:has_part" instance="a:Swiss_Life_Case_Study"/>
  <oxm:hasRelation relation="a:is_about" instance="a:Semantic_Web"/>
  <oxm:hasRelation relation="a:is_about" instance="a:Knowledge_Management"/>
</oxm:instance>

<oxm:instance id="a:OntoWeb">
  <oxm:externalRepresentation language="en">
    http://this.is.an/example#OntoWeb
  </oxm:externalRepresentation>
  <oxm:instanceOf concept="a:Project"/>
  <oxm:hasRelation relation="a:is_about" instance="a:Semantic_Web"/>
</oxm:instance>

<oxm:instance id="a:Ontology_Engineering">
  <oxm:externalRepresentation language="en">
    http://this.is.an/example#Ontology_Engineering
  </oxm:externalRepresentation>
  <oxm:instanceOf concept="a:Topic"/>
  <oxm:hasRelation relation="a:subtopic_of" instance="a:Knowledge_Engineering"/>
  <oxm:hasRelation relation="a:subtopic_of" instance="a:Semantic_Web"/>
</oxm:instance>
```
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<xml:instance id="a:Knowledge_Engineering">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#Knowledge_Engineering
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Topic"/>
  <xml:hasRelation relation="a:subtopic_of">
    instance="a:Knowledge_Management"
  </xml:hasRelation>
</xml:instance>

<xml:instance id="a:Knowledge_Management">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#Knowledge_Management
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Topic"/>
</xml:instance>

<xml:instance id="a:Semantic_Web">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#Semantic_Web
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Topic"/>
</xml:instance>

<xml:instance id="a:Skills_Management">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#Skills_Management
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Topic"/>
  <xml:hasRelation relation="a:subtopic_of">
    instance="a:Knowledge_Management"
  </xml:hasRelation>
</xml:instance>

<xml:instance id="a:Virtual_Organization">
  <xml:externalRepresentation language="en">
    http://this.is.an/examples#Virtual_Organization
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Topic"/>
  <xml:hasRelation relation="a:subtopic_of">
    instance="a:Knowledge_Management"
  </xml:hasRelation>
</xml:instance>
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<xml:instance id="a:Knowledge_Sharing">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#Knowledge_Sharing
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Topic"/>
  <xml:hasRelation relation="a:subtopic_of" instance="a:Knowledge_Management"/>
</xml:instance>

<xml:instance id="a:Community_of_Practice">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#Community of Practice
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Topic"/>
  <xml:hasRelation relation="a:subtopic_of" instance="a:Knowledge_Management"/>
</xml:instance>

<xml:instance id="a:Knowledge_Portal">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#Knowledge Portal
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Topic"/>
  <xml:hasRelation relation="a:subtopic_of" instance="a:Knowledge_Management"/>
</xml:instance>

<xml:instance id="a:Swiss_Life_Case_Study">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#Swiss Life Case Study
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Case_Study"/>
  <xml:hasRelation relation="a:is_about" instance="a:Skills_Management"/>
</xml:instance>

<xml:instance id="a:BT_Case_Study">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#BT Case Study
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Case_Study"/>
</xml:instance>
<xml:instance id="a:EnerSearch_Case_Study">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#EnerSearch_Case_Study
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Case_Study"/>
  <xml:hasRelation relation="a:is_about" instance="a:Virtual_Organization"/>
</xml:instance>

<xml:instance id="a:Swiss_Life_ontology">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#Swiss_Life_ontology
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Ontology"/>
  <xml:hasRelation relation="a:engineered_with" instance="a:OntoEdit"/>
  <xml:hasRelation relation="a:is_about" instance="a:Skills_Management"/>
</xml:instance>

<xml:instance id="a:EnerSeach_ontology">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#EnerSeach_ontology
  </xml:externalRepresentation>
  <xml:instanceOf concept="a:Ontology"/>
  <xml:hasRelation relation="a:engineered_with" instance="a:OntoEdit"/>
  <xml:hasRelation relation="a:is_about" instance="a:Virtual_Organization"/>
</xml:instance>

<xml:instance id="a:BT_ontology">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#BT_ontology
  </xml:externalRepresentation>
</xml:instance>
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<xml:instance concept="a:Ontology"/>
<xml:hasRelation relation="a:engineered_with" instance="a:OntoEdit"/>
<xml:hasRelation relation="a:is_about" instance="a:Community_of_Practice"/>
</xml:instance>

<xml:instance id="a:OntoWeb_ontology">
  <xml:externalRepresentation language="en">
    http://this.is.an/example#OntoWeb_ontology
  </xml:externalRepresentation>
  <xml:instance concept="a:Ontology"/>
  <xml:hasRelation relation="a:engineered_with" instance="a:OntoEdit"/>
  <xml:hasRelation relation="a:is_about" instance="a:Semantic_Web"/>
</xml:instance>

<xml:axiom id="a:flogic_axiom1"="true">
  <xml:axiom language="flogic">
    FORALL P ( P[" has role " &quot;http://this.is.an/example#Author] )
    &lt; (- EXISTS D(P["http://this.is.an/example &quot; authors--&gt;D]) ).
  </xml:axiom>
</xml:axiom>

<xml:axiom id="a:flogic_axiom2"="true">
  <xml:axiom language="flogic">
    FORALL P ( P[" has role " &quot;http://this.is.an/example #Developer] )
    &lt; (- EXISTS S(P["http://this.is.an/example &quot; #develops--&gt;S]) ).
  </xml:axiom>
</xml:axiom>

<xml:module module="DomainLexiconModule1040341981773"
    title="domain lexicon module" version="1.0"
    processor="com.ontrprise.oee.domainLexicon.DomainLexiconPlugin"
    xmlns:="http://this.is.an/example"
    xmlns:domlex="http://schema.ontrprise.com/xml/extensions/"
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<xml:module id="OntoMapModule1040341981783"
    title="OntoMap\"module\" version="1.0"
    processor="com.ontraprise.cee.ontomap.OntoMapPlugin"
    xmlns:a="http://this.is.an/example"
</xml:module>

<xml:module id="Mind2Onto"
    processor="edu.unika.aifb.plugins.ontoskin.OntoskinPlugin"
    xmlns:a="http://this.is.an/example"
    xmlns:mind2onto="http://schema.ontraprise.com/xml/extension/mind2onto/0.1 mind2onto_schema.xsd">
    <mind2onto:skin concept="a:OntoMat-Plugin">
        <mind2onto:code id="9"/>
    </mind2onto:skin>

    <mind2onto:skin concept="a:DEE">
        <mind2onto:type>Arial</mind2onto:type>
        <mind2onto:size>10</mind2onto:size>
        <mind2onto:code id="7"/>
    </mind2onto:skin>

    <mind2onto:skin concept="a:Methodology">
        <mind2onto:type>Arial Black</mind2onto:type>
        <mind2onto:size>14</mind2onto:size>
        <mind2onto:highlightColor blue="51" green="51" red="255"/>
        <mind2onto:code id="5"/>
    </mind2onto:skin>

    <mind2onto:skin concept="a:Tool">
        <mind2onto:code id="5"/>
    </mind2onto:skin>
</xml:module>
</xml:ontology>
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